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A. Additional Experiment Results

This section provides extra experiment results and visualization plots that could not be included in the main text due to
limited space. Additional information regarding our experiment setup is also included for better clarity. Our experimental
code is also released at the GitHub repository below:

https://github.com/zevergreenz/model_fusion_for_personalized_learning

A.1. Sine Prediction Experiments

As mentioned briefly in the main text, the personalized performance of MAML (Finn et al., 2017) in problem domains with
highly polarized task distributions deteriorates and varies substantially across different sub-domains of tasks. This can be
observed in Table 5 below which tabulates the reported performance of all baseline methods across different sub-domains
and few-shot settings. In Table 4 and Table 5, we have also extended the benchmark to include reported performance for
the latest personalized federated learning work (PerFed Avg) of Fallah et al. (2020). The extended benchmark shown that
on average over the entire (polarized) sine domain, PerFed Avg achieves significantly better performance than MAML
(Finn et al., 2017) but still incurs higher normalized RMSE than the variant of our model (with embedding alignment). The
performance difference is again most pronouncing in the 0-shot setting when there is no data for further fine-tuning. On a
closer look, it appears that PerFed Avg slightly performs better than ours in sub-domain 1 under the richer-data settings of
20-shot and 40-shot but in the remaining scenarios across the remaining 4 sub-domains, ours is substantially better than
PerFedAvg. This agrees with and supports our above observation that on average, PerFed Avg performs better than MAML
but still noticeably under-perform when compared to our model. For more visualized performance plot showcasing the
fitting of various m-shot personalized neural net on some (unseen) sine functions, see Appendix F.

0-SHOT 10-SHOT 20-SHOT 30-SHOT 40-SHOT
OURS [1-100-1] 0.135+0.09 | 0.114£0.03 | 0.029 £0.01 | 0.021 +£0.01 | 0.017£0.01
OURS [1-100-1] (NO ALIGN) | 0.357 £0.01 0.125 £ 0.01 0.043 +0.01 0.036 £0.01 0.028 £0.01
COLD-START [1-100-1] 0.445 £ 0.26 0.149 +£0.03 0.085 +£0.05 0.076 £ 0.05 0.052 £ 0.04
PERFEDAVG [1-100-1] 0.356 = 0.02 0.146 +0.03 0.046 +0.03 0.045 +0.04 0.032 £0.03
MAML [1-100-1] 0.446 £+ 0.12 0.281 +£0.18 0.161 +£0.07 0.149 +£0.06 0.142 +0.06
MAML [1-40-40-1] 0.258 +£0.11 | 0.022 +0.02 | 0.014 £ 0.01 | 0.014 £ 0.01 | 0.012 £ 0.01

Table 4. Reported performance of our method (with and without embedding alignment), cold-start, PerFedAvg (Fallah et al., 2020) and
MAML (Finn et al., 2017) on the sine synthetic dataset. The results is averaged over all domains and independent runs.

To further demonstrate the necessity of incorporating an embedding alignment component while learning to embed the
existing pre-trained neural nets, we provide below in Fig. 3 another set of visual excerpts demonstrating the defection of
the no-alignment variant of our method in zero-shot scenario. These plots in particular demonstrate a few scenarios where
the no-alignment version fails to capture the generic trend of the target sine function. In contrast, all plots show that our
version with embedding alignment is able to capture the trend and fit the target sine function much better, which highlights
the importance of having the embedding alignment in Section 3.3.

A.2. Meta-Model Parameterization Specification

Due to limited space, we only describe the neural parameterization of many components of our meta model representation
in high-level ideas. Here, we provide a more comprehensive specification of those neural parameterizations to improve the
clarity of our work.

Neural Parameterization « for the Base Module. This module comprises two network segments which are responsible
for computing the mean vector and diagonal covariance matrix of the outer multivariate Gaussian that distributes wg. In our
experiment, wg is a 100-dim vector. This is a deep generative prior which probabilistically generates wg from a noise
vector. In particular, a noise vector of 100-dim is passed through a dense layer comprising 100 hidden neurons with no
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SUB-DOMAIN 1: a ~ U[4, 5], b = 2.94

SUB-DOMAIN 2: a ~ U[3,4], b = 2.44

10-SHOT 20-SHOT 40-SHOT 10-SHOT 20-SHOT 40-SHOT
OURS [1-100-1] 0.16 £0.01 | 0.06 +0.01 0.04 +0.01 | 0.12+0.01 | 0.02+0.01 | 0.01 £0.01
COLD-START [1-100-1] | 0.31 £0.01 0.15+0.01 0.08 +0.01 0.26 +=0.01 0.19 +0.01 0.12 £0.01
PERFEDAVG [1-100-1] | 0.16 =0.05 | 0.02 +0.01 | 0.02+0.01 | 0.14£0.01 0.034+0.01 | 0.01 +0.01
MAML [1-100-1] 0.28 +0.25 0.12 +0.02 0.11 £ 0.03 0.25+0.18 0.16 + 0.05 0.13 £0.02
SUB-DOMAIN 3: a ~ UJ[2,3], b= 1.50 SUB-DOMAIN 4: a ~ UJ[1,2], b = 0.91
10-SHOT 20-SHOT 40-SHOT 10-SHOT 20-SHOT 40-SHOT
OURS [1-100-1] 0.06 £0.01 | 0.02+0.01 | 0.01 +£0.01 | 0.11 +£0.01 | 0.02+0.01 | 0.01 £0.01
COLD-START [1-100-1] | 0.27 +0.01 0.21 +0.01 0.11 £0.01 0.23 +0.01 0.13£0.01 0.11 +0.01
PERFEDAVG [1-100-1] 0.12 +0.01 0.03+0.01 | 0.01 £0.01 | 0.14+0.01 0.08 +0.04 0.05 £ 0.03
MAML [1-100-1] 0.31+£0.14 0.16 + 0.08 0.15+0.07 0.24 +0.10 0.16 +0.04 0.16 = 0.04
SUB-DOMAIN 5: a ~ UJ[0, 1], b = 0.91
10-SHOT 20-SHOT 40-SHOT
OURS [1-100-1] 0.13+0.22 | 0.03+£0.01 | 0.01+0.01
COLD-START [1-100-1] | 0.16 £0.03 | 0.02 +0.01 | 0.02+0.01
PERFEDAVG [1-100-1] 0.18 £ 0.01 0.09 +£0.01 0.08 +0.01
MAML [1-100-1] 0.23 £ 0.11 0.09 £+ 0.05 0.07 £ 0.01

Table 5. Reported (average) normalized RMSE of personalized neural nets with architecture [1-100-1] generated by our method (with
alignment), cold-start, PerFedAvg (Fallah et al., 2020) and MAML (Finn et al., 2017) on each sub-domain. The (unseen) sine functions in
T 1) g

each sub-domain share the same phase b but have different magnitudes a, which was sampled uniformly from polarized value ranges.
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Figure 3. Visual excerpts demonstrating a few particular 0-shot scenarios where the no-alignment variant of our method generates
poor/uninformed personalized neural nets. In contrast, the alignment version of our method is able to capture well the trends of the target
sine functions in the same 0-shot scenarios. This highlights the importance of having an embedding alignment component when there is
no learning example of the target task (i.e., O-shot personalization) for the meta model to recognize the embedding mis-alignment via data.

activation, which produces the output of the first segment. For the second segment, the noise vector is passed through another
dense layer comprising of 100 hidden neurons with tanh activation. The output is further normalized with a batch-norm
layer, which finally produces the output of the second segment.

GP-modulated Neural Parameterization ¢ of the Task-Specific Module. This module comprises a collection of e = 10
independent sparse localized Gaussian processes (GPs) (Snelson, 2007) which represents the e (independent) priors over e
random functions mapping from the task’s meta-data vector to a scalar value. The collective output of this e GPs is therefore
an e-dim vector of independently distributed components, which is then warped into a 100-dim space of the task-specific
component w. The warper is designed to be a 2-layer feed-forward neural net. Its first layer comprises 256 neurons with
tanh activation while its second layer comprises 100 neurons with no activation. Intuitively, this means the role of the GPs is
to produce independent prediction signals which are weaved together via the 2-layer feed-forward net to generate a 100-dim
task specific vector with highly correlated components. For each GP prior, the parameters comprises its kernel parameters as
well as its inducing input vector. In our experiment, we use 50 inducing input vectors per GP where each inducing input is a
dim(7)-dim vector whose coordinates need to be learned.

Neural Parameterization v for the Crossing Module p(~|wg, w). This module comprises two network segments which
are responsible for producing the mean vector and diagonal covariance matrix of the outer multivariate Gaussian that
distributes «. The two segments share a common sub-segment that maps the concatenated vector pf wg and w to a latent
space. In our experiment setting, both w and w are 100-dim vector. Their concatenation vector is first fed into a dense
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layer of 64 hidden neurons with ReLU activation. The output of this layer is passed through another layer of d = 32 hidden
neurons with ReLU activation, which produces the 32-dim latent embedding for the concatenation of wg and w. Next, to
produce the mean vector of ~, the latent embedding is passed through a dense layer comprising || hidden neurons with
no activation, which constitutes the first network segment. As for the other, the same latent embedding (i.e., the output of
the common sub-segment) is passed through a separate dense layer comprising dim(«) = 100 hidden neurons with tanh
activation, which generates the output of the second network segment.

Note the the above parameterization of v describes the processing of generative process of v from w and w for a single
task instance 7. However, as we pointed out in the main text, pre-trained models {~,}!"_; were generated in isolated and
hence, their induced model vector {,}"_; do not necessarily align component by component (e.g., component 1 of =,
might correspond to component 3 of ;) and we need to learn a matching permutation to align their components. To this end,
we aim to learn for each model -, a separate permutation that maps it to a universal canonical order of components. These
permutations {A;}” ; are applied on the above 32-dim latent space of the embedding vector of the concatenation of w and
Wy (i.e., the output of the common sub-segment described above). In our meta-model, the permutation matrices {A;}7_;
are treated as the discrete part of v, and are optimized alternatingly with the rest as detailed previously in Section 3.2.

A.3. Computational Complexity

In addition, we provide below a concise analysis of the computational complexity of our meta model training. Plots showing
its training losses against the no. of training iterations are also provided to demonstrate its convergence empirically.

First, to understand the computation complexity of our meta-model, we first note that it comprises the 3 deep generative
modules as detailed above. Two of which (the base and crossing modules) are parametric networks in nature so the cost of
their feed-forward and back-propagation computation is a linear function of their parameters, input dimension and batch sizes.
As both are deep generative models, their parameters are optimized numerically via re-parameterized sampling (Kingma
& Welling, 2013) which incurs another linear factor of the sampling size h on their feed-forward and back-propagation
complexities (since we need to repeat the same computation routine for each sample).

Second, the other component (the task-specific module) on the other hand is non-parametric due to its modulation with a
sparse GP prior layer whose feed-forward (prediction) scale linearly in the total number n of observed tasks (those with
pre-trained models provided) and the dimension |7| of their corresponding meta-data vectors. Each sparse GP also scales
quadratically in the number m of inducing inputs. For back-propagation however, it scales quadratically in both the number
m of inducing inputs and the meta-data dimension 7 while remaining linear in 7.

Furthermore, this module is also generative in nature which means both its forward and backward computation also
incur a routine of forward sampling from the posterior GP. This includes first sampling the i samples of the inducing set
comprising m vectors, which scales cubically in m since (per property of GPs) these vectors are marginally distributed
by a m-dimensional Gaussian with full-rank covariance matrix. Thus, summarily, the total cost of feed-forward and
back-propagation via a GP component incurs cubic cost in m, quadratic cost in |7| and linear in n and h. Also, as there are
e separate GPs and there is another 2-layer feed-forward net that warps them into the space of ~ (pre-trained model). The
total processing cost of this component has to be further scaled by linear factors of e and .

Thus, putting the above together, we arrive at a complexity cost of O(h - |a| - n - dim(wg) + b - [v| - n - (dim(wg) +
dim(w)) + h - e - dim(vy) - n - dim(7)? - m?3) for each learning epoch. In our experiment, we choose h = 100 samples
and use 100 learning epoches to optimize our meta-model. Additionally, per learning epoch, we also need to alternate
between optimizing the continuous parameters and discrete permutation matrices for embedding alignment across different
pre-trained models. The cost for the former has been given above while the cost for the latter boils down to the cost of
solving a linear sum assignment task concerning d x d bipartite matrix (see Section 3.2). Since the weight matrix for
candidate assignment can be computed and cached while optimizing the continuous parameters, the cost of solving this
linear sum assignment is cubic in d, which is the latent embedding dimension of the concatenation of wg and w in the
specification of the crossing module above. It also involves a linear factor of n since we need to solve one linear sum
assignment per pre-trained model so in total, the cost is O(n - d*) which is likely subsumed by O(|v| - n) as d only accounts
for a small part of the entire crossing model’s parameterization |v|. As such, we can ignore it.

To further provide a empirical grasp of the above complexity analysis, the running time plots (along with corresponding
plots of converging training losses) with respect to settings with e = 5, 10, 15 and 20 sparse GP priors are given in Fig. 4
above. All our experiments were run on an Intel(R) Xeon(R) with 32 E5-2686 v4 CPUs (2.30GHz) and a V100 GPU.
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Figure 4. Plots show (top) the negative meta-model evidence lower-bound (ELBO) being reduced as we increase the no. of training
iterations. This is the negation of the objective function in Eq. (16) that we sought to maximize (hence, its negative version would decrease
as expected in the above plots); and the accumulated processing time (in minute) incurred by the alignment and no-alignment versions of
our method. It can be seen that the negative ELBO decreases significantly when we allow for alignment during training as compared to
without alignment. As a trade-off, the version with alignment incurs more processing time (up to eight-fold on average) as compared the
version without alignment. The plots are provided for different parameter configurations with e = 5,10, 15 and 20 GP priors.

B. Derivation of the Meta-Model Likelihood in Eq. (8)

The full distribution of our meta-model is given by

n

(e o) T [ )

i=1

(20)

p WQ7Wa77S|T

Marginalizing out wg and w, we obtain the meta-model evidence in Eq. (8), Eq. (9) and Eq. (10)

polr) = [ p(werws | 7)dsdwaws

/ sp(wg)p(s>ﬁ p(vV;|Wa, w;)p(w;|s) | dsdwdwy
W, W, :

i=1

/wgp(vv@) /wsp(S)'

I |p(vilwe. wop(wils) | dsdw | dwg

’ i=1

= Fuyepws) h(wg) . 1)

where we define the auxiliary function h(wg) as

n

/wsp(s)H p(’)’i‘wz,wi)p(w”s) dsdw .

’ i=1

()

(22)
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Now, substituting w = g(7) or g for short

() = |

n

Egrp(e) [Hp('nIWz,g(ﬂ))] where p(g) = Esvp(s) [ﬁp(g(n)IS)] : (23)

i=1

C. Derivation of the Variational Inequality in Eq. (11)
From the chain rule (also called the product rule) of probability, suppose that p(wg, w, s|y, T) # 0, we have

,Wg, W, S|T
pylr) = DAWe WST) 24)
p(Wg,W,S")’,T)

Assuming that p(v|7) # 0 (consequently, p(y, Wg, w, s|T) # 0), taking log on both sides of the above equality

p(77W®7W75|7)> . (25)

lo ) = lo
gp(7| ) g(p(W®7W7S’77T)

For any distribution ¢(wg, w, s; w) parameterized by w such that ¢(wg, w,s;w) < p(wg, W, s|v, 7), i.e., ¢(Wg, W, s;w)
is absolutely continuous with respect to p(wg, w, 8|y, T), we have

p(77W®7W7S|T)>:| . (26)

]E Wg,W,S;Ww |:1 i|:E W, W,S;Ww 1
a(wo wosw) | 10gp(Y|T) a(wo,w,siw) [Og (p(Wg,W,S|')’,T)

Since p(-y|7) is a constant with respect to ¢(wg, w, s;w), we can pull that out of the expectation

logp(V|T) = Eywowsw) 10% <p

7)) |
Py, W, W,S|T)q(Wg,W,S; W
Eq(wa,w,siw) log 2 | ; ( @ ))]
)

= E‘Z(WZWWS?"J) 10g

p
- IE:q(w@,w,s;w) IOg <

qQ\Wg, W, S;wW
+ Eq(w,z’w,s;w) l:lOg (M):l

P(Wz, w, 5‘77 T)

+ ]D)KL q(WZa W, 5] UJ) Hp(wfav w, s|7a T)

W, W, S|T

Y

IEq(w,g ,W,S;w) log

(Wg, W, s;w)

= Eywo,wsw) [log (p("}’,Wg,W s|7-)) — Eq(wo,w,si0) llog (q(w@,w,s;w>) ] , 27

where the second-last inequality is due to the non-negativity of the KL divergence.

D. Derivation of Eq. (18)
From Eq. (17), the probability p(vy,|w;, Wg; V) is given as

d
p(vilwi, weiv) = HN<[7]

d d
Z A?‘LU [ml)\] v Z A;“) [Vﬁ‘] 1)) . (28)
v=1 v=1
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Assuming that p(~,|w;, Wg; V) # 0, taking log on both sides, we have

d
log p(;wi, Woi v) ZlogN( Yilu A;“’ (mi] ) A [vi]v> : (29)

v=1 v=1

Since A; is a permutation matrix, for every row u, there exists exactly one column v, (u) — here, we make the dependence
on the row u explicit — such that
AU — {1 if v =wv.(u)
; .

0 otherwise

Using the above property, the following three equalities hold forany u = 1,...,d

d

Y oAr[my], = [mi], ., (30)

v=1

d

YDA, = i (31)
d
>~ A 10gN ([l | mil, vil,) = log N (I | [0}, cuys Vi) - (32
v=1

Continuing from Eq. (29), we have

log p(; Wi, Wa; v Z log N( Yilu

= ZIOgN([%]u

where the second equality is due to Eq. (30) and Eq. (31). The third equality is due to Eq. (32).

d
ZAuv 7, ,U7ZA;ZMJ [VZAL}>

mi], s i) = Zzwmﬂmmmmwye»

u=1v=1

E. Theoretical Analysis

This section presents the theoretical analysis of our personalized learning framework in Section 3. The analysis comprises two
parts. In Part I, we will derive an auxiliary result that analyzes the behavior of the distribution” ¢(~,|v) of the personalized
solution model ~y,, for target task 7., which is derived from the optimized meta-model representation (Section 3.1). Here,
the optimized representation corresponds to the universal maximizer of Eq. (16) or equivalently Eq. (19), which we sought
to maximize previously in Section 3.4. This result will then be leveraged next in In Part II to derive a non-trivial bound
on the generalized performance gap between using a personalized model v, ~ ¢(+,|v); and an oracle model «¢ which is
defined to be a solution model that has best performance on 7, and is unknown to us.

E.1. Part I

First, recall that in part B of Section 3.4, the exact posterior® p(wg, w, s|v) of our generative model (Fig. 1) is approximated
with ¢(wg, w,s) = g(wg)p(w(s) [15_, p(s.) where q(wg) is parameterized separately from p(s,.) and p(w|s) which
are parts of our generative model. We can then show below (Lemma 1) that when the optimization of Eq. (16) converges to
a universal maximizer, we can represent ¢(w ) explicitly in terms of the generative model’s components.

Lemma 1. Suppose that the model evidence lower-bound L (a, o, v, w) defined in Eq. (16) achieves its (global) maximum,

7+, is also conditioned on the target task’s meta data T, as well as the related tasks” meta data T = {7;}7_, but we omitted these
terms to avoid cluttering the notations. For the rest of the analysis, conditioning on 7 and 7 should therefore be implicitly understood.

8The posterior is over the base wg and specific w = {w; };-.; components, as well as the latter’s representative sets s = {sx }r—;
(one set per encoding dimension ) as detailed previously in Section 3.2.
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then the following is true:

q(Wgsw) = p(Wg; Hexp( (W’s;(b)llogp(’yﬁwi,wg;y)])almosteverywhere, (34)

where Z = Ep(wy;a) [H exp <Ep(w$s;¢) [logp('yi |Wi, Wg; 1/)] )] is the normalization term.

i=1
+ Dk (q(Wrz§ W)HP(WQ; 06)))

_ | E "1 . log 1Waiw)
= Tlg(wgiw) [108EXP | Lp(w,s;0) _Z ogp|Vilwi, wo; v + ogm

_Eq(wz;w) |}Og q(Wg;w) — log < (W a Hexp( (w,s;0) [logp('yiwhwg;l/)}) )1
| p(Wg; Hexp( (w.s:0) [1ogp('yi|w,~,Wg;l/> )) + log Z (35)

is the normalization term, which is a constant with

Proof. Let us first recall the expression of Eq. (16) below:

n
leogp(’nlwiawfzw)

i=1

L (Oé, ¢a v, w) = - <ECI(WQ;W)EP(W15§¢)

= -DxL (Q(Wz; w)

where Z = Ep,(w,;a) [H exp (Ep(w,s;qb) llogp('yi|wi,wg; V)‘| )

i=1
respect to w. Then, due to the non-negativity property of KL divergence, any choices of w that result in a positive divergence

would not be optimal. Therefore, the model evidence lower-bound L { o, ¢, v, w) achieves its (global) maximum value if
and only if the KL divergence is 0, which occurs if and only if:

q(wWgiw) = p(Wg; H exp ( p(W,si0) |}0gp(’yi |Wi, Wg; 1/)1 ) almost everywhere,
gWaiw) x p(wg;a l H exp ( p(W,si) [1ogp<'yi |Wi, Wg; V>:| ) ] almost everywhere, (36)
which completes our proof of Lemma 1. O

Leveraging this result, one can derive an immediate expression for g(+y,|7v) as detailed next in Lemma 2 below.

Lemma 2. Suppose that the model evidence lower-bound L (a, o, v, w) defined in Eq. (16) achieves its (global) maximum.

Then, its induced predictive distribution q(7,|7) of our framework coincides with w (= |7y) where

Ep(wz;a) [QXP <]Ep(w,s;¢) {Z logp<71|wl, Wga; V)] > / p(’)/* ‘W*a Wg3 V) Ep(w,s;d)) |:p(W* ‘Wv S5 ¢):| dW;|
i=1 w

*

(V. lY) =

Epweia) [GXP (Ep(w,sm [zn: logp(%lvvu Wo V)} >]
=1

which does not depend on the parameterization w of ¢(Wg; w).

Proof. Let us first recall our framework’s approximate expression of the predictive distribution ¢(-y,|v) for the target model
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~. given observations of existing, relevant models ~:

/p(Wzaw,Sl’O

~ /q(w,g,w,s;w) [p(w*|w,s;¢))p('y*|w*,wg;u)]dw*dwdsdwg

q(v.17)

p(W* |w,s; ¢)p<’)’* | W, W 1/)] dw,.dwdsdw 4

— /q(wg;w) [p(w,s; ¢)p(w*|w,s; ¢)p(7*|w*,wg;u)dw*dwdsl dwy

= /Q(Wg;w)Ep(w,s;d)) [/p<w*|w73;¢>p(’r*lwfa,w*;V)dw*] dwg , (37)

where the first step is by our variational approximation scheme, the second step follows from the surrogate approxi-
mation p(wg, w,s|y) ~ ¢(wg,w,s), and the third step follows from our choice of the surrogate ¢(wg,w,s;w) =
q(wasw)p(wls; @) [T, p(sk; @) = ¢(wWa;w)p(w,s; ¢). Finally, plugging the expression of ¢(wy) in Lemma 1 (at a
global maximizer) into Eq. 37 yields the desired form of 7 (v, |v). O

Lemma 2 thus establishes the form of the predictive distribution ¢(-y,|7) at optimality. We will exploit this result in Part IT
below to establish a non-trivial bound on the expected performance gap between an oracle model and a sampled model from
q(~.|v) on target task 7., which confirms the key result that we stated previously in Theorem 1 (Section 4) of the main text.

E.2. Part I1

Let v, € H denotes a model for 7, in the hypothesis space H and D, denotes the (unknown) data distribution of 7. Let
¢ (x,y) denotes the non-negative evaluation loss of predicting -y (x) when the ground-truth is y. Examples of such evaluation
loss function includes the squared error £, (x,y) = (v(x) — y)? (for regression) and the 0-1 loss £~ (x, y) = I(y(x), y) (for
classification). The generalized loss of a model «y, on T, is defined as,

G (7*) £ E(x,y)ND* [EV* (Xa y)] . (38)

We assume there exists an oracle model «; € #H for T, that achieves the minimum generalized loss, which is defined as:

o

A argmin, o5 G (v,) orequivalently, G (v3) = minG (v,) - 39)
* Y

We also assume that the evaluation loss admits the triangle inequality such that £~ (x,y) < £4(x,v'(x)) + {4 (x,y) and
ly(x,7'(x)) < ly(x,y) + €y (x,y). Itis easy to see that both examples above of the squared and 0-1 losses admit such
triangle inequalities. Then, let ¢ be the abbreviation for ¢(v*|7) (as defined above). The generalized loss of sampling
solution model from ¢ for target task 7, with distribution D, is defined as

G (q) = E'Y*Nq lE(x7y)ND* |%’h (X,y) ‘|‘| . (40)

To bound the gap between G(~5) and G(q), we first establish the following immediate results in Lemma 3 and Lemma 4.

Intuition. In lay terms, Lemma 3 re-iterates a well-known result that can be used in Lemma 4 to bound the expected
generalized loss G(q) of a model distribution in terms of auxiliary functions. This in turn can be bound by a small fraction
of the oracle’s generalized loss G(~$) under a mild assumption regarding the performance of the oracle model on a random
input. This is formally stated in Lemma 5 — see its premise assumption and its discussion that follows — which is the
stepping stone to establish our key result in Theorem 1 (Section 4).

Lemma 3. For any function g(x) and any two distributions p(x) and 7w(x) on a certain measurable space, we have

g(x)] < Dk, <pH7r> + log Exr lexp (g(x))] . 41)

Ex~p
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Proof. This is a well-known result often referred to as the Change of Measure inequality (Seldin et al., 2015). For the sake
of self-containment, we concisely reproduce the its proof below:

g(x)] = Exmp {log (‘:(();)) X ;j((z)) X em(a(X)))]
= Eyp {log i(();))} + Exep [log (Z((z)) X exp (g(x)))]

= xa plr) + B [ (535 < ex0(s0) )

Exep

m(x
< DxL (p||7r) + log Ex~p {]?((X; X exp(g(x))] = Dk (pHﬂ') + logExr [exp(g(x))] , (42)
where the inequality follows from applying Jensen inequality, which completes our proof of Lemma 3.
O
Lemma 4. For any reference distribution 7(7y,|7y), let Fyo () £ Exp,Eqy_r [exp (€4, (x,72(x)))]. We have
‘G(Q) -G(d)| < Dk (qllﬂ) + logFqe (W) : 43)

Proof. By definition, G(v3) < G(,) forany choice of v,. Hence, G(7S) = Ey ~¢[G(7?2)] < Eqy ~[G(7.)] = G(g).
On the other hand, we also have

G(Q) = E‘Y* NqE(x,y)ND* lZW* (Xa y)‘|

< Egeyep. leq l%: (%) + &y, (XW:(X))H

= Epyop. |l (,9)| + Exep. |Eqong|lo. (X”Yi(@)H

= G + EXNIL<lE7*~q[€v*(X773<x))]1

< G(2) + Exep. |Dict(q7) + l0gEy or [exp (6. (Xﬁﬂx)))H

= G(v;) + DkL (q||7r) + Ex~p. logEy rx [exp(f.,* (x,vi(x)))]

< G(v7) + Dku (qllﬂ) + log Ex~p. llemr lexp(%* (X’ vi(X)))H

= G(y) + D (alr) + logFye () , (44)
where the first inequality is due to the triangle inequality of the evaluation loss, the second inequality follows from the

change of measure inequality in Lemma 3, and the last inequality follows from Jensen inequality. Thus, combining this with
the previously proved statement, we have

G(v) < Glg) < GO + D (allm) + logFoe (). 45)

which implies |G(q) — G(~2)| < Dkr, (q||7r) + log Fyo (1) as desired. This completes our proof of Lemma 4. O
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Intuition. Next, we show that when the oracle model is highly accurate in the sense that the chance for it to incur a loss
worse than a fraction of its generalized loss is vanishingly small — see Eq. (46), log F< (7) can be upper-bounded by a
small fraction of G(~2) and a log data term. This is formally stated in Lemma 5 below.

Lemma 5. Assume there exist constants ¢ > 0 and r > 1 such that

Prxy)~D. (fw:(x, y) > :,G(vi)> < exexp (iG(vi) — 28Up, [ﬁw(xy)D : (46)

Then, it can be shown that for F"/i (m) as defined in Lemma 4 above,

1
log Fyo (7‘() < ;G(’yi) + log (E()gy)ND* [IE%N7r lexp(&,* (x,y)) —|—c> . 47

Proof. To prove this, we first expand the expression of Fc () using the triangle inequality of the evaluation loss,

log Fyo (77') = logEx,y)~D. _]E.Y*~7r lexp (E.Y* (x, ¥, (x)))] ]
< logEx )~D. _IE.Y*~7r lexp (ﬂyi (X, y) + 4y, (x, y) ) ] 1
= logE(x,y)~D. -exp (&73 (X7 y)) X By, ~on [exp (L,* (x, y))] 1 £ log nyg (7‘() . (48)

Now, let ¢ £ sup,, , ,l~(x,y) and § = Pr(lye(x,y) > (1/r)G(72)). We can now split the space of (x,y) into two

parts: (a) DI = {(x,9) | £ye (x,y) < (1/r)G(72)}; and () DL = {(x,1) | L2 (x,9) > (1/r)G(2)}. As such, if
(x, ) is to be sampled uniformly in part (a), its sampling distribution is D' (x, ) = I((x,) € D)) x D, (x,y)/(1 — §).
Likewise, if (x,y) is in part (b), its sampling distribution is D( ) (x,y) =I((x,y) € D )) x D.(x,y)/d. Thus,

¥ (r) (15)exp<iG(7$)>E(xy) D@ l ”. [exp ) 1
e oo(o ()

IN

—+ 5exp (1/)) E(x,y)NDSf’)

< (1 —6)exp<1G(7*)>E(x )~D® l [exp E (x,y ) + 5exp(2¢)
< exp(iG(vi))E(x,y)ND* [E%N,r lexp (&7* (x, y)) + dexp (2¢)
<

exp < ! G(%))E(X,M [E [exp D)
_ exp<1g(%)) [E(x,y)m* [E [exp(g% (x.4))

where the last inequality follows from our assumption above in Eq. (46). Then, taking logarithm on both sides of Eq. (49)
and plugging the result in Eq. (48) yield Eq. (47), which completes our proof of Lemma 5. O

+ cxexp(lG('y*)—sz—i—Qw)

+ c| , 49)

Key Result. Finally, chaining up the above results, we can obtain the following key result which is the main thrust of our
theoretical contribution here. It also reveals important insights that explain the rationalities behind the (somewhat artificial)
formulation of our personalized learning framework, as discussed below.
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Theorem 1. Assume there exist constants ¢ > 0 and 7 > 1 such that (same assumption from Lemma 5)

Pr(xy)~D. (572 (x,y) > iG(72)> < cxexp <iG(’7i’) — 25Upy {é’Y(va)}) : (50)

Then, for any reference distribution 7(-y,|7), we have with probability at least 1 — § over the sampling of an m-shot dataset
{(x4,y:)} 1, where (x;,y;) ~ D,, the following inequality holds simultaneously for all choices of g(y,|v):

- = tog (4] *
< ]D)KL<qH7T>+TG(')’*)+10g m;Ew*wleXp[%(xi’%)} +O< gm_ll )

where (as defined previously) <y, denotes the oracle solution model of task 7.

‘G(q) - G(’ri)

Proof. First, we will chain up the results of Lemma 4 and Lemma 5 to obtain the following:

IN

|G(Q) - G(%)

Dic. (allr) + logFoe ()

IN

1 °
DKL(QHﬂ') + ;G('Y*) + log <E(x7y)~D*

Ey ~or [exp (é.,* (%, y))

+ c) . (8D

Now, to bound the last term on the RHS of the above inequality, we define the following auxiliary loss h, (x,y) =
exp(l~, (x,y) — sup £ (x,y)) where the supremum is over the choice of 7y and (x,y). As such, h_(x,y) € (0,1).

Then, applying the PAC-Bayes result in (McAllester, 1999) to relate the generalized and empirical loss of sampling solution
model v, ~ 7 for task 7, with data distribution D, using instance loss h~_(x,y), we have with probability at least 1 — §
over the choice of {(x;,v:) }",

. <]D)KL (7r||7r> + log (422) > 3

1 m
E(xvy)ND* E'Y*Nﬂ |:h'7* (X’y>:|‘| S EzE'y*Nﬂ' [hW* (X“yZ) 2m —1
1
1 m log(m) 3
= — ) Ey r|h (i, i — . 52
m; v [”*X” +<2m—1 (52)

Note that we use a special case of the PAC-Bayesian bound here where the target and reference distributions are the same.
Thus, multiplying both sides of the above inequality with exp(sup ¢~ _(x,y)) yields

_ [exp (1. (. y>)H 23 e [exp (6. (o yi))]
+ exp (sup by, (X1/>> (m)é
£ o) < of

Finally, taking the logarithm of both sides, plugging the result into Eq. (51), and absorbing the constant c into the big-O
notation complete our proof of Theorem 1. Thus, setting C,,, = O((log(4m/8)/(2m — 1))/?) reproduces the key result
that we mentioned in Theorem 1 in the main text. Now, combining this result with our previously established result in Part
I reveals an interesting insight into the fine-tuning part of our personalized learning framework as discussed in Corollary 1
below. We note that an informal discussion of this had been provided previously Section 4 above.

IN

E(x,y)~D.

2m —1

log(élfg”)r> . (53)

Corollary 1. Assuming the same assumption of Theorem 1 regarding the oracle solution model for 7, and constructing
the reference distribution 7(~y, |y) following its established parameterization in Lemma 2, with arbitrarily high probability,
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the gap between the generalized losses of 4% and ¢(+,|v) is at most G(~$)/r when m — oo and the optimization of
Eq. (16) reaches a global optimizer. Furthermore, when m is small, the established bound in Theorem 1 also reveals how the
process of fine-tuning a personalized model using the few-shot dataset {(x;, ;) }1™, can be incorporated seamlessly into the
Proof. To see this, we first take a closer look at the proved bound of Theorem 1,

learning of the meta-model representation to provably control the bound gap.
()]
1 1 & log (**
< D)+ 76 (0) +log | T3 Brr esptr. (xm) | + O | 52
=~ KL(q 7T>+’I“ Y +0g m; Y« exXp Y x Xin Y + om —1

Now, using the results of Part I (see Lemmas 1 and 2) we know that when the optimization of Eq. (16) reaches a universal
optimizer, ¢ converges to 7 in Lemma 2. At that point, Dkr,(¢||7) = 0 and the first term on the RHS of the above bound
disappears. As for the remaining terms, taking limit when m — oo on both sides of the reduced bound further zero out the
log term, thus leaving only a fraction 1/r of the oracle loss.

‘G(Q) - G(’ri)

Secondly, in case m is small, the excess loss term depends heavily on log(L Y™ | E _r[exp[ly, (x;,¥:)]]) which

immediately suggests a loss function for fine-tuning and an appropriate scale to combine with the personalization loss. In
particular, it can be seen from the above arguments that optimizing ¢ and 7 simultaneously via minimizing

H(g,m) = -L(q) + log <;iE7*~ﬂ lexp%* (xy)”> (54)

will result in a performance gap bound by G(~2)/r and a minimized excess loss involving the few-shot dataset for
fine-tuning. Here, we ignore the constant term that scales with double log, which is negligible. This is true because the
parameterizations of g and 7 are decoupled (see Lemma 1) and the data term in the above loss does not depend on ¢, which
effectively forces Dk, (g||7) to be zero if (g, ) is a universal minimizer of H(q, 7). Thus, optimizing H instead of the
original ELBO objective in Eq. (16) allows us to not only zero out the divergence term but also reduce the data fit further on
the few-shot dataset in the new task context (i.e., fine-tuning).

Remark. The bound above also meets our sanity check in the limit of information and quality of the oracle model. To
elaborate, in the limit of information, both the divergence and data terms disappear as argued above, thus leaving a fraction
1/r of the oracle loss G(7?). Now, if the target task 7, can be solved with high accuracy by an oracle model bounded
within a model space 7, one would expect r (see the assumption in Lemma 5) to be large and c¢ to be small while G(~$)
to be vanishingly small. Both of which contribute towards zeroing out the remaining loss terms of our bound in the limit
of information and oracle quality, thus resulting in a personalized model distribution whose generalized performance is
arbitrarily close to that of an oracle model.

In light of this, the bound in Theorem 1 also suggests an intuition regarding an intricate trade-off between the bound gap (in
the limit of information) and the expressiveness of the model space. On one hand, if the model space is highly expressive, it
is likely that our assumption for the oracle model will hold with large r which tighten the excess loss but in exchange, it
will be harder for the divergence term to zero out via optimizing the meta-model loss in Eq. (16) as there are now more
parameters to be optimized. On the other hand, if the model space is reduced in complexity, it is easier for the optimization
of Eq. (16) to find a global optimizer and zero out the divergence term but with the reduced complexity, the oracle model
(i.e., the best in the defined model space) becomes less accurate and hence, the assumption might only hold with large ¢ and
small 7. This has the effect of pushing the bound towards being vacuous. When this happens, model fusion become perhaps
a less well-defined task since even the oracle model cannot sufficiently solve the task with high accuracy.

F. Extra Visualized Performance Plots across Different Sine Tasks in Different Sub-Domains

Figures 5, 6 and 7 provide additional visualized fitting performance of our personalized model towards various sine tasks
across all 5 polarized sine domains (corresponding to those reported in Appendix A).
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Figure 5. (Part 1) Additional visual excerpts demonstrating how well the warm-start neural net with architecture [1-100-1] generated by
MAML and our method fit 2 unseen sine functions y = a sin z + b of sub-domain 1 in 0-, 10-, 20- and 40-shot settings.
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Figure 6. (Part 2) Additional visual excerpts demonstrating how well the warm-start neural net with architecture [1-100-1] generated by
MAML and our method fit 2 unseen sine functions y = a sin z + b of sub-domains 2 and 3 in 0-, 10-, 20- and 40-shot settings.
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Figure 7. (Part 3) Additional visual excerpts demonstrating how well the warm-start neural net with architecture [1-100-1] generated by
MAML and our method fit 2 unseen sine functions y = a sin z + b of sub-domains 4 and 5 in 0-, 10-, 20- and 40-shot settings.



