
Accelerating Feedforward Computation via
Parallel Nonlinear Equation Solving

Yang Song 1 Chenlin Meng 1 Renjie Liao 2 3 Stefano Ermon 1

Abstract
Feedforward computation, such as evaluating a
neural network or sampling from an autoregres-
sive model, is ubiquitous in machine learning.
The sequential nature of feedforward computation,
however, requires a strict order of execution and
cannot be easily accelerated with parallel comput-
ing. To enable parallelization, we frame the task
of feedforward computation as solving a system
of nonlinear equations. We then propose to find
the solution using a Jacobi or Gauss-Seidel fixed-
point iteration method, as well as hybrid methods
of both. Crucially, Jacobi updates operate inde-
pendently on each equation and can be executed
in parallel. Our method is guaranteed to give ex-
actly the same values as the original feedforward
computation with a reduced (or equal) number of
parallelizable iterations, and hence reduced time
given sufficient parallel computing power. Ex-
perimentally, we demonstrate the effectiveness
of our approach in accelerating (i) backpropaga-
tion of RNNs, (ii) evaluation of DenseNets, and
(iii) autoregressive sampling of MADE and Pix-
elCNN++, with speedup factors between 2.1 and
26 under various settings.

1. Introduction
With sufficient parallel computing resources, we can cer-
tainly accelerate any algorithm with a parallelizable compo-
nent. However, many machine learning algorithms heavily
rely on a seemlingly non-parallelizable part—feedforward
computation. To evaluate the output of a neural network,
layers are computed one after the other in a feedforward fash-
ion. To sample text from an autoregressive model, words
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are generated in sequence one by one. Because of the in-
herently sequential nature, it is difficult to directly perform
feedforward computation in parallel—how can one output
a label before any intermediate features are extracted, or
generate the last word in a sentence before having seen the
initial part?

At first sight, the idea of executing in parallel the various
steps that comprise a feedforward computation procedure
seems hopeless. Indeed, the task is clearly impossible in
general. Machine learning workloads, however, have special
properties that make the idea viable in some cases. First,
computations are numerical in nature, and can tolerate small
approximation errors. For example, it is acceptable if a faster
method produces image samples at the cost of small imper-
ceptible errors. Second, computations have been learned
from data rather than designed by hand. As a result, they
might involve unnecessary steps, and have dependencies be-
tween the various (sequential) stages that are weak enough
to be ignored without significantly affecting the final results.
Although we might not be able to explicitly characterize this
structure of redundant dependencies, as long as it is present,
we can design methods to take advantage of it.

Based on these insights, we propose an approach to accel-
erate feedforward computation with parallelism. Despite
not beneficial for certain types of feedforward computation,
it works well for many cases of practical interest in ma-
chine learning. Our key idea is to interpret feedforward
computation as solving a triangular system of nonlinear
equations, and use efficient numerical solvers to find the
solution. This is advantageous because (i) many numerical
equation solvers can be easily parallelized; and (ii) iterative
numerical equation solvers generate a sequence of interme-
diate solutions of increasing quality, so we can use early
stopping to trade off approximation error with computation
time. In particular, we propose to find the solution of the
triangular system using nonlinear Jacobi and Gauss-Seidel
(GS) methods (Ortega & Rheinboldt, 1970). Crucially, Ja-
cobi iterations update each state independently and can be
naturally executed in parallel. Moreover, we show feedfor-
ward computation corresponds to GS iterations, and can be
combined with Jacobi iterations to build hybrid methods
that interpolate between them.
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We empirically demonstrate the effectiveness and flexibility
of our proposed numerical equation solvers by showing ac-
celerations for three representative applications: (i) the back-
propagation procedure for training RNNs; (ii) the inference
of neural networks like DenseNets (Huang et al., 2017); and
(iii) ancestral sampling from autoregressive models such as
MADE (Germain et al., 2015) and PixelCNN++ (Salimans
et al., 2017). In particular, for the RNN model considered in
our experiments, our new method reduces the training time
by more than a factor of two. For DenseNet, our Jacobi-type
methods lead to an estimated speedup factor of 2.1. For an-
cestral sampling from autoregressive models, we achieve 26
and 25 times speed up for MADE sampling on MNIST (Le-
Cun & Cortes, 2010) and CIFAR-10 (Krizhevsky et al.,
2009) datasets; for PixelCNN++, we achieve 6.5 and 2.1
speedup factors respecitvely. Except for DenseNets where
we simulate the performance due to computational con-
straints and implementation difficulties, all other results
are measured with wall-clock time on a single GPU. This
demonstrates that our methods not only perform well in
the regime of massive parallel computing resources, but
also have imminent practical values easily achievable with
personal hardware.

2. Background
2.1. Feedforward Computation

Consider the problem of computing, given an input u, a
sequence of states s1, s2, · · · , sT defined by the following
recurrence relation:

st = ht(u, s1:t−1), 1 ≤ t ≤ T, (1)

where {ht}Tt=1 are deterministic computable functions, and
s1:t−1 is an abbreviation for s1, s2, · · · , st−1. From now
on, we use sa:b to denote sa, sa+1, · · · , sb where a ≤ b and
a, b ∈ N+.

Given implementations of the functions {ht}Tt=1, traditional
feedforward computation solves this problem by sequen-
tially evaluating and memorizing st, given u and the previ-
ously stored states s1:t−1. Note that it cannot be naı̈vely par-
allelized across different time steps as each state st can only
be obtained after we have already computed s1, · · · , st−1.

Feedforward computation is ubiquitous in machine learning.
The following examples will appear in our experiments: (i)
evaluating the output of a neural network layer by layer
(neural network inference); (ii) back-propagating gradients
from the loss function to weights (neural network training),
and (iii) ancestral sampling from autoregressive models. For
(i), u corresponds to the network input, and st denotes the
activations of each layer; For (ii), u corresponds to the input
and the activations stored during the forward pass, and st
represents the gradient of the loss function w.r.t. each layer;

For (iii), u is the latent state of a pseudo-random number
generator, and st is the t-th dimension of the sample to be
generated. See Appendix A for more detailed descriptions.

2.2. Solving Systems of Nonlinear Equations

A system of nonlinear equations has the following form

fi(x1, x2, · · · , xN ) = 0, i = 1, 2 · · · , N, (2)

where x1, x2, · · · , xN are unknown variables, and
f1, f2, · · · , fN are nonlinear functions. There are many
effective numerical methods for solving systems of nonlin-
ear equations. In this paper we mainly focus on nonlinear
Jacobi and Gauss-Seidel methods, and refer to (Ortega &
Rheinboldt, 1970) for an excellent introduction to the field.

2.2.1. NONLINEAR JACOBI ITERATION

To solve a system of equations like Eq. (2), iterative meth-
ods start from an initial guess x0 , (x01, x

0
2, · · · , x0N ) of

the solution, and gradually improve it through fixed-point
iterations. We let xk = (xk1 , x

k
2 , · · · , xkN ) denote the solu-

tion obtained at the k-th iteration. Given xk, the nonlinear
Jacobi iteration produces xk+1 by solving each univariate
equation for i = 1, 2, · · · , N :

fi(x
k
1 , · · · , xki−1, xi, xki+1, · · · , xkN ) = 0 (3)

for xi. We then set xk+1
i = xi for all i. The pro-

cess stops when it reaches a fixed point, or xk+1 is suffi-
ciently similar to xk as measured by the forward difference∥∥xk+1 − xk

∥∥ ≤ ε, where ε > 0 is a tolerance threshold.
Crucially, all the N univariate equations involved can be
solved in parallel since there is no dependency among them.

2.2.2. NONLINEAR GAUSS-SEIDEL (GS) ITERATION

Nonlinear Gauss-Seidel (GS) iteration is another iterative
solver for systems of nonlinear equations. Similar to Eq. (3),
the k-th step of nonlinear GS is to solve

fi(x
k+1
1 , · · · , xk+1

i−1 , xi, x
k
i+1, · · · , xkN ) = 0 (4)

for xi and to set xk+1
i = xi for i = 1, 2, · · · , N . The pro-

cess stops when it reaches a fixed point, or
∥∥xk+1 − xk

∥∥ ≤
ε. Different from Eq. (3), GS updates leverage the new
solutions as soon as they are available. This creates data
dependency among adjacent univariate equations and there-
fore requires N sequential computations to get xk+1 from
xk. Assuming that each univariate equation of Eq. (3) and
Eq. (4) takes the same time to solve, one GS iteration costs
as much time as N parallel Jacobi iterations.

Albeit one GS iteration involves sweeping over all variables
and costs more compute than one Jacobi iteration, it can
converge faster under certain cases, e.g., solving tridiagonal
linear systems (Young, 2014).
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3. Feedforward Computation as Equation
Solving

Our main insight is to frame a feedforward computation
problem as solving a system of equations. This novel per-
spective enables us to use iterative solvers, such as nonlinear
Jacobi and Gauss-Seidel methods, to parallelize and poten-
tially accelerate traditional feedforward computation.

3.1. Feedforward Computation Solves a Triangular
System of Equations

Given input u, the recurrence relation among states
s1, s2, · · · , sT in Eq. (1) can be explicitly expressed as the
following system of nonlinear equations

ht(u, s1:t−1)− st = 0, t = 1, 2, · · · , T (5)

We can re-write Eq. (5) as a systems of equations in
the form of Eq. (2) if we let N = T , xi , si, and
fi(x1, x2, · · · , xT ) , hi(ui, s1:i−1)−si, for i = 1, · · · , N .
One unique property of these functions is that fi(·) does
not depend on xi+1, · · · , xN , and therefore a recurrence
relation corresponds to a triangular system of nonlinear
equations. Standard feedforward computation, as defined
in Section 2.1, can be viewed as an iterative approach to
solving the above triangular system of nonlinear equations.

3.2. Jacobi Iteration for Recurrence Relations

Any numerical equation solver can be employed to solve the
system of nonlinear equations in Eq. (5) and if converges,
should return the same values as obtained by standard feed-
forward computation. As an example, we can use nonlinear
Jacobi iterations to solve Eq. (5), as given in Algorithm 1.
Here we use sk1:T to denote the collection of all states at the
k-th iteration, and choose ε > 0 as a threshold for early stop-
ping when

∥∥sk1:T − sk−11:T

∥∥ ≤ ε, i.e., the forward difference
of states is small.

Although the nonlinear Jacobi iteration method is not guar-
anteed to converge to the correct solutions for general sys-
tems of equations (Saad, 2003), it does converge for solving
triangular systems. In particular, it is easy to conclude:
Proposition 1. Algorithm 1 converges and yields the same
result as standard feedforward computation in at most T
parallel iterations for any initialization of s01:T if ε = 0.

In the same vein, we can also apply nonlinear GS iterations
to Eq. (5). Interestingly, running one iteration of GS is
the same as performing standard feedforward computation
and hence GS for triangular systems always converges in a
single step, even though there is typically no convergence
guarantee for more general systems of equations.

As already discussed in Section 2, Jacobi iterations can
exploit parallelism better than GS. Specifically, nonlinear

Algorithm 1 Nonlinear Jacobi Iteration
Input: u; ε; T
Initialize s01, s

0
2, · · · , s0T and set k ← 0

repeat
k ← k + 1
for t = 1 to T do in parallel
skt ← ht(u, s

k−1
1:t−1)

end for
until k = T or

∥∥sk1:T − sk−11:T

∥∥ ≤ ε
return sk1 , s

k
2 , · · · , skT

Jacobi can complete T iterations in parallel during which
GS is only able to finish one iteration, if we assume that
(i) the recurrence relation Eq. (1) can be evaluated using
the same amount of time for all t = 1, · · · , T , and (ii) T
Jacobi updates can be done in parallel. Thus, under these
assumptions, Algorithm 1 can be much faster than the stan-
dard feedforward computation if the convergence of Jacobi
iterations is fast. At least in the worst case, Algorithm 1
requires only T iterations executed in parallel, which takes
the same wall-clock time as one GS iteration (i.e., standard
feedforward computation).

3.3. Hybrid Iterative Solvers

We can combine Jacobi and GS iterations to leverage advan-
tages from both methods. The basic idea is to group states
into blocks and view Eq. (5) as a system of equations over
these blocks. We can blend Jacobi and GS by first applying
one of them to solve for the blocks, and then use the other
to solve for individual states inside each block. Depending
on which method is used first, we can define two different
combinations dubbed Jacobi-GS and GS-Jacobi iterations
respectively.

Algorithm 2 Nonlinear Jacobi-GS Iteration
Input: u; B1,B2, · · · ,BM ; ε; T
Initialize s01, s

0
2, · · · , s0T and set k ← 0

repeat
k ← k + 1
for i = 1 to M do in parallel

Ja, bK← Bi
for j ∈ Bi do

skj ← hj(u, s
k−1
1:a−1, s

k
a:j−1)

end for
end for

until k =M or
∥∥sk1:T − sk−11:T

∥∥ ≤ ε
return sk1 , s

k
2 , · · · , skT

Suppose we use an integer interval B = Ja, bK to rep-
resent a block of variables {sa, sa+1, · · · , sb}, and let
{B1,B2, · · · ,BM} be a set of integer intervals that parti-
tions J1, T K. We formally define Jacobi-GS in Algorithm 2,
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Algorithm 3 Nonlinear GS-Jacobi Iteration
Input: u; B1,B2, · · · ,BM ; ε; T
Initialize s1, s2, · · · , sT
for i = 1 to M do

Initialize s0j for all j ∈ Bi and set k ← 0
Ja, bK← Bi
repeat
k ← k + 1
for j ∈ Bi do in parallel
skj ← hj(u, s1:a−1, s

k−1
a:j−1)

end for
until k = |Bi| or

∥∥skBi
− sk−1Bi

∥∥ ≤ ε
sBi ← skBi

end for
return s1, s2, · · · , sT

where sB is a shorthand for {si | i ∈ B}. GS-Jacobi can
be similarly defined and we provide its pseudo-code in Al-
gorithm 3. Particularly, in Jacobi-GS (Algorithm 2), all M
blocks are updated in parallel and states within each block
Bi are updated sequentially based on the latest solutions.
In GS-Jacobi (Algorithm 3), we sequentially update the M
blocks based on the latest solutions of previous blocks and
the states within each block Bi are updated in parallel.

Since Eq. (5) is a triangular system of nonlinear equations,
we have the following observation:

Proposition 2. For any initialization, Jacobi-GS (Algo-
rithm 2) and GS-Jacobi (Algorithm 3) converge in at most
M block-wise iterations and yield the same results as ob-
tained by standard feedforward computation if ε = 0.

In summary, all the numerical equation solvers discussed
above have guaranteed convergence in finite steps when solv-
ing our triangular systems of nonlinear equations in Eq. (5),
and can thus act as valid alternatives to standard feedfor-
ward computation. Traditional asymptotic analysis of con-
vergence rates is not applicable here, since the quotient
convergence factor is undefined, and the root convergence
factor is zero (per the definitions in Ortega & Rheinboldt
(1970)) when methods converge in finite steps.

4. Accelerating Feedforward Computation
Below we discuss when Jacobi or hybrid methods can accel-
erate feedforward computation. We start with a computation
model that is idealized but captures important practical as-
pects of Jacobi methods. The computation model assumes
(i) for all t = 1, 2, · · · , T , the recurrence relation Eq. (1)
takes the same amount of time to compute for all values
that s1:t−1 and u may take, and (ii) we have access to at
least T processors with the same computational power. For
simplicity, we only count the computational cost of evaluat-

ing the recurrence relation given in Eq. (1) and ignore other
potential costs that depend more on specific hardware im-
plementation, such as data movements and synchronization.

We now analyze the advantages of various methods when
the recurrence relations have different structures under the
above computation model, and when the computation model
is relaxed.

4.1. When to Use the Jacobi Solver

The above computation model has already been used several
times to argue that T parallel iterations of the Jacobi method
costs the same wall-clock time as one sequential iteration of
the GS method (i.e., the standard feedforward computation).
According to Proposition 1, the Jacobi algorithm converges
within T parallel iterations. This implies that running Al-
gorithm 1 is always faster or equally fast than standard
feedforward computation (or GS).

Since Jacobi iterations use more processors for parallel ex-
ecution, it is necessary to understand when the speedup of
Jacobi methods is worthwhile. To get some intuition, we
first consider some typical examples where Jacobi iterations
may or may not lead to compelling speedups with respect
to Gauss-Seidel.

Example 1: fully independent chains. The best case
for Jacobi iteration is when for each t = 1, · · · , T , st =
ht(u). For recurrent relations where different states are fully
independent of each other, one parallel iteration of Jacobi
suffices to yield the correct values for all states, whereas
standard feedforward computation needs to compute each
state sequentially. Parallelism in this case results in the
maximum possible speedup factor of T .

Example 2: chains with long skip connections. Here
is a slightly worse, but still advantageous case for Jacobi
iterations: each state only depends on far earlier states in the
sequence via long skip connections. One simple instance
is when s1 = h1(u) and st = ht(u, s1) for t > 1. The
Jacobi method needs only 2 parallel iterations to obtain the
correct values of all intermediate states, which leads to a
speedup factor of T/2. We note that skip connections are
commonly used in machine learning models, for example in
ResNets (He et al., 2016), DenseNets (Huang et al., 2017),
and the computational graph of RNN backpropagation due
to shared weights across time steps.

Example 3: Markov chains. The worst case for Jacobi
iterations happens when the recurrence relation is strictly
Markov, i.e., s1 = h1(u) and st = ht(st−1) for t > 1. The
Markov property ensures that when t > 1, the only way
for st to be influenced by the input u is through computing
st−1. Therefore, as long as sT depends on u in a non-trivial
way, it will take at least T parallel iterations for the Jacobi
method to propagate information from u all the way to sT .
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In this case the running time of Jacobi matches that of GS
or feedforward computation under our computation model.

In general, a recurrence relation can be represented
as a directed acyclic graph (DAG) with T + 1 nodes
{u, s1, s2, · · · , sT } to indicate computational dependency
between states. The number of parallel iterations needed for
the Jacobi method to converge is upper bounded by the crit-
ical path length (Kelley Jr & Walker, 1959) (i.e., the length
of the longest path between all pairs of nodes), whereas
the number of iterations required for standard feedforward
computation is always T . Therefore, Jacobi methods are
better when the DAG has a smaller critical path length.

In the strict sense, DAGs of many feedforward processes in
machine learning may not have a small critical path length.
For example, DenseNets have a critical path length of T
since adjacent layers are connected, but empirically they
enjoy substantial acceleration from Jacobi methods. This
is because the influence of many connections is negligible
(e.g., weights are small) and the DAG without these weak
connections can have a much smaller effective critical path
length. This frequently happens because models are learned
rather than manually specified, and small numerical errors
do not affect results.

We stress that all examples considered above are overly
simplified for illustrative purposes. Our experiments in Sec-
tion 5 are on much more complicated tasks—neither RNN
backpropagation, DenseNet evaluation, nor autoregressive
sampling has a computational graph as simple as those ex-
amples. Empirically, we observe that Jacobi iterations have
larger advantages when the computational graph of a ma-
chine learning task contains many long skip connections
(e.g., DenseNets), but fall short when the computational
graph is closer to a Markov chain (e.g., ResNets). Both are
in agreement with the intuition given by our examples.

4.2. When to Use Hybrid Solvers

Our idealized computation model introduced at the begin-
ning of this section assumes that we have T parallel proces-
sors, and updates in the recurrence relation at t = 1, · · · , T
all have the same running time. When these assumptions do
not hold, Jacobi-GS and GS-Jacobi are often more desirable
than naı̈ve Jacobi iterations.

First, when fewer than T parallel processors are available,
we cannot directly apply the Jacobi method. In contrast,
both Jacobi-GS and GS-Jacobi require a smaller number of
parallel processors equal to the number of blocks and the
block size respectively, and can thus be tuned at will.

Second, when the computation time is non-uniform across
different t, each parallel iteration of the Jacobi method will
be bottlenecked by the slowest update across all time steps.
One can use Jacobi-GS and GS-Jacobi to reduce this bottle-

neck, since the former can group different time steps so that
each block takes roughly the same time to update, balanc-
ing the work load across different parallel processors; the
latter can reduce the number of steps computed in parallel,
leading to a smaller bottleneck during each GS update.

Third, when serial computation has unique advantages, the
Jacobi method may have degraded performance as it is
purely parallel. Under certain cases, the computation for
ht(u, s1:t−1) can be cached to save the time for computing
ht+1(u, s1:t) (cf ., (Ramachandran et al., 2017) for autore-
gressive models). This makes sequential computations faster
than independent executions in parallel, and therefore re-
duces the cost-effectiveness of Jacobi methods compared to
feedforward computation. In contrast, both Jacobi-GS and
GS-Jacobi are more advantageous because the sequential
GS iterations within and between blocks can also benefit
from the faster serial computation brought by caches.

Finally, Jacobi-GS often converges faster than Jacobi even
without the above considerations. For example, the “block”
Jacobi method in the context of solving linear triangular
systems is equivalent to our Jacobi-GS when applied to
linear recurrence relations, and is shown to enjoy faster
convergence than naı̈ve Jacobi iterations (Chow et al., 2018).

4.3. Practical Recommendations

Block size in hybrid solvers. When using hybrid methods,
we should ensure that each block requires a comparable
amount of computation. For Jacobi-GS, a larger block size
requires fewer parallel computing units at the cost of slower
running speed, while it is the opposite for GS-Jacobi. Users
should balance this trade-off based on their goals and avail-
ability of computing units.

Number of iterations. Determining the number of total
iterations to run in advance is hard. Instead, we recommend
an adaptive approach, where users stop the iteration once the
forward difference (defined in Section 2) is below a chosen
tolerance value ε (see Algorithm 1, 2 and 3).

5. Experiments
Here we empirically verify the effectiveness of our proposed
algorithms on (i) the backpropagation of RNNs, (ii) the eval-
uation of neural networks, and (iii) the ancestral sampling
of deep autoregressive models. We report the speedups
of our algorithms measured with wall-clock time on real
hardware, except for the DenseNet experiment where we
simulate the performance due to the difficulty of implement-
ing our methods in current deep learning frameworks like
PyTorch (Paszke et al., 2019) and TensorFlow (Abadi et al.,
2015). We provide the main experimental results with key
details in this section, and relegate other details/results to
Appendix C/D.
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(a) RNN training (b) MADE sampling on MNIST (c) PixelCNN++ sampling on MNIST

(d) DenseNet evalution (e) MADE sampling on CIFAR-10 (f) PixelCNN++ sampling on CIFAR-10

Figure 1. (a) The performance of Jacobi iterations on accelerating RNN training. Here we use “Jacobin” to denote the Jacobi method
truncated at the n-th iteration, and “feedforward” for standard backpropagation. All values are averaged over 10 runs and shaded areas
denote 1/10 standard deviations. (d) The performance of Jacobi-GS on evaluating DenseNets. The y-axis represents the number of incorrect
labels in top-5 predictions. The shaded areas represent standard deviations across 100 random input images. (b)(e) The performance of
feedforward sampling vs. Jacobi iterations for MADE. The shaded areas represent standard deviations computed over 100 runs. (c)(f)
Comparing different sampling algorithms for PixelCNN++. Results are averaged over 10 runs and shaded areas show standard deviations.

5.1. Backpropagation of RNNs

We consider accelerating the training procedure of a re-
current neural network (RNN) with Jacobi iterations. The
backward pass of RNNs can benefit from Jacobi-type ap-
proaches, because the loss function is connected to all time
steps in the computation graph, and therefore gradient in-
formation can quickly flow from the final loss value to all
hidden states with one Jacobi update.

To demonstrate this, we train a simple RNN with one hidden
layer to fit sequences. The dataset is synthesized by flatten-
ing resized MNIST digits (resolution 10× 10). We report
how the training loss decreases with respect to wall-clock
time in Fig. 1(a). Since the length of input sequences is fixed
to 100, there are a total of 100 steps in the backward pass.
We use “Jacobin” to denote the Jacobi approach truncated
at the n-th iteration (n ≤ 100), and “feedforward” corre-
sponds to the standard backpropagation algorithm. In Fig. 3
(see Appendix D), we show how Jacobin converges to the
true gradients with respect to n. We can trade-off between
the accuracy and speed of gradient computation by tuning
n. As demonstrated in Fig. 1(a), Jacobi methods can reduce
the training time by around a factor of two with a proper n.

5.2. Evaluating DenseNets

DenseNets (Huang et al., 2017) are convolutional neural
networks with a basic building block called the dense layer.
Each dense layer contains two convolutions, and is con-
nected to every other dense layer in a feedforward fashion.
DenseNets are particularly suitable for Jacobi-type iterative
approaches because information can quickly flow from input
to output in one update via skip connections.

Setup. We use a DenseNet-201 model pre-trained on Ima-
geNet (Russakovsky et al., 2015). We define a state in the
corresponding recurrence relation to be the feature maps
of a convolutional layer. We apply the Jacobi-GS method
(Algorithm 2) to compute all states, where each dense layer
(consisting of two states) is grouped as one block. We em-
pirically verify that evaluating each dense layer separately
takes comparable running time on GPUs. Therefore, by
arranging these dense layers as blocks, Jacobi-GS can have
roughly balanced workload for parallel execution.

Performance Metrics. For this task, full implementation
of our algorithms will involve heterogeneous parallel exe-
cution of convolutional layers, which is not well supported
by existing deep learning frameworks such as JAX (Brad-
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bury et al., 2018), PyTorch (Paszke et al., 2019) or Ten-
sorFlow (Abadi et al., 2015). Therefore, we estimate the
speedup for a real parallel implementation by simulating
the performance of Jacobi-GS with a purely sequential im-
plementation, assuming no overheads due to parallelism.
Specifically, we run each dense layer 10 times on the GPU
and take the average to measure its wall-clock time, which
we denote as t1, t2, · · · , t98, since there are 98 blocks in
total. We then estimate one parallel iteration of Jacobi-GS
with max1≤i≤98 ti, and the time for full feedforward com-
putation with

∑98
i=1 ti.

Results. We summarize the performance of Jacobi-GS in
Fig. 1(d). We plot the curves of both error and forward differ-
ence (defined in Section 2.2.1), measured using the number
of different labels in top-5 predictions. The results indicate
that forward differences closely trace the ground-truth errors
and therefore can be reliably used as a stopping criterion.
As shown in Fig. 1(d), the estimated time for Jacobi-GS
to converge is around 0.0131s, which is 2.1 times faster
than 0.0279s, the estimated time needed for feedforward
computation. Note that this is a theoretical speedup. The
actual speedup might be smaller due to overheads of parallel
execution.

5.3. Autoregressive Sampling

We consider two popular autoregressive models for im-
age generation: MADE (Germain et al., 2015) and Pix-
elCNN++ (Salimans et al., 2017). Both generate images
pixel-by-pixel in raster scan order, and thus every pixel
forms a state in the corresponding recurrence relation of
feedforward computation.

5.3.1. MADE

For autoregressive sampling from MADE, each iteration
of feedforward computation requires a forward propaga-
tion of the whole network, which equals the cost of one
parallel Jacobi iteration. This means that sampling from
MADE is a perfect use case for Jacobi iterations, where no
extra parallelism is needed compared to naı̈ve feedforward
computation.

Setup. We compared Jacobi iteration against feedforward
sampling for models trained on MNIST (LeCun & Cortes,
2010) and CIFAR-10 (Krizhevsky et al., 2009) respectively.
The experiments were repeated 100 times and we report
the means and standard deviations measured in actual wall-
clock time on a single NVIDIA Titan Xp GPU, accounting
for all the overheads.

Results. For Jacobi iterations, the feedforward difference
can accurately trace errors between the current and final
samples, which is thus a good metric for convergence and

early stopping. In contrast, feedforward differences for the
standard feedforward computation are not indicative of con-
vergence. In terms of wall-clock time, Jacobi method only
requires 0.013s to converge on MNIST, while feedforward
computation needs 0.343s. This amounts to a speedup fac-
tor around 26. For CIFAR-10, the time difference is 0.119s
vs. 3.026s, which implies a speedup factor around 25. The
significant speedup achieved by Jacobi methods for MADE
is highly practical. It not only accelerates image generation,
but can also directly improve the speed for other models
where MADE sampling is a sub-process, such as computing
the likelihood of Inverse Autoregressive Flows (Kingma
et al., 2016), and sampling from Masked Autoregressive
Flows (Papamakarios et al., 2017).

5.3.2. PIXELCNN++

PixelCNN++ is a more advanced autoregressive model that
typically achieves higher likelihood on image modeling
tasks compared to MADE. In addition to the vanilla Jacobi
method, we test the proposed hybrid methods, Jacobi-GS
and GS-Jacobi. Feedforward sampling from PixelCNN++
can be accelerated by caching (Ramachandran et al., 2017),
where the computation performed for one state is memorized
to accelerate the computation of later states. As discussed
in Section 4, parallel Jacobi updates cannot leverage these
caches for faster sampling, and therefore one parallel update
can be slower than one sequential update of feedforward
sampling. Jacobi-GS and GS-Jacobi, in contrast, can take
advantage of the caching mechanism since they incorporate
sequential updates.

Setup. We use PixelCNN++ models trained on MNIST
and CIFAR-10 datasets. Each experiment is performed 10
times and we show both mean and standard deviation in
Fig. 1(c) and 1(f). We consider feedforward sampling with
and without caches. We implement Jacobi iterations in the
same way as MADE, where no cache is used. We modify
the caching mechanisms from (Ramachandran et al., 2017)
so that they can be applied to Jacobi-GS and GS-Jacobi
approaches. For GS-Jacobi, one block contains 15 rows
of pixels on MNIST and 2 rows of pixels on CIFAR-10.
For Jacobi-GS, one block has one row of pixels on both
datasets. All results of wall-clock time are measured on
a single NVIDIA Tesla V100 GPU with 32 GB memory.
The batch sizes are 16 and 4 for MNIST and CIFAR-10
respectively.

Results. We report the performance of different samplers
in Tab. 1, and include a visual comparison of Jacobi itera-
tion vs. feedforward sampling (i.e., the standard ancestral
sampling) in Fig. 2. Compared to the standard feedforward
computation (ancestral sampling) without caching, Jacobi,
Jacobi-GS and GS-Jacobi all run significantly faster. Even
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Table 1. Speedups for PixelCNN++ sampling on MNIST and
CIFAR-10. Algorithms are stopped when the `∞ norm between
the current sample and the ground-truth image is smaller than 0.01
(when the difference in samples is imperceptible to human eyes).

Method
MNIST CIFAR-10

Time (s) Speedup Time (s) Speedup

Feedforward w/o cache 12.15 1.00× 30.95 1.00×
Feedforward w/ cache 8.23 1.48× 17.76 1.74×

Jacobi 1.94 6.26× 26.16 1.18×
GS-Jacobi 1.86 6.53× 14.84 2.09×
Jacobi-GS 5.95 2.04× 14.76 2.10×

Figure 2. Feedforward (1st & 3rd rows) vs. Jacobi (2nd & 4th
rows) sampling for PixelCNN++ on MNIST (top 2 rows) and
CIFAR-10 (bottom 2 rows). Each column corresponds to the
same number of updates. We show the first few intermediate
samples on the left and the final image samples on the rightmost.

against feedforward sampling + caching, our GS-Jacobi and
Jacobi-GS methods still perform uniformly better. Specif-
ically, GS-Jacobi yields 6.53 and 2.09 times speedup (on
MNIST and CIFAR-10) compared to the vanilla feedforward
sampling without caching, and yields 4.42 and 1.20 times
speedup against feedforward sampling + caching. Similarly,
Jacobi-GS leads to speedup factors of 2.04 and 2.10 com-
pared to the vanilla feedforward sampling, and still have
speedup factors of 1.38 and 1.20 against feedforward sam-
pling + caching. Compared to GS-Jacobi, Jacobi-GS may
require fewer parallel processing units. For example, Jacobi-
GS only requires 28 parallel computing units on MNIST,
since there are 28 blocks and each block requires only one
parallel device to run. In contrast, GS-Jacobi has a block
size of 15 × 28 and requires the same number of parallel
processing units. Our Jacobi method always outperforms
the vanilla feedforward sampling without caching, with a
speedup factor of 6.26 and 1.18 on MNIST and CIFAR-10
respectively. However, as demonstrated by our results on
CIFAR-10 (see Tab. 1), Jacobi iterations may become slower
than hybrid methods since the latter can exploit caching.

6. Related Work
Accelerating feedforward computation in the context of au-
toregressive sampling has been studied in the literature. In
particular, van den Oord et al. (2018) propose probability
density distillation to distill information from a slow au-
toregressive model to a faster sampler. However, it may
provide samples from a different distribution compared to
the original (slower) autoregressive model. MintNet (Song
et al., 2019) proposes a fixed-point iteration method based
on Newton-Raphson to speed up the inversion of an autore-
gressive procedure, but it is limited to a particular model.
Similar ideas have also been proposed as a theoretical possi-
bility in (Naumov, 2017) without experimental verifications.

Concurrently, Wiggers & Hoogeboom (2020) propose to ac-
celerate autoregressive sampling with a fixed-point iteration
method and demonstrate advantages over feedforward sam-
pling (without caching) on PixelCNN++ models. Our Jacobi
approach in Algorithm 1 is equivalent to theirs, but we ad-
ditionally provide hybrid methods to improve the vanilla
Jacobi approach, which are able to outperform feedforward
sampling with caching. Our approaches are also more gen-
eral, applicable to tasks beyond autoregressive sampling
such as RNN training and DenseNet inference.

Common iterative solvers for linear equations include Ja-
cobi, Gauss-Seidel, successive over-relaxation (SOR), and
more general Krylov subspace methods. Forward/back sub-
stitution, as a process of solving lower/upper triangular
linear systems, can also be viewed as instances of feed-
forward computation. Many approaches are proposed to
accelerate and parallelize this procedure. Specifically, level
scheduling (Saad, 2003) performs a topological sorting to
find independent groups of variables that can be solved in
parallel. Block-Jacobi iteration methods (Anzt et al., 2015;
2016; Chow et al., 2018), similar to the Jacobi-GS method in
our paper, are proposed to maximize the parallel efficiency
on GPUs.

Jacobi-type iterations are also used in message pass-
ing algorithms for probabilistic graphical models (Elidan
et al., 2012; Niu et al., 2011) and graph neural networks
(GNNs, Scarselli et al. (2008)). In particular, Gaussian be-
lief propagation (GaBP) includes the Jacobi method as a
special case (Bickson, 2008) when solving Gaussian Markov
random fields. The core computation of GNNs is a parame-
terized message passing process where methods similar to
block-Jacobi scheduling are popular (Liao et al., 2018).

7. Conclusion
By interpreting the feedforward computation as solving
a triangular system of nonlinear equations, we show that
numerical solvers can, in some cases, provide faster evalua-
tion at the expense of additional parallel computing power.
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In particular, we demonstrated that variants of Jacobi and
Gauss-Seidel iterations are effective in accelerating the train-
ing of RNNs, the evaluation of DenseNets on ImageNet
and the sampling from multiple deep autoregressive models,
such as MADE and PixelCNN++, on several image datasets.

This observation opens up many new possible directions.
We can build highly-optimized software packages to auto-
matically parallelize some feedforward computation. More
sophisticated numerical equation solving techniques, such
as Krylov subspace methods and continuation methods, may
provide greater acceleration than Jacobi or our hybrid meth-
ods. Our idea is particularly useful in time-critical applica-
tions, where trading parallel computing power for time is
otherwise impossible.

Finally, we reiterate that our method is not beneficial for
all feedforward computation. We require the process to
tolerate numerical errors, have long skip connections, as
well as have weak dependencies among various sequential
stages that might be leveraged by numerical solvers (see
the discussions in Section 4). Moreover, in some cases, it
can be non-trivial for practical implementations to reap the
benefits of acceleration that are possible in theory due to
various overheads in software or hardware.
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A. Examples of Feedforward Computation
Feedforward computation is ubiquitous in machine learning. Below we focus on three prominent examples that appear in
our experiments.

A.1. Evaluating Neural Networks

Suppose we have an input x and a neural network of L layers defined by f(x) , aL(bL +WLaL−1(· · · a1(b1 +W1x))),
where a`(·), b` and W` denote the activation function, bias vector and weight matrix for the `-th layer respectively.
We typically evaluate f(x) via feedforward computation, as can be seen by letting T = L, u = x, and defining st ,
at(bt +Wtat−1(bt−1 +Wt−1at−2(· · · ))), h1(u) , a1(b1 +W1u) and ht(u, s1:t−1) , at(bt +Wtst−1) in Eq. (1).
By changing u, we can evaluate the neural network for different inputs.

A.2. Backpropagation

Consider the same neural network as discussed above. Let r` , a`(b`+W`a`−1(b`−1+W`−1a`−2(· · · a1(b1+W1x))))),
and r0 , x. Suppose the loss function is L(rL). Through the chain rule, we can compute the gradient of L w.r.t. the
`-th layer by ∇r`L = L′(rL) if ` = L and ∇r`L = (W`)T∇r`+1

L � (a`+1)′(b`+1 + W`+1r`) if ` < L, where �
denotes the element-wise product. The backpropagation algorithm for computing ∇xL can be viewed as feedforward
computation, because we can define u = {r0, r1, · · · , rL}, and let T = L + 1, st , ∇rL−t+1

L, h1(u) , L′(rL),
ht(u, s1:t−1) , (WL−t+1)Tst−1 � (aL−t+2)′(bL−t+2 +WL−t+2rL−t+1) in Eq. (1). Note that the gradients of L w.r.t.
model parameters can be immediately computed after s1:T+1 has been obtained.

A.3. Sampling from Autoregressive Models

Autoregressive models define a high-dimensional probability distribution p(x) via the chain rule p(x) =
∏N

i=1 p(xi|x1:i−1).
We can draw samples from this distribution using a sequential process called ancestral sampling. Concretely, we first draw
x̃1 ∼ p(x1), and then x̃t ∼ p(xt|x̃1:t−1) for t = 2, 3, · · · , N successively. Let u = (u1, u2, · · · , uN ) denote the states
of the pseudo-random number generator that correspond to samples x̃1, x̃2, · · · , x̃N . For example, u1, u2, · · · , uN may
be uniform random noise used in inverse CDF sampling. The ancestral sampling process is an instance of feedforward
computation, as in Eq. (1) we can set T = N , st = x̃t, and let ht(u, s1:t−1) be the pseudo-random number generator that
produces x̃t from p(xt | x̃1:t−1) given u. We can randomly sample the input u to generate different samples from the
autoregressive model.

B. Proofs
Here we provide the convergence proofs for Jacobi, Jacobi-GS and GS-Jacobi algorithms.

Proposition 1. Algorithm 1 converges and yields the same result as standard feedforward computation in at most T parallel
iterations for any initialization of s01:T if ε = 0.

Proof. We prove the conclusion by induction, and without loss of generality we assume the algorithm terminates at the T -th
iteration. Suppose the true solutions for Eq. (5) are s∗1, s

∗
2, · · · , s∗T . For the first parallel iteration, we have s11 ← h1(u) = s∗1.

Now we hypothesize that for the k-th (k ≥ 1) parallel iteration, ∀j ≤ k : skj = s∗j . Suppose the hypothesis for k is true.
Considering the (k + 1)-th iteration, we have sk+1

k+1 ← hk+1(u, s
k
1:k) = hk+1(u, s

∗
1:k) = s∗k+1. In addition, for i < k + 1,

we have sk+1
i ← hi(u, s

k
1:i−1) = hi(u, s

∗
1:i−1) = s∗i . Therefore, we have proved that the hypothesis holds true for k + 1.

Since we have shown that the hypothesis is true for k = 1, by induction it is true for all k ≥ T , which implies sT1:T = s∗1:T .
In other words, the algorithm gives the true solutions to Eq. (5) in at most T parallel iterations.

Proposition 2. For any initialization, Jacobi-GS (Algorithm 2) and GS-Jacobi (Algorithm 3) converge in at most M
block-wise iterations and yield the same results as obtained by standard feedforward computation if ε = 0.

Proof. We first prove the convergence of Jacobi-GS. Suppose the true solutions are s∗1, s
∗
2, · · · , s∗T , and without loss of

generality the algorithm terminates at k = M . For the first parallel iteration, we consider block B1 = Ja1, b1K. After
completing all the GS steps for the first parallel iteration, it is easy to see that ∀i ∈ Ja1, b1K : s1i = s∗i . Now we hypothesize
that after the k-th (k ≥ 1) parallel iteration, ∀t ≤ k,∀i ∈ Bt : ski = s∗i . Consider the (k + 1)-th iteration. Note that for all
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i ≤ k+ 1, we have ∀j ∈ Bi = Jai, biK : sk+1
j ← hj(u, s

k
1:ai−1, s

k+1
ai:j−1) = hj(u, s

∗
1:ai−1, s

k+1
ai:j−1), and GS iterations make

sure that ∀j ∈ Bi : sk+1
j = s∗j . This proves that the hypothesis is true for k + 1. Since we have shown the correctness of the

hypothesis for k = 1, by induction we know the hypothesis holds true for all 1 ≤ k ≤M . This implies that sM1:T = s∗1:T .

Next, we prove the convergence of GS-Jacobi. For the first GS iteration, we know ∀j ∈ B1 : s
|B1|
j = s∗j from Proposition 1,

and therefore sB1
= s
|B1|
B1

= s∗B1
. We can simply continue this reasoning to conclude that ∀1 ≤ i ≤M : sBi

= s
|Bi|
Bi

= s∗Bi
.

C. Extra Experimental Details
C.1. RNN

We train a standard one-layer RNN on resized MNIST images. MNIST is dataset of hand-written digits with 50000 training
data and 10000 test data. The original resolution of these images is 28× 28, and we resize it to 10× 10. The RNN has 128
hidden units, and uses the SoftPlus activation function. All weights are initialized with Gaussian noise of mean zero
and standard deviation 0.1. The bias parameters are initialized to zero. We train the RNN with stochastic gradient descent,
where the learning rate is 0.0001, batch size is 1, and momentum is 0. All experiments are implemented with PyTorch and
run on an Nvidia Titan Xp GPU. All GPU timing is done after properly calling torch.cuda.synchronize().

C.2. DenseNets

We use the DenseNet-201 model provided by the PyTorch (Paszke et al., 2019) model zoo, which has been pre-trained
on the ImageNet (Russakovsky et al., 2015) dataset with a top-5 error of 6.43%. We use an Nvidia Titan Xp GPU in our
experiments. All GPU timing is done after properly calling torch.cuda.synchronize().

C.3. MADE

Our MADE network has two layers, each with 512 neurons. For training MADE on both MNIST and CIFAR-10, we use a
batch size of 128, a learning rate of 0.001 for the Adam optimizer, and a step-wise learning rate decay of 0.999995. The
models were trained for 1000 epochs. During sampling, we produce 100 images in parallel from our MADE model. We use
a logistic distribution to model each conditional probability. For MNIST images, the resolution is 28× 28× 1 and thus
T = 784. For CIFAR-10 images, the resolution is 32× 32× 3 and therefore T = 3072. We use a single Nvidia Titan Xp
GPU for our experiments and measure wall-clock time after properly calling torch.cuda.synchronize().

C.4. PixelCNN++

For CIFAR-10, we use the same architecture and checkpoint provided by the original PixelCNN++ paper (Salimans et al.,
2017). For MNIST, the architecture is the same as that for CIFAR-10, except that we shrink the number of filters to 1/4.
We train the models on MNIST using a batch size of 32, a learning rate of 0.0002 for the Adam optimizer, and a step-wise
learning rate decay of 0.999995. The model was trained for 590 epochs. All models are implemented in JAX (Bradbury
et al., 2018) and FLAX (Heek et al., 2020).

For MNIST, the image resolution is 28×28×1 and therefore T = 784. For CIFAR-10 images, the resolution is 32×32×3,
but different from MADE, PixelCNN++ views all channels at one location as one state, which means T = 32× 32 = 1024.
In our experiments, we run everything on an Nvidia Tesla V100 GPU (32 GB). All GPU timing is done by calling
.block_until_ready() properly.

D. Extra Experimental Results
We provide additional results on how fast the Jacobi algorithm converges for RNN backpropagation. Note that the
performance of Jacobi methods will change gradually as the RNN model parameters evolve during training. We report the
convergence results before training starts in Fig. 3(a), and after training finishes in Fig. 3(b), where Jacobi methods have a
clear advantage in both cases. We also provide a demonstration on the standard feedforward sampling procedure vs. our
Jacobi sampling method for MADE in Fig. 4. In Fig. 5, we show how various methods convergence with respect to the
number of (parallel) iterations in lieu of the wall-clock time (cf ., Fig. 1).
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(a) Before training (b) After training

Figure 3. Convergence of gradient errors when using Jacobi iterations to accelerate the backpropagation of RNNs. Gradient errors are
measured with `2 norm, and averaged over 10 runs. The shaded area denotes 1/10 of standard deviations.

Figure 4. Demonstration of the Jacobi sampling process for MADE on MNIST (top two rows) and CIFAR-10 (bottom two rows). The
odd rows correspond to standard feedforward sampling, and the even rows are from the Jacobi sampling process. We show the intermediate
samples every five (parallel) iterations on the left side of the ellipses, and the final image samples on the right.
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(a) RNN training (b) MADE sampling on MNIST (c) PixelCNN++ sampling on MNIST

(d) DenseNet evalution (e) MADE sampling on CIFAR-10 (f) PixelCNN++ sampling on CIFAR-10

Figure 5. (a) The performance of Jacobi iterations on accelerating RNN training. Here we use “Jacobin” to denote the Jacobi method
truncated at the n-th iteration, and “feedforward” for standard backpropagation. All values are averaged over 10 runs and shaded areas
represent 1/10 of standard deviations. All curves coincide with each other. (d) The performance of Jacobi-GS on evaluating DenseNets.
The y-axis represents the number of incorrect labels in top-5 predictions. The shaded areas represent standard deviations across 100
random input images. (b)(e) The performance of feedforward sampling vs. Jacobi iterations for MADE. The shaded areas represent
standard deviations computed over 100 runs. (c)(f) Comparing different sampling algorithms for PixelCNN++. Results are averaged over
10 runs and shaded areas show standard deviations.


