Deep Approximate Shapley Propagation
Supplementary Material

A Proof of Proposition 1

Proposition Occlusion, Gradient x Input, Integrated Gradients and DeepLIFT produce
exact Shapley values when applied to a linear model and a zero baseline is used.

Proof The proof follows directly from the observation that all the aforementioned methods
are equivalent for a linear model [1]. In this case, we can write the model function as
f(x) = ZZ x;w; + b, where w; is a fixed weight associated with each input z;, and b is a
constant. The marginal effect of each feature i is (z;w;) which is the attribution produced
by Gradient x Input. As the marginal effect does not depend on the chosen coalition,
all elements in the sum of the Shapley values definition are equal (=(z;w;)), meaning the
Shapley value for unit ¢ is also (x;w;). Given the equivalence of the methods, they all
compute Shapley values.

B Proof of Proposition 2

Proposition Shapley values is the only possible attribution method that satisfies Axioms
1-5.

Proof Integrated Gradients and Shapley values are the only attribution methods that
always satisfy Axioms 1-4, as shown in a previous work [12]. We can show that Integrated
Gradients does not satisfy Continuity by taking the function f(x1,z2) = min(z1,z2) and
evaluating attributions generated with the two nearly identical inputs x; = (2,2 + €) and
x; = (2,2 —¢€), using (0,0) as baseline in both cases. Notice that f is a continuous function
and that the output with the two inputs only differs by a factor e. The attributions
produced by Integrated Gradients concentrate on the minimum of the two values resulting
in R aa = (2,0), RS 00 = (0,2 — €), thus violating Continuity. Conversely, Shapley
values satisfies Continuity because, by definition, the values are a weighted sum of several
evaluations of a continuous function.

The counterexample illustrated above highlights the importance of Continuity. By
following the gradient, Integrated Gradients propagates the relevance only to the minimum
between x1 and xo, ignoring the fact that, if the second value were zero, the output would
have also been zero. On the other hand, Shapley values distribute the relevance to the

two inputs equally by considering all possible coalitions, resulting in Rf;mpl ey = (1,1) =
(1 —0.5¢,1 —0.5¢) = R:fzm.pley



C About the need for a baseline

A feature with an attribution value different than zero is expected to play some role in
determining the model outcome. This also implies that without such feature the outcome
would be different. As pointed out by [12], humans also assign blame to a cause by comparing
the outcomes of a process when including that cause, with when not including it. However,
this requires the ability to test a process with and without a specific feature, which is
problematic with current neural network architectures that do not allow us to explicitly
remove them without retraining.

The usual approach to simulate the absence of a feature consists of defining a baseline x’,
for example the black image or the zero input, that will represent the absence of information.
On some domains, it is also possible to marginalize over the features to be removed in
order to simulate their absence. For example, local coherence of images can be exploited to
marginalize over image patches [16]. Unfortunately, this approach is extremely slow. What is
more, it can only be applied to images, where contiguous features have a strong correlation,
or to other domains where some prior knowledge exists.

In other previous works, the baseline value is sampled from the training set or a prior
distribution [11, 2, 8]. This approach can be applied to any dataset but the number of
necessary samples (i.e. model evaluations) increases.

Instead, most literature on attribution methods for DNNs suggests the use a fixed baseline
value. In this case, zero is the canonical choice [12, 15, 9]. Notice that Gradient x Input and
LRP can also be interpreted as using a zero baseline implicitly. One possible justification
relies on the observation that in network that implements a chain of operations of the
form x§-1) = o(>,(wsjz;) + b;), the all-zero input is somehow neutral to the output (ie.
Ve e C: R.(0) = 0). In fact, if all additive biases b; in the network are zero and we only
allow nonlinearities that cross the origin (e.g. ReLU or Tanh), the output for a zero input
is exactly zero for all classes. Empirically, the output is often near zero even when biases
have different values, which makes the choice of zero for the baseline reasonable, although
arbitrary.

D Stochastic input distributions

As a first step to apply DASP, input distributions to the units of the first hidden layers
have to be estimated. We assume a univariate Gaussian distribution and estimate mean and
variance of these random variables using sample theory. Fig. 1 shows a numerical comparison
between empirical and estimated distributions, computed using the MNIST dataset. Even
though MNIST input pixels are not normally distributed, the Gaussian approximation for
the distribution of a random coalition after the multiplication with the first layer weights
seems reasonable, especially for values of k far from the extremes.
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Figure 1: Comparison of numerically estimated distributions (blue) and their approximation
using Gaussian distributions (orange) over random hidden units and for different coalition
sizes k. We report the mean and standard deviation for both. For each value of k, empirical
distributions are computed sampling 10000 random coalitions of the corresponding size
from input pixel of a random MNIST image. Moments of the approximate distribution are
computed using the method described in Section 4 of the paper.

E Distribution filtering

In this section, we report mean and variance of the filtered distribution of some common
DNN operations.

E.1 ReLU activation

The output of a ReLU activation that receives a Gaussian input Z ~ N (u, 0?) is a rectified
Gaussian distribution [10] with mean and variance [3]:
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where ® and ¢ are the cumulative distribution function (CFD) and the PDF of the standard
normal distribution, respectively.

E.2 Max Pooling

Max pooling can be seen as returning the maximum response of n random variables 71, ...Z,.
For two independent inputs A ~ N(pa,0%), B ~ N (up,0%), the maximum is not normally



distributed anymore. Nevertheless, it has been shown that the univariate normal is an
effective approximation [4] and the first and second moments can be derived analytically [5]:

ftmaz = \/0% + 0% - d(@) + (na — pp) - P(a) + pp (2)
Prae = (4 + )0 + 0% - dla) + (42 +0%) - B(a)
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where v = (ua—pp)/\/0% + 0%. When the pooling occurs with more than two inputs, we
apply this filtering recursively. The recursion order does not affect the resulting performance
significantly [4].

(3)

F Experimental setup

We report here the details of the architectures used in our experiments.

As a general remark, we always consider the network output before the last layer non-
linearity, if any. This is to avoid cross-influence of different output units (in case of a
softmaz) or output shrinking (in case of sigmoid or tanh). We also use a zero baseline in all
experiments and for all attribution methods.

F.1 Parkinsons disability assessment

We trained a multilayer perceptron on the Parkinsons Telemonitoring Data Set [13]. Each
input dimension was first normalized in the range [—1;1]. We used Adam [6] and early
stopping to train the network, achieving a 4.0 test error (MSE). The following is the
architecture.

MNIST CNN
Dense (128)
Activation (ReLU)
Dropout (0.2)
Dense (64)
Activation (ReLU)
Dropout (0.2)
Dense (1)

F.2 Classifying regulatory DNA sequences

The details for this architecture and its training can be found on the original paper [9)].

F.3 Digit classification (MNIST)

The MNIST dataset [7] was pre-processed to normalize the input images between -1 (back-
ground) and 1 (digit stroke). We trained a convolutional neural network, using Adadelta
[14], obtaining a 98.7% test accuracy. The list of layers is listed below.



MNIST CNN
Conv 2D (5x5, 6 kernels)
Activation (ReLU)
Max-pooling (2x2)
Conv 2D (5x5, 32 kernels)
Activation (ReLU)
Max-pooling (2x2)
Dense (120)
Activation (ReLU)
Dense (84)
Activation (ReLU)
Dense (10)
Activation (Softmax)
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