
Learning the Privacy-Utility Trade-off 
with Bayesian Optimization

Borja Balle

Joint work with B. Avent, J. Gonzalez, T. Diethe and A. Paleyes



Privacy
Utility



Theory vs Practice

O

(√
d HQ;(R/δ)

nε

)

<latexit sha1_base64="9kDpveEaFLU+Unv7fLX8RADi8cg=">AAADgXicbVLbbtNAEN3WXEq4pcAbLxZVpUSKgl1UKKqQKkCUBySKIG2lOIo267Gzynptdsch0coSH8ILX8MrPPIXfAJru0h1wkhrzZ4zF8/smWSCa/S83xubzpWr165v3WjdvHX7zt329r1TneaKwYClIlXnE6pBcAkD5CjgPFNAk4mAs8nsVcmfzUFpnspPuMxglNBY8ogzihYatw/fBwIi7ASRoswE+rNCE7qBSOOO/zgIQSDtFoWRbjCnCjLNRSqLQPF4it1xe8fre5W5645/4ewcvfn64Fv69M/JeHuzH4QpyxOQyATVeuh7GY4MVciZgKIV5BoyymY0BhNDmgCqpUX/uQZhgV94iNMXvseSRvzQupImoEem2krh7lokdKNU2SPRrdBGB5povUwmNjKhONWrXAn+jxvmGB2MDJdZjiBZ3SjKhYupW67YDbkChmJpHcoUt7O5bErtftE+RKML5ALUvDmIqRpmwJroIpecpeHKkhYCF6ioBTVgQrksRzXHXAj3I5W6aO3WhK1YMp3XPOaoe+/s68vesQKYdS9HX55yAXbbPZYsZyOzqFfasoKIrNCqm0mWZd2aMWVcYbz+84Oe1y+Pt28//r7NAau/KtQE64n1nwuQcclnVHEZWnXYUhkWLaswf1VP687pXt9/0vc+WKm9JLVtkYfkEekQnzwjR+QtOSEDwsh38oP8JL8cx+k6nrNXh25uXOTcJw1zDv8C/mMsAg==</latexit>

22

Plot from J. M. Abowd “Disclosure Avoidance for Block Level Data and Protection of Confidentiality in Public Tabulations” 
(CSAC Meeting, December 2018)



Example: DP-SGD
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Learning the Privacy–Utility Trade-off with Bayesian Optimization

A. Sparse Vector Technique Analysis
This section provides a proof of the privacy bound for Alg. 1 used to implement the privacy oracle P0 using in Sec. 2.3 and
Sec. 3.4. The proof is based on observing that our Alg. 1 is just a simple re-parametrization of [26, Alg. 7] where some
of the parameters have been fixed up-front. For concreteness, we reproduce [26, Alg. 7] as Alg. 3 below. The result then
follows from a direct application of [26, Thm. 4], which shows that Alg. 3 is ("1 + "2, 0)-DP.

Algorithm 3: Sparse Vector Technique ([26, Alg. 7] with "3 = 0)
Input: dataset z, queries q1, . . . , qm, sensitivity �
Hyperparameters: bound C, thresholds T1, . . . , Tm, privacy parameters "1, "2
c 0, w  (?, . . . ,?) 2 {?,>}m
⇢ Lap(�/"1)
for i 2 [m] do

⌫  Lap(2C�/"2)
if qi(z) + ⌫ � Ti + ⇢ then

wi  >, c c + 1
if c � C then return w

return w

Comparing Alg. 3 with the sparse vector technique used in Sec. 2.3 (Alg. 1), we see that they are virtually the same
algorithms, where we have fixed � = 1, Ti = 1/2, "1 = 1/b1 and "2 = 2C/b2. Thus, by expanding the definitions of b1
and b2 as a function of b and C, we can verify that Alg. 1 is (", 0)-DP with

" = "1 + "2 =
1

b1
+

2C

b2
=

1 + (2C)1/3

b
+

(2C)2/3(1 + 2C)1/3

b
=

(1 + (2C)1/3)(1 + (2C)2/3)

b
.

This concludes the proof.

B. Differentially Private Stochastic Optimization Algorithms
Stochastic gradient descent (SGD) is a simplification of gradient descent, where on each iteration instead of computing
the gradient for the entire dataset, it is instead estimated on the basis of a single example (or small batch of examples)
picked uniformly at random (without replacement) [8]. Adam [21] is a first-order gradient-based optimization algorithm for
stochastic objective functions, based on adaptive estimates of lower-order moments.

As a privatized version of SGD, we use a mini-batched implementation with clipped gradients and Gaussian noise similar to
that of [1]. The pseudo-code is given in Alg. 4; the only difference with the algorithm in [1] is that we sample mini-batches
of a fixed size without replacement instead of using mini-batches obtained from Poisson sampling with a fixed probability.
In the pseudo-code below, the function clipL(v) acts as the identify if kvk2  L, and otherwise returns (L/kvk2)v. This
clipping operation ensures that kclipL(v)k2  L so that the `2-sensitivity of any gradient to a change in one datapoint in z
is always bounded by L/m.

Algorithm 4: Differentially Private SGD
Input: dataset z = (z1, . . . , zn)
Hyperparameters: learning rate ⌘, mini-batch size m, number of epochs T , noise variance �2, clipping norm L
Initialize w  0
for t 2 [T ] do

for k 2 [n/m] do
Sample S ⇢ [n] with |S| = m uniformly at random
Let g  1

m

P
j2S clipL(r`(zj , w)) + 2L

m N (0,�2I)

Update w  w � ⌘g

return w

• 5+ hyper-parameters affecting both privacy and utility

• For convex problems can be set to achieve near-optimal rates

• For deep learning applications we don’t have (good) utility bounds

[Bassily et al. 2014; Abadi et al. 2016]



Privacy-Utility Pareto Front

1. Efficient to compute


2. Use empirical utility measurements


3. Enable fine-grained comparisons

Desiderata
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Learning the Privacy–Utility Trade-off with Bayesian Optimization

Figure 3. Far left, center left: Hypervolumes of the Pareto fronts computed by the various models, optimizers, and architectures on
the Adult and MNIST datasets (respectively) by both DPARETO and random sampling. Center right: Pareto fronts learned for MLP2
architecture on the MNIST dataset with DPARETO and random sampling, including the shared points they were both initialized with. Far

right: Adult dataset DPARETO sampled points and its Pareto front compared to larger set of random sampling points and its Pareto front.
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Figure 4. Left: Pareto fronts for combinations of models and op-
timizers on the Adult dataset. Right: Pareto fronts for different
MLP architectures on the MNIST dataset.

we compare DPARETO to the traditional naive approach of
using random sampling by computing the hypervolumes of
Pareto fronts generated by each method.

In Fig. 3, the first two plots show, for a variety of models,
how the hypervolume of the Pareto front expands as new
points are sampled. In nearly every experiment, DPARETO’s
approach yields a greater hypervolume than the experi-
ment’s random sampling analog – a direct indicator that
DPARETO has better charactarized the Pareto front. This
can be seen very clearly by examining the center right plot of
the figure, which directly shows a Pareto front of the MLP2
model with both sampling methods. Specifically, while the
random sampling method only marginally improved over
its initially seeded points, DPARETO was able to thoroughly
explore the high-privacy regime (i.e. small "). The far right
plot of the figure compares the DPARETO approach with
256 sampled points against the random sampling approach
with significantly more sampled points, 1500. While both
approaches yield similar Pareto fronts, the efficiency of
DPARETO is particularly highlighted by the points that are
not actually on the front: nearly all the points chosen by
DPARETO are close to the actual front, whereas many points
chosen by random sampling are nowhere near it.

DPARETO’s Versatility The other main purpose of these
experiments is to demonstrate the versatility of DPARETO

by comparing multiple approaches to the same problem. In
Fig. 4, the left plot shows Pareto fronts of the Adult dataset
for multiple optimizers (SGD and Adam) as well as mul-
tiple models (LogReg and SVM), and the right plot shows
Pareto fronts of the MNIST dataset for different architec-
tures (MLP1 and MLP2). With this, we can see that on the
Adult dataset, the LogReg model optimized using Adam
was nearly always better than the other model/optimizer
combinations. We can also see that on the MNIST dataset,
while both architectures performed similarly in the low-
privacy regime, the MLP2 architecture significantly outper-
formed the MLP1 architecture in the high-privacy regime.
With DPARETO, analysts and practitioners can efficiently
create these types of Pareto fronts and use them to perform
privacy–utility trade-off comparisons.

7. Conclusion
In this paper we have introduced DPARETO, a method to
empirically characterize the privacy–utility trade-off of dif-
ferentially private algorithms. We use Bayesian optimiza-
tion (BO), a state-of-the-art method for hyperparameter
optimization, to simultaneously optimize for both privacy
and utility, forming a Pareto front. Further, we showed that
the use of BO allows us to perform useful visualizations to
aid the decision making process. There are several inter-
esting directions for future work. Here we focussed on the
supervised learning setting, but the method could also be ap-
plied to, e.g. stochastic variational inference on probabilistic
models, as long as a utility function (e.g. held-out perplex-
ity) is available. The current DPARETO method uses two
independent GPs, an interesting extension would be to use
multi-output GPs. While we explored the effect of changing
the model (logistic regression vs. SVM) and the optimizer
(SGD vs. Adam) on the privacy/accuracy trade-off, it would
interesting to obtain a global Pareto front by optimizing
over these choices as well. Finally, in some settings it would
be of interest to optimize over additional criteria, such as
model size or running time.



Problem Formulation

A = {Aλ : Z → W | λ ∈ Λ}
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Parametrized Algorithm Class

Error (Utility) Oracle

Privacy Oracle

E : Λ → [y- R]
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Eg. DP-SGD

Eg. Expected 
classification 
error

Eg. Epsilon for 
fixed delta
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Bayesian Optimization (BO)

• Gradient-free 
optimization for black-
box functions


• Widely used in 
applications (HPO in 
ML, scheduling & 
planning, experimental 
design, etc)
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λ⋆ = argmin
λ∈Λ

F(λ)
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Goal:

Expensive, 
non-convex, 

smooth
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Bayesian Optimization Loop:

(λR- F(λR))- X X X - (λk- F(λk))
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Given k evaluations


1. Build a surrogate model for F (eg. Gaussian process)


2. Find most promising next evaluation
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Learning the Privacy–Utility Trade-off with Bayesian Optimization

the predictive distribution of each output can be fully
characterized by their mean mj(�) and variance s2j (�)
functions, which can be computed in closed form.

3. Use the posterior distribution of the surrogate model to
form an acquisition function ↵(�; I), where I represents
the dataset D and the GP posterior conditioned on D.

4. Collect the next evaluation point �k+1 at the (numerically
estimated) global maximum of ↵(�; I).

The process is repeated until the budget to collect new lo-
cations is over. There are two key aspects of any Bayesian
optimization method: the surrogate model of the objectives
and the acquisition function ↵(�; I).

In this work we used independent GPs with a transformed
output domain to model each objective, but generalizations
with multi-output GPs [4] are possible (see Appx. E).

3.2. Acquisition with Pareto Front Hypervolume

Next we define an acquisition criterion ↵(�; I) useful to
collect new points when learning the Pareto front. Let
P = PF(V) be the Pareto front computed with the ob-
jective evaluations in I and let v† 2 Rp be some “anti-
ideal” point4. To measure the relative merit of different
Pareto fronts we use the hypervolume HVv†(P) of the
region dominated by the Pareto front P bounded by the
anti-ideal point. Mathematically this can be expressed as
HVv†(P) = µ({v 2 Rp | v � v†, 9u 2 P u � v}), where
µ denotes the standard Lebesgue measure on Rp. Hence-
forth we assume the anti-ideal point is fixed and drop it from
our notation.

Larger hypervolume means the points in the Pareto front are
closer to the ideal point (0, 0). Thus, HV(PF(V)) provides
a way to measure the quality of the Pareto front obtained
from the data in V . Furthermore, hypervolume can be used
to design acquisition functions for selecting hyperparame-
ters that will improve the Pareto front. Start by defining the
increment in the hypervolume given a new point v 2 Rp:

�PF (v) = HV(PF(V [ {v}))� HV(PF(V)) .

This quantity is positive only if v lies in the set �̃ of points
non-dominated by PF(V). Therefore, the probability of

improvement (PoI) over the current Pareto front when se-
lecting a new hyperparameter � can be computed using the
model trained on I as follows:

PoI(�) = P[(f1(�), . . . , fp(�)) 2 �̃ | I] (1)

=

Z

v2�̃

pY

j=1

�j(�; vj)dvj ,

4The anti-ideal point must be dominated by all points in
PF(V). See [11] for further details.

where �j(�; ·) is the predictive Gaussian density for fj with
mean mj(�) and variance s2j (�).

The PoI in (1) accounts for the probability that a given
� 2 ⇤ has to improve the Pareto front, and it can be used
as a criterion to select new points. However, in this work,
we opt for the hypervolume-based PoI (HVPoI) due to its
superior computational and practical properties [11] . The
HVPoI is given by:

↵(�; I) = �PF (m(�)) · PoI(�), (2)

where m(�) = (m1(�), . . . ,md(�)). This acquisition
weights the probability of improving the Pareto front with a
measure of how much improvement is expected computed
using the means of the outputs. The HVPoI has been shown
to work well in practice and efficient implementations exist.

3.3. The DPARETO Algorithm

The main optimization loop of DPARETO is shown in Alg. 2.
It combines the two ingredients sketched so far: GPs for
surrogate modelling of the objective oracles, and HVPoI
as an acquisition function to select new hyperparameters.
The basic procedure is to first seed the optimization by
selecting k0 hyperparameters from ⇤ at random, and then
fit the GP models for the privacy and utility oracles based
on these points. We then find the maximum of the HVPoI
acquisition function given in Eq. (2) to obtain the next query
point, which is then added into the dataset. This is repeated
k times until the optimization budget is used up. Further
implementation details are provided in Appx. E.1.

Algorithm 2: DPARETO

Input: hyperparameter set ⇤, privacy oracle P,
error oracle E, anti-ideal point v†, number
of initial points k0, number of iterations k,
prior GP

Initialize dataset D  ;
for i 2 [k0] do

Sample random point � 2 ⇤
Evaluate oracles v  (P(�),E(�))
Augment dataset D  D [ {(�, v)}

for i 2 [k] do
Fit a GP to the transformed privacy using D
Fit a GP to the transformed utility using D
Optimize the HVPoI acquisition function in
Eq. (2) using anti-ideal point v† and obtain a
new query point �

Evaluate oracles v  (P(�),E(�))
Augment dataset D  D [ {(�, v)}

return Pareto front PF({v | (�, v) 2 D})

• Find privacy-utility Pareto front 
using multi-objective Bayesian 
optimization


• Use transformed Gaussian 
processes to model privacy and 
error oracles


• Acquisition function optimizes 
hyper-volume based probability of 
improvement [Couckuyt et al. 2014]
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10�2 10�1 100 101 102

b

5

10

15

20

25

30

C

"

2000

4000

6000

8000

10�2 10�1 100 101 102

b

5

10

15

20

25

30

C

1 � F1

0.0

0.2

0.4

0.6

0.8

10�1 100 101 102

"

0.0

0.2

0.4

0.6

0.8

1.0

1
�

F
1

Pareto front

10�2 10�1 100 101 102

b

5

10

15

20

25

30

C

Pareto inputs

10�2 10�1 100 101 102

b

5

10

15

20

25

30

C

"

2000

4000

6000

8000

10�2 10�1 100 101 102

b

5

10

15

20

25

30

C
1 � F1

0.0

0.2

0.4

0.6

0.8

10�1 100 101 102

"

0.0

0.2

0.4

0.6

0.8

1.0

1
�

F
1

Pareto front

10�2 10�1 100 101 102

b

5

10

15

20

25

30

C

Pareto inputs

110
111
112
113
114
115
116
117
118
119
120
121
122
123
124
125
126
127
128
129
130
131
132
133
134
135
136
137
138
139
140
141
142
143
144
145
146
147
148
149
150
151
152
153
154
155
156
157
158
159
160
161
162
163
164

Learning the Privacy–Utility Trade-off with Bayesian Optimization

The Pareto front of a set of points in Rp is defined as follows.

Definition 2 (Pareto Front). Let � ⇢ Rp
and u, v 2 �. We

say that u dominates v if ui  vi for all i 2 [p], and we write

u � v. The Pareto front of � is the set of all non-dominated

points PF(�) = {u 2 � | v 6� u, 8 v 2 � \ {u}}.

In other words, the Pareto front contains all the points in
� where none of the coordinates can be decreased further
without increasing some of the other coordinates (while
remaining inside �). According to this definition, given a
privacy–utility trade-off problem of the form (⇤,P�,Uz)
we are interested in finding the Pareto front PF(�) of the
2-dimensional set � = {(P�(�), 1� Uz(�)) | � 2 ⇤}. The
use of 1� Uz(�) for the utility coordinate is for notational
consistency, since we use the convention that the points in
the Pareto front are those that minimize each individual di-
mension. Given this Pareto front, a decision-maker looking
to deploy DP has all the necessary information to make an
informed decision about how to trade-off privacy and utility
in their particular application.

2.2. Threat Model

In the idealized setting developed in this section, the de-
sired output is the Pareto front PF(�), which depends
on z through the utility oracle; this is also the case for
the Bayesian optimization algorithm for approximating the
Pareto front presented in Sec. 3. This warrants a discussion
about what threat model is appropriate to consider here.

DP guarantees that an adversary observing the output w =
A�(z) will not be able to infer too much about any individ-
ual record in z. The (central) threat model for DP assumes
that z is owned by a trusted curator, responsible for running
the algorithm and releasing its output to the world. When
releasing multiple outputs computed on the same private
input, the final privacy guarantees degrade with the number
of outputs according to the composition property [15].

The framework described in this section is not attempting
to prevent information leakage about z when releasing the
Pareto front. This is because our methodology is only meant
to provide a substitute for using closed-form utility guaran-
tees when selecting hyperparameters for a given DP algo-
rithm. When these guarantees are not available, one must
resort to evaluating utility empirically, and that can only
be done by giving data as input to the algorithm. This im-
plies the Pareto front PF(�) can leak information about
the dataset z, and so does any object derived from it, e.g.
hyperparameters � identifying a point in the Pareto front.

A simple way around this is to assume the existence of
a public dataset z0 which is in some sense similar to the
private dataset z on which we would like to run the algo-
rithm. Then we can use z0 to compute the Pareto front
of the algorithm, select hyperparameters �⇤ achieving a

desired privacy–utility trade-off, and release the output of
A�⇤(z). This is the setting we implicitly consider in this
paper, though other scenarios are also possible. Note that
the availability of public data is not an uncommon assump-
tion in the DP literature [20, 32, 5, 16]. In particular, this
threat model is similar to the one being used by the U.S.
Census Bureau to tune the parameters for their use of DP in
the context of the 2020 census (see Sec. 5 for more details).

2.3. Example: Sparse Vector Technique

The sparse vector technique [14] is a mechanism to privately
run m queries against a fixed sensitive database and release
under DP the indices of those queries which exceed a certain
threshold. The naming of the mechanism reflects the fact
that it is specifically designed to have good accuracy when
only a small number of queries are expected to be above
the threshold. The mechanism has found applications in a
number of problems, and several variants of the algorithm
have been proposed [26].

To illustrate our framework we use a non-interactive ver-
sion of the mechanism proposed in [26, Alg. 7]. The
mechanism is described in Alg. 1, and is tailored to an-
swer m binary queries qi : Zn ! {0, 1} with sensitivity
� = 1 and a fixed threshold T = 1/2. The privacy and
utility of the mechanism are controlled by the noise level
b and the bound C on the number of answers. Increasing
b or decreasing C yields a more private but less accurate
mechanism. Unlike in the usual setting, where the sparse
vector technique is parametrized by the target privacy ",
we modified the mechanism to takes as input a total noise
level b. This noise level is split across two parameters b1
and b2 controlling how much noise is added to the thresh-
old and to the query answers respectively3. The standard
privacy analysis of the sparse vector technique provides
the following closed-form privacy oracle for our algorithm:
P0 = (1 + (2C)1/3)(1 + (2C)2/3)b�1 (see Appx. A for
more details).

Algorithm 1: Sparse Vector Technique
Input: dataset z, queries q1, . . . , qm
Hyperparameters: noise b, bound C
c 0, w  (0, . . . , 0) 2 {0, 1}m
b1  b/(1 + (2C)1/3), b2  b� b1, ⇢ Lap(b1)
for i 2 [m] do

⌫  Lap(b2)
if qi(z) + ⌫ � 1

2 + ⇢ then
wi  1, c c + 1
if c � C then return w

return w

3The split used by the algorithm is based on the privacy budget
allocation suggested in [26, Section 4.2].

[Lyu et al. 2017]

Setup 
• 100 queries with 0/1 output, sensitivity 1

• 10% queries return 1 (randomly selected)

• Privacy: SVT analysis

• Error: 1 - F-score (avg. over 50 runs)
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Implementing the Oracles
Privacy Oracle 

• Epsilon for fixed delta / Others DP variants / Attacks success metrics


• Closed-form expression / Numerical calculation (eg. moments accountant)


Error Oracle 

• Fixed input / Distribution over inputs / Worst-case (over a set of) inputs


• On expectation / With high probability


• Exact expression / Empirical evaluation
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Machine Learning Experiments

• Adult dataset (n=40K, d=123)

• Logistic regression (SGD and ADAM)

• Linear SVM (SGD)


• MNIST dataset (n=60K, d=784)

• MLP1 (1000 hidden)

• MLP2 (128-64 hidden)
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DPareto vs Random Sampling
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Conclusion
• Empirical privacy-utility trade-off evaluation enables application-specific 

decisions


• Bayesian optimization provides computationally efficient method to 
recover the Pareto front (esp. with large number of hyper-parameters)


Future work: 

• Address leakage in Pareto front (when error oracle is input-specific)


• Include further criteria (eg. running time of parametrized algorithm)


