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Solving combinatorial problems is an interplay between search and inference. In this thesis, we focus on

search and investigate its important aspects. We start with complete search procedures and consider binary

search, which is frequently used to augment a feasibility solver to handle optimization problems. In this

setting, we often observe that negative trials (i.e., showing that a certain solution quality cannot be achieved)

are significantly harder than positive trials. We consider a simple cost model where negative trials cost a

constant factor more than positive trials and show how binary search can be biased optimally to achieve

optimal worst-case and average-case performance.

Next, as a complementary approach, we turn to incomplete search procedures. We propose Hegel and

Fichte’s dialectic as a local search meta-heuristic. Dialectic is an appealing mental concept for local search

as it allows developing functions for search space exploration and exploitation independently. We illustrate

dialectic search, its simplicity and great efficiency on problems from highly different problem domains.

We then study variable and value selection heuristics, and propose a simple modification to impact-based

search strategy. We present computational results on constraint satisfaction problems that show improve-

ments in the search performance.

Finally, we look at the interaction between search and inference. In particular, we investigate incre-

mentality during tree search interleaved with constraint propagation. We first consider constraints based on

context-free grammars for which we devise a time-and space-efficient filtering algorithm. We then look at

constraints that enforce the same-relation for every pair of variables in binary constraint satisfaction prob-

lems. We show that achieving generalized arc-consistency in special graphs such as cliques, complete bipar-

tite, and directed acyclic graphs is NP-hard. However, we can leverage the knowledge that sets of pairs of

variables all share the same relation for both theoretical and practical gains.
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A big thank you to all of my friends in CIT. The Optimization Gang was a unique group at the time; Yuri

Malitsky, Justin Yip, Olya Ohrimenko, Kevin Tierney, Carleton Coffrin. It is sad to see that the Optimization

team at Brown has dissolved after everyone has moved on to take different positions. I hope to continue to

work together, however. Yuri, you have been a great team member! It was great fun to work with you,

even under most extreme conditions —you know what I mean. Other Turkish students helped me with their
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CHAPTER ONE

Introduction



1.1 Solving Optimization and Satisfaction Problems

The problem of finding a satisfactory or the best solution has always been of great interest and practical

importance. A variety of constraint satisfaction and constrained optimization problems arise in diverse fields

such as artificial intelligence, operations research,and bioinformatics. Some prominent examples include ve-

hicle routing, production planning, finding satisfying assignments for propositional formulae, and predicting

the 3D-structure of proteins.

Computational approaches for solving constraint satisfaction and constrained optimization problems con-

sist of mainly two fundamental principles: exploring a vast solution space toward a desired solution while

trying to eliminate sub-parts of the solution space which are guaranteed not to have a (better) solution. The

former procedure is known as search, and the latter procedure is known as inference.

Since the time of Aristotle, who was the first to develop a systematic treatment of the principles gov-

erning inference and to investigate the formal deductive reasoning, a tremendous amount of research, con-

ducted within very diverse fields, has matured our understanding of inference and reasoning. In Artificial

Intelligence, predicate logic has emerged as the lingua franca, and automated logical inference systems

that employ forward and backward chaining algorithms (e.g. Prolog [31]) are designed. In Constraint

Programming, sophisticated constraint propagation techniques based on graph properties or formal lan-

guages, so-called global constraints, are developed. In Operations Research, cutting plane algorithms, a

logical implication of a set of inequalities, and certain duality theorems, such as Lagrangean duality, are

excelled [142]. In Boolean Satisfiability, based on unit propagation, a well-known method called the Davis-

Putnam-Logemann-Loveland procedure [37] formed the basis for efficient solvers. Furthermore, there has

been significant interest in developing hybrid methods to bring together the complementary strengths of these

disciplines [93, 147, 176, 189]. Overall, decades of accumulated knowledge on inference is now embodied

in today’s high-performance solvers and decision support systems.

1.2 Motivation

All the above-mentioned paradigms for solving constraint satisfaction and constrained optimization prob-

lems share one common point. They use deterministic inference methods, in one way or another, to acceler-

ate the search to find a satisfying or provably optimal solution. Advanced inference techniques are applied to

reduce the search space, while a combination of variable and value selection heuristics are used to guide the

exploration of that search space, yet still, the search generally involves making uncertain decisions.
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From a computational complexity point of view, most of these problems are very difficult to solve due

to their intrinsic complexity. Assuming that P 6= NP , on one hand, we have provably polynomial inference

algorithms, and on the other hand, we attempt to solve NP -hard problems. This means that we rely heavily

on (exponential) search for solving these problems. In fact, search is an integral part of solution approaches

for NP-hard combinatorial optimization and decision problems. Once the ability to reason deterministically

is exhausted, state-of-the art solvers try out different alternatives which may lead to an improved (in case

of optimization) or feasible (in case of satisfaction) solution. This consideration of alternatives may take

place highly opportunistically as in local search approaches, or systematically as in backtracking-based

methods.

Efficiency could be much improved if we could effectively favor alternatives that lead to optimal or

feasible solutions and a search space partition that allows short proofs of optimality or infeasibility. After all,

the existence of an ”oracle” is what distinguishes a non-deterministic from a deterministic Turing machine.

This of course means that perfect choices are impossible to guarantee. The important insight is to realize

that this is a worst-case statement. In practice, we may still hope to be able to make very good choices

on average. As a consequence, we believe that there is an immense potential for improvement by boosting

average-case search performance, and this is the very aspect we study in this thesis.

In this thesis, we develop efficient search procedures that can be used in a tree search approach,
design a dichotomic search protocol for constrained optimization, and introduce a novel local search
meta-heuristic.

The existing search methods can be classified into two main classes: complete and incomplete search

methods. Complete search algorithms are guaranteed to find the optimal solution and to prove its optimality.

If optimal solutions cannot be computed efficiently in practice, the only possibility is to trade optimality

for efficiency. That is, the guarantee of finding optimal solutions can be sacrificed for the sake of getting

very good solutions quickly. In this thesis, we consider both complete and incomplete search as they are

complementary to each other. We also look at variable and value selection heuristics as they play a key

role in the performance of search algorithms. Moreover, we investigate the interplay between search and

inference.

1.3 Background

We provide general information about search algorithms in Chapter 2. While each chapter in this thesis is

self-contained to a large extent and includes necessary background information, we assume that readers have

some familiarity with the basic concepts of algorithms, complexity theory, and constraint programming. For
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in-depth introductions, we refer the reader to:

• Search and Algorithms

– Cormen, Leiserson, Rivest and Stein: Introduction to Algorithms [33].

– Russell and Norvig: Artificial Intelligence - A Modern Approach [163].

– Hoos and Stüzle: Stochastic Local Search [95].

• Constraint Programming

– Marriott and Stuckey: Programming with Constraints: An Introduction [133].

– Kumar: Algorithms for Constraint-Satisfaction Problems: A Survey [123].

– Apt: The Rough Guide to Constraint Propagation [3].

1.4 Contributions and Outline

We start with a gentle introduction to complete and incomplete search algorithms in Chapter 2. The rest of

the thesis can be categorized under four main themes, and our contributions in each one can be summarized

as follows.

1.4.1 Part I – Complete search

We first study binary search, a very basic but widely used method for constrained optimization problems,

and devise a theoretical model for skewed binary search. We show that a certain way of choosing the break-

ing point minimizes both expected as well as worst case performance. Furthermore, we show that, under

the investigated cost model, our protocol is optimal in the expected and worst case [167]. We demon-

strate performance gains when skewed binary search is used within the search strategy by Steeter and

Smith [175].

1.4.2 Part II – Incomplete search

We introduce Hegel and Fichte’s dialectic as a new local search meta-heuristic and provide empirical evi-

dence that it strikes an appealing balance between exploration and exploitation. We illustrate the simplicity
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and the efficiency of dialectic search on different problems from highly different problem domains: con-

straint satisfaction, continuous optimization, and discrete optimization. We show that the dialectic search al-

gorithm devised for the set covering problem, one of the most studied combinatorial optimization problems,

outperforms previous works in both solution quality, and running time, and discovers previously unknown

solutions. Further, we boost the performance of our set covering solver based on dialectic search using

instance-oblivious and instance-specific algorithm configuration.

1.4.3 Part III – Variable and value selection

Search heuristics used for variable and value selection have enormous effect on the performance of search

algorithms. We consider a general method used in Constraint Programming; namely impact-based search.

Impact-based search measures the average reduction in search space due to propagation after a variable-

value assignment has been committed, and favors the assignment with the highest reduction in the search

space. However, this estimate on the reduction of the search depicts a variance. Rather than considering

the mean reduction only, we consider the idea of incorporating the variance in reduction when choosing a

branching variable during search. Experimental results on three combinatorial design problems show that

using variance can result in improved search performance.

1.4.4 Part IV – Interplay between search and inference

Solving combinatorial problems is an interplay between search and inference. While we use the search to

advance toward a proof (solution), inference plays a dual role by detecting infeasible search directions and,

when possible, preventing the search from even trying directions which can be proved wrong a priori. This

continuous interplay is the key behind many successful complete search solvers. In other words, inference

methods in separation do not yield to a solution, instead, they are embedded in a tree search approach that

interleaves branching decisions with inference. As such, inference algorithms are executed many times

during search. In the last part of our thesis, we turn our focus to the fact that significant performance gains

are possible if inference algorithms can be maintained incrementally during search.

Constraints based on context-free grammars provide a perfect example for such a case where the com-

plexity of existing propagation algorithms [154, 155, 165] is prohibitive for tree search. Our contribution

in this line of work is to devise a time-and space-efficient propagation algorithm that can be maintained

incrementally during search. In particular, we improve the space requirements of the context-free grammar

propagator by a linear factor. Moreover, we show how this propagator can be used to guide value selection

during search.
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Boosting search performance is also possible through leveraging the knowledge about problem structure.

We consider binary constraint satisfaction problems where sets of pairs of variables all share the same rela-

tion. In particular, we investigate problems with special associated constraint graphs like cliques, complete

bipartite graphs, and directed acyclic graphs whereby we always assume that the same constraint is enforced

on all edges in the graph. Our theoretical contribution is to show that most of these constraints pose NP-hard

filtering problems. On the practical side, we provide substantial improvements in both asymptotic and run

time performance using new, generic algorithms that use the knowledge that all pairs of variables share the

relation.

1.5 Related Publications

The work presented here appeared in a number of publications previously. While the content of this thesis is

based on these publications to a great extend, it is not a mere collection of an array of papers, but rather makes

significant additions to the published versions. Our incremental changes in each paper can be summarized

as follows.

– In Chapter 3, we extend the work presented in [167] with additional experiments that were carried out

using a more recent commercial solver.

– The content of [110] is updated in Chapter 4. The changes include new experimental results that

compare the performance dialectic search algorithm and the tabu search algorithm implemented in the

same framework. Also, the details of dialectic search algorithm as well as the experimental results on

individual set covering instances, which were missing in [110], are now presented in the Appendix.

Moreover, the work done in [107] is unified into this chapter as an addition to the numerical results

section.

– The experimental results from [108] on variable and value selection heuristics is updated to include

the performance of the minimum domain search heuristic on the same problems. We also make a

connection between [110] and [108] in this chapter, regarding the behavior of the problem classes that

we considered.

– In Chapter 6, we present a new algorithm that exploits the structure behind the filtering algorithm of the

context-free grammar constraints in order to guide the search. This algorithm connects the inference

mechanism with the search toward a feasible solution. New experiments reveal improvements in

solving efficiency when value selection is directed using the information provided by the constraint’s

propagator. Also, the details of the incremental filtering algorithm which was omitted in [109] are

now included in this section.
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– The filtering algorithm for same-relation constraints based on AC-4 schema was not presented in [104].

We now include the details of this propagator in Chapter 7.

I was fortunate to have outstanding co-authors and I am indebted to them for their many contributions to

the work described in this thesis.

In our joint work on impact-based search (Chapter 5), Philippe Refalo has provided important insights

about how the impact-based search strategy works, and Eoin O’Mahony provided me with the instances we

used for the Quasigroup completion problem. I implemented the impact-based search strategy and its variant

that incorporates the variance information. I also implemented the online variance calculation which is due

to [121]. I conducted the experiments and all authors contributed to writing the paper [108].

The idea of same-relation constraints (Chapter 7) has started on constraint networks where there exists

a constraint between every pair of variables. Our co-authors Christopher Jefferson, Karen E. Petrie and

Standa Živný helped us extending this notion to other constraint networks such as complete bipartite graphs,

DAGs and grids. I provided an implementation of the clique based same-relation constraint in IBM Ilog

Solver based on AC-6 and AC-4 algorithms while Christopher Jefferson provided implementations using

Minion Solver. The experiments presented in the paper are conducted by Christoper Jefferson. All authors

contributed to writing the paper [104].

My contribution in [107] is the section regarding the set covering problem for which the ISAC framework

is used to boost the performance of both dialectic search and tabu search algorithms.

Journal paper

• S. Kadioglu and M. Sellmann. Grammar Constraints. Constraints Journal, 15(1):117–144, 2010.

International conference papers

• M. Sellmann and S. Kadioglu. Dichotomic Search Protocols for Constrained Optimization. Pro-

ceedings of the Fourteenth International Conference on the Principles and Practice of Constraint

Programming (CP), LNCS, 5202:251–265, Springer, 2008.

Nominated for the Best Paper award.

• S. Kadioglu and M. Sellmann. Dialectic Search. Proceedings of the Fifteenth International Con-

ference on the Principles and Practice of Constraint Programming (CP), LNCS, 5732:486–500,

Springer, 2009.

• S. Kadioglu, Y.Malitsky, K. Tierney and M. Sellmann. ISAC – Instance Specific Algorithm Config-

uration. Proceedings of the Nineteenth European Conference on Artificial Intelligence (ECAI-2010),

751–756, 2010.
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• S. Kadioglu, E. O’Mahony, P. Refalo and M. Sellmann. Incorporating Variance in Impact-Based

Search. Proceedings of the Seventeenth International Conference on the Principles and Practice of

Constraint Programming (CP), LNCS, 470–477, Springer, 2011.

• S. Kadioglu and M. Sellmann. Efficient Context-Free Grammar Constraints. Proceedings of the

Twenty-third National Conference on Artificial Intelligence (AAAI), 310–316, 2008.

• C. Jefferson, S. Kadioglu, K. E. Petrie, M. Sellmann, S. Živný. Same-Relation Constraints Proceed-

ings of the Fifteenth International Conference on the Principles and Practice of Constraint Program-

ming (CP), LNCS, 5732:470–485, Springer, 2009.

Reviewed workshop paper

• S. Kadioglu and M. Sellmann. A Local Search Meta-Heuristic for Non-Specialists. In Proceed-

ings of CP-2009 Satellite Workshop on Constraint Reasoning and Optimization for Computational

Sustainability (CROCS-09), 7–8, 2009.
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CHAPTER TWO

Background



The task that a symbol system is faced with, then, when it is presented with a problem and a

problem space, is to use its limited processing resources to generate possible solutions, one after

another, until it finds one that satisfies the problem defining test. If the symbol system had some

control over the order in which potential solutions were generated, then it would be desirable

to arrange this order of generation so that actual solutions would have a highly likelihood of

appearing early. A symbol system would exhibit intelligence to the extent that it succeeded in

doing this. Intelligence for a system with limited processing resources consists in making wise

choices of what to do next....

— Newell and Simon, Turing Award Lecture (1976)

The fundamental idea behind the search approach is to iteratively generate and evaluate candidate so-

lutions. In the case of decision problems, evaluating a candidate solution means checking whether it is an

actual solution, and in the case of optimization problems it means calculating the respective value of a given

objective function. In either case, the evaluation of candidate solutions is problem dependent. The funda-

mental differences between search algorithms lies in the way they generate candidate solutions, which can

have a significant impact on the algorithm’s theoretical properties and practical performance.

In this chapter, we begin with two different classifications of search algorithms based on their under-

lying concepts to generate candidate solutions. Then, we review systematic search algorithms with re-

spect to various node selection strategies. Finally, we present an overview of prominent local search meta-

heuristics.

2.1 Perturbative vs. Constructive Search

For this and the following classification of search algorithms, we borrow the notion of solution components

from [95]. Given an instance of a combinatorial problem, solution components can be seen as the building

blocks of candidate solutions. For example, in Travelling Salesman Problem, the solution components are

cities in the order in which they are traversed. By swapping a city with another city in a given permutation,

we can easily generate other candidate solutions. This procedure is known as perturbing a given candidate

solution. Search algorithms that rely on this mechanism for generating the candidate solutions are classified

as perturbative search methods.

Candidate solutions in which one or more solution components are missing are referred to as partial

candidate solutions. Given a partial candidate solution, we can build a candidate solution by iteratively

extending the partial solution components. This procedure is called constructive search. Value orderings
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can be seen as partial solutions. It can even be used to learn favorable value-selection heuristics over the

course of several restarts during search [166].

2.2 Systematic vs. Local Search

Another classification of search approaches, as we stated in the introduction of this thesis, is based on the

distinction between complete and incomplete search.Systematic search algorithms partition the space of

potential solutions searches into different parts systematically. The main aspects of systematic solvers are

how the solution space is partitioned, and in what order the different parts are to be considered. Both choices

have an enormous impact on solution efficiency. Systematic search algorithms have the property that they

can prove the optimality of a solution or the inexistence of solutions. This property of systematic search is

called completeness.

This notion is in contrast to local search algorithms. Local search algorithms are initiated with a can-

didate solution from the potential search space. Then, they move from the current solution to neighboring

solutions in the search space. Each move is based on the local knowledge only. Local search algorithms

cannot be used to prove infeasibility as they are incomplete, and there is no guarantee that a solution will

eventually be found. Since the search is conducted in a non-systematic manner, it is possible that local

search methods can generate the same candidate solution more than once. This is the main disadvantage

of local search algorithms, that they can get stuck in some part of the search space. In order to overcome

this limitation, special mechanisms are introduced such as restarting the search process from a new (ran-

domly) generated candidate solution or applying some type of exploration steps to escape locally optimum

solutions.

Local search methods are often based on perturbative search, but it can also be used for constructive

search processes. A common way to bring the two methods together is to use constructive search in order

to generate the starting point for perturbative search. High-performance local search algorithms make use

of randomized choices in generating or selecting candidate solutions. These algorithms are also called

stochastic local search algorithms [95].

Systematic search algorithms can be decomposed into a constructive search method and backtracking.

Backtracking is the process of reverting the search process to the most recent choice point where there

remains unexplored alternatives. Once the search process ’backtracks’, an alternative option is selected, and

the constructive search is resumed from this point where the alternative option is applied. This procedure

generates a structure which is referred to as search tree. Generating all solutions using backtracking search

can quickly become intractable even for small problem instances. It is however possible to prune large
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parts of tree search which can be shown to not contain any (better) solutions. In the beginning of this

thesis, we referred to this line of reasoning as inference. For example, in operations research the branch

& bound algorithm is aimed at exactly for this. By recursively partitioning the problem into sub-problems

(”branching”), the algorithm systematically covers all parts of the search space. When the objective is to

minimize, a relaxation of the problem is used to compute an under-estimate of the best solution for a given

sub-problem (”bounding”). By comparing this bound with the best previously found solution, it possible to

deduct that a given sub-problem cannot contain improving solutions, which allows to discard (or ”prune”)

the sub-problem from further consideration. There exist a variety of relaxations which can be computed

efficiently, the most commonly used one is linear relaxation. In Boolean satisfiability, the search tree can

be pruned considerably by using unit propagation. When a particular variable assignment is committed, the

logical consequence of that assignment is propagated which in turn helps discarding subtrees of the search

tree that cannot contain a satisfying assignment for the given formula.

The constructive methods are often deterministic, but they can as well be randomized in order to obtain

stochastic systematic search algorithms (see e.g. [76]). Another reason for introducing randomization in sys-

tematic search algorithms is to tailor them for restarted search procedures. These type of solution approaches

was shown to be effective especially for problems that depict heavy-tailed run time distributions [77].

2.3 Systematic Search Algorithms

Various exploration strategies have been defined in the literature for guiding the search, all of them including

a procedure to select the next node from the set of candidate nodes. The selection strategy attempts to guide

the resolution process toward an objective node, by means of evaluating the candidate nodes and selecting

the “most promising”. It is common to use an evaluation function for the selection process. The information

that a function of this type can incorporate varies widely: measures or bounds of the distance to an objective

node, the probability that a node is on the path which leads to an objective state, additive cost measures etc.

In the following, we give descriptions of some particular evaluation and selection functions. While some

procedures are oriented to find optimal solutions, others merely attempt to find feasible solutions.

2.3.1 British Museum Procedure

This technique consists of finding all feasible solutions, beginning with the smallest, and selecting the one

with the best objective function. To generate all feasible solutions any procedure that generates all the

states of the search tree can be applied, and in particular the depth-first search and breadth-first search are

commonly used due to their simplicity, with one modification: search does not stop when the first feasible
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solution is found. Conceptually, this procedure finds the best solution, but in practice it tends to take an

unacceptable amount of time [143].

2.3.2 Depth-First Search (DFS)

The depth-first search consists of always exploring a child node of the node most recently branched. If

this node does not have successors, a process of backtracking is performed by restarting the search at the

nearest ancestor node that possess child nodes not yet explored. This strategy is equivalent to considering

the evaluation function of a node as the number of steps from the initial node to the one in question, and

selecting the node with the greatest distance to be explored [127]. It is also called linear search or single

branch search [99], LIFO search strategy [100, 148] or search toward the bottom [1].

2.3.3 Breadth-First Search (BFS)

Dijkstra [43] and Moore [139] both proposed breadth-first search, which is also called FIFO search strategy

[148]. The breadth-first search consists in always exploring a node at the depth d before any one at the depth

d + 1; as a result, the nodes are branched in the same order in which they were generated. This strategy is

equivalent to considering the evaluation function of a node as the number of steps from the initial node, and

selecting the node with the shortest distance to be explored.

2.3.4 Uniform Cost Search

Uniform cost search or smaller cost first search is based on selecting the nodes to branch in a tree, where the

arcs are associated with non-negative costs, by the least total cost from the root [5]. If all the arcs have the

same associated cost, then uniform cost search is identical to breadth-first search.

2.3.5 Best-First Search

Best-first search, also called ordered state space search [5] or heuristic search [100], uses an evaluation

function, f(n), and the node that seems most promising according to that function is selected to be ex-

plored [148]. This procedure can be considered as a general strategy of heuristic search. For instance,

depth-first search is a special case of the best first search for f(n) is made equal to the negative value of

the depth of the node n, breadth-first search is a special case when f(n) is taken as the depth of the node,

and uniform cost search is a special case when f(n) is chosen as the cost of the path of the root to the node

n.
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2.3.6 A and A* Search

A and A* search are both variants of best-first search. The procedure A selects the node n to be branched

by considering the minimal cost associated with reaching the node from the root, g(n), plus a heuristic

estimate, h(n), of the minimal cost of reaching an objective node from the node n, h*(n). The node with

the smallest value of f(n) = g(n) + h(n) is selected. The procedure A* can be defined as procedure A

in which the heuristic estimate h(n) of h*(n) is bounded, and therefore fulfills the admissibility condition

(h(n) ≤ h*(n)∀n). Again, the node with the smallest value of f(n) = g(n) + h(n), with (h(n) ≤ h*(n))

is selected [1].

If there is no heuristic information, i.e., the function h(n) = 0, and g(n) is defined as the depth of the

node n, the selection strategy of procedure A and A* search is equivalent to that of the breadth-first search. If

the function h(n) = 0 and g(n) is defined as the negative value of the depth of the node n, then the selection

strategy of the next node to be explored pf procedure A* is equivalent to depth-first search. Finally, when

the function h(n) = 0, the selection strategy of the procedure A* is that of uniform cost search.

2.3.7 Iterative Deepening Search (IDS)

This procedure consists in executing depth-first search iteratively, whereby the depth level of the search is

increased at each step. On each iteration, IDS visits the nodes in the search tree in the same order as depth-

first search, but overall, order in which nodes are first visited, assuming no pruning, is breadth-first [162].

The result is a search procedure that is effectively breadth-first with the low memory requirements of depth-

first search.

2.4 Local Search Meta-Heuristics

George Polya defines heuristic as ”the study of methods and rules of discovery and invention” [150].

This meaning can be traced to the term’s Greek root, the verb eurisco, which means “I discover“. When

Archimedes emerged from his famous bath clutching the golden crown, he shouted “Eureka¡‘ meaning “I

have found it¡‘. In search, heuristics are formalized as rules for choosing those branches in a search space

that are most likely to lead an acceptable solution.

Unfortunately, heuristics can be fallible. A heuristic is only an informed guess of the next step to be taken

in solving a problem. It is often based on experience or intuition. Because heuristics use limited information,

they are seldom able to predict the exact behavior of the search space farther along in the search is limited.

A heuristic can lead a search algorithm to a suboptimal solution or fail to find any solution at all. This is an
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inherent limitation of heuristic search. It cannot be eliminated by ”better” heuristics or more efficient search

algorithms [64].

In the early years, specialized heuristics were typically developed to solve complex problems. With the

emergence of more general solution schemes the picture drastically changed. Glover used the term meta-

heuristics for such methods [67]. Basically, a meta-heuristic is a top-level strategy that guides an underlying

heuristic to solve a given problem. According to Glover, “it refers to a master strategy that guides and

modifies other heuristics to produce solutions beyond those that are normally generated in a quest for local

optimality“ [70]. We may also consider the following definition by Osman and Kelly: “A meta-heuristic

is an iterative generation process which guides a subordinate heuristic by combining intelligently different

concepts for exploring and exploiting the search space using learning strategies to structure information in

order to find efficiently near-optimal solutions [146]. Now, the challenge is to adapt a meta-heuristic to a

particular problem or problem class, which requires much less work than developing a specialized heuristic

from scratch.

In the following, we summarize the basic concepts of the most prevalent meta-heuristics. It is interest-

ing to see that adaptive processes originating from different settings such as pyschology(“learning”), biol-

ogy(“evolution”), and physics(“annealing”) have served as a starting point for local search meta-heuristics.

2.4.1 Simulated Annealing (SA)

Simulated annealing is a randomized local search procedure. In Simulated Annealing algorithm the accep-

tance rate for a modification to the current solution leading to an increase in solution cost is based on some

probability [26,118]. This algorithm is motivated from an analogy with the physical annealing process used

to find low-energy states of solids. A solution corresponds to a state of the physical system and the solution

cost corresponds to the energy of the system. At each iteration, the current solution is modified by ran-

domly selecting a move from a particular definition of a neighborhood solution. If the new solution provides

an improvement, it is automatically accepted and becomes the new current solution. Otherwise, the new

solution is accepted according to the Metropolis criterion. The probability of acceptance is related to the

magnitude of the cost increase and a parameter called temperature. Basically, a move is more likely to be

accepted if the temperature is high and the cost increase is low. The temperature parameter is progressively

lowered, according to some predefined cooling scheme, and a certain number of iterations are performed at

each temperature level. When the temperature is sufficiently low, only improving moves are accepted and

the method stops at a local optimum. As opposed to most heuristics, this method provably converges to a

global optimum, assuming that a sufficient number of iterations will be carried out with the correct cooling

parameter.
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2.4.2 Tabu Search (TS)

Tabu search is basically a deterministic local search strategy where, at each iteration, the solution in the

neighborhood of the current solution is selected as the new current solution, even if it leads to an degradation

in solution cost. The method will thus escape from local optimum as opposed to a pure local descent. A

short-term memory, known as the tabu list, stores recently visited solutions to avoid short-term cycling.

Typically, the search stops after a fixed number of iterations or a maximum number of consecutive iterations

without any improvement to the best known solution [67–69].

Starting from the simple search scheme described above, a number of developments and refinements

have been proposed over the years.

Frequency memories are used to record how often certain solution attributes are found in previously

visited solutions. Neighborhood solutions which contain elements with high frequency counts can then be

penalized to allow search to visit other regions of the search space. This mechanism provides a form of

diversification by introducing a bias in the evaluation of neighborhood solution at each iteration [70].

Adaptive memories contain a pool of previously generated elite solutions. These solutions are then used

to restart the search. This is usually done by taking different fragments of elite solutions and by combining

them to generate a new starting solution, similarly to many population based meta-heuristics [161]. Intensifi-

cation or diversification is obtained depending if the fragments are taken from solutions that lie in a common

region of the search or not.

Path relinking [70,71] generates new solutions by exploring trajectories between elite solutions. Starting

from one of these solutions, it generates a path in the neighborhood space leading to another solution. This

solution is called the guiding solution. This can be done by selecting modifications that introduce attributes

found in the guiding solutions. This mechanism can be used to diversify or intensify the search, depending

on the path generation mechanism and the choice of the initiating and guiding solutions.

In strategic oscillation [70], an oscillation boundary (usually a feasibility boundary) is defined. Then, the

search is allowed to go for a specified depth beyond the boundary before turning around. When the boundary

is crossed again from the opposite direction, the search goes beyond it for a specified depth before turning

around again. By repeating this procedure an oscillatory search pattern is produced. It is possible to vary the

amplitude of the oscillation to explore a particular region of the search space.

The reactive tabu search [6] provides a mechanism for dynamically adjusting the search parameters,

based on the search history. In particular, the size of the tabu list is automatically increased when some

configurations are repeated too often to avoid short-term cycles (and conversely).
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2.4.3 Greedy Randomized Adaptive Search Procedure (GRASP)

Multi-start greedy search methods repeatedly apply a local search from different initial solutions. If the

greedy solutions are different enough to allow for a good sampling of local optima, then the use of a quick

greedy heuristic to generate starting solutions looks attractive in this regard. Semi-greedy or randomized

greedy heuristics have been proposed to add variability to greedy heuristics [53, 85], and led to the search

scheme known as GRASP. GRASP is a multi-start procedure where each restart applies a randomized greedy

construction heuristic to generate an initial solution, which is then improved through local search [54]. This

is repeated for a given number of restarts and the best overall solution is returned at the end. At each step

of the construction heuristic, the elements not yet incorporated into partial solutions are evaluated with a

greedy function, and the best elements are kept in a so-called restricted candidate list (RCL). One element

is then randomly chosen from this list and incorporated into the solution. Through randomization, the best

current element is not necessarily chosen, thus leading to a diversity of solutions.

One drawback of GRASP comes from the fact that each restart is independent of the previous ones, thus

preventing the exploitation of previously obtained solutions to guide the search. Some recent developments

aimed at providing this capability. One example is the reactive GRASP [152] where the size of the RCL

is dynamically adjusted, depending on the quality of recently generated solutions. Another example is the

use of memories to guide the search. In [57], a pool of elite solutions is maintained to bias the probability

distribution associated with the elements in the RCL. Intensification or diversification can be obtained by

either rewarding or penalizing elements that are often found in the pool of elite solutions. Such a pool can

be used to implement path relinking [71], by generating a search trajectory between a randomly chosen elite

solution and the current local optimum.

2.4.4 Evolutionary Algorithms

Evolutionary algorithms represent a large class of problem-solving methodologies, with genetic algorithms

(GA) [92] being the most widely known. These algorithms are motivated by the way species evolve and

adapt to their environment, based on the Darwinian principle of natural selection. Under this paradigm, a

population of solutions (often encoded as a bit or integer string, referred to as a chromosome) evolves from

one generation to the next through the application of operators that mimic those found in nature, namely,

selection of the fittest, crossover and mutation. Through the selection process, which is probabilistically

biased toward the best elements in the population, only the best solutions are allowed to become parents

and to generate offspring. The mating process, called crossover, then takes two selected parent solutions and

combine their most desirable features to create one or two offspring solutions. This is repeated until a new

population of offspring solution is created. Before replacing the old population, each member of the new
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population is subjected (with a small probability) to small random perturbations via the mutation operator.

Starting from a randomly or heuristically generated initial population, this renewal cycle is repeated for a

number of iterations, and the best found is returned at the end [8, 73, 151].

The distinctive feature of evolutionary algorithms is the exploitation of population of solutions and the

creation of new solution through the recombination of good attributes of parent solutions. Many meta-

heuristics integrate this feature (e.g., via adaptive memories). There is a clear connection between recombi-

nation, where an intermediate solution is generated from parent solutions and path relinking [157].

2.4.5 Ant Colony Optimization

Another meta-heuristic that works with a population of solutions rather than a single solution is Ant Colony

Optimization (ACO). The metaphor behind the technique is as follows. Ants use a chemical compound

known as phermone for means of communication among each other. When an ant detects a phermone trail

it will follow it, and phermone trail will become strengthened by the ant’s own phermone following it. This

process results in the increased probability for ants to follow a trail that is previously followed by a number

of other ants. In that way, ants can find shortest paths from their nest to food sources, as phermone tends

to accumulate faster on shorter paths. Originally the first ant system framework was described by Dorigo

in [44] for the Travelling Salesman Problem. A number of refinements have been integrated into this general

scheme later on.

In ACO algorithm runs for a fixed number of iterations or until search stagnation occurs. At each it-

eration, a number of ants a number of artificial ants sequentially construct solutions in a randomized and

greedy way. When choosing the next element to be incorporated into a partial solution, the ants consider

the amount phermone associated with that element. This is a heuristic evaluation which is based on the

previously constructed solutions. In order to allow the construction of a variety of different solutions, a

probability distribution is defined over all elements, where the best elements have a higher probability of

selection. Each time an element is selected by an ant, its phermone level is updated first removing a fraction

of it, which represents the phermone evaporation, and then by adding some new phermone. The search is

restarted when all ants construct a complete solution, and the process is iterated again. Detailed descriptions

of the algorithm are given for example in [45–47].

A number of mechanism have been integrated into this approach to either intensify or diversify the search.

For example, more phermone are associated with elements found the incumbent solution. This way, a more

intense search around that solution is conducted. Conversely, the phermone levels may be reduced for some

elements in order to construct more diverse solutions. A successful variant of this algorithm is known as

Max-Min Ant System where phermone levels are bounded [178, 179].
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Complete Search
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CHAPTER THREE

Dichotomic Search Protocols for
Constrained Optimization



In this chapter, we focus on complete search procedures and devise a theoretical model for dichotomic

search algorithms for constrained optimization. We show that, within our model, a certain way of choosing

the breaking point minimizes both expected as well as worst case performance in a skewed binary search.

Furthermore, we show that our protocol is optimal in the expected and in the worst case. Experimental

results illustrate performance gains when our protocols are used within the search strategy by Streeter and

Smith. While the content in this chapter is based on our paper [167], the numerical results section is extended

with a new set of experiments that uses a latest commercial solver.

3.1 Introduction

In Constrained Optimization, there are two fundamental strategies being used to find and prove optimal

feasible solutions. By far the most common strategy is branch-and-bound. By recursively partitioning the

problem into sub-problems (“branching”), we systematically cover all parts of the search space. When our

objective is to minimize costs, we use a relaxation of the problem to compute an under-estimate of the best

solution for a given sub-problem (“bounding”). By comparing this bound with the best previously found

solution, we may find that a given sub-problem cannot contain improving solutions, which allows us to

discard (or “prune”) the sub-problem from further consideration. There exist a variety of relaxations which

can be computed efficiently, the most commonly used is linear relaxation.

Obviously, the efficiency of a branch-and-bound approach depends heavily on the quality of the bounds.

For many problems, standard relaxation techniques are reasonably accurate or they can be improved to be

reasonably accurate, for example by automatically adding valid inequalities to a linear programming formu-

lation. However, for some problems we have grave difficulty in providing lower bounds that can effectively

prune the search. In particular, by exploiting constraint filtering techniques, in Constraint Programming

(with few exception such as optimization constraints [58]) the primary focus is on feasibility and not on

optimality considerations.

In order to augment a black-box feasibility solver to handle discrete objective functions, there exists

a second strategy known as “dichotomic” or “binary search.” Given an initial interval [l, u] in which the

optimal objective value must lie, we can compute the optimum by testing whether a cost lower or equal

l + b(u− l)/2c can still be achieved. If so, we continue searching recursively in [l, l + b(u− l)/2c − 1]. If

not, we know the optimum must lie in [l + b(u− l)/2c+ 1, u]. When a query to the feasibility solver incurs

a cost of T , using classic binary search we can compute the optimum in time O(T log(u− l)).

An implicit assumption in dichotomic search is that positive trials incur the same costs as negative trials.

However, based on our empirical knowledge from phase transition experiments [35, 91, 119, 138] we expect
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Figure 3.1: Dichotomic search for the optimum 50 in the interval [0,100] when the cost of a negative trial is
c and the cost for a positive trial is 1. The left picture illustrates the costs of a classic binary search, the right
the costs of a skewed search.

that negative trials, where we prove that no better solution exists, are generally more costly than positive

trials, where we only need to find one improving solution.

Assume that we are trying to minimize costs within the interval [0, 100], and the true minimum is (seem-

ingly conveniently) 50. A classic binary search hits the optimum immediately, and then attempts to find

solutions with objective lower or equal 24, 37, 43, 46, 48, and 49. While we need to consider the bound 49

in any case to prove optimality of 50, given that a proof of unsatisfiability may be costly, it is unfortunate

that binary search considers a rather large number of almost satisfiable instances before 49.

To avoid this situation, we could of course start with an upper bound of 100, and whenever we find a

solution with value v only require that from then on we are only interested in solutions with objective value

v − 1 or lower (see for example the minimization goal in Ilog CP Solver). The downside of this strategy is

that we may end up making very slow progress in finding improving solutions.

Our objective is therefore to devise a strategy that allows fast upper bound improvement while avoiding

as much as possible costly proofs of unsatisfiability. In particular, we consider skewed binary searches [20]

where we do not split the remaining objective interval in half but according to a given ratio a. In our example

above, assume we use a = 0.6 to organize our dichotomic search. Then, we consider 60, 35, 49, 55, 52, 50.

Compared to classic binary search, we see that this skewed search considers a number of almost infeasible

problems instead of almost feasible problems. In Figure 3.1 we illustrate the costs of classic binary search

and the skewed binary search in a model where a negative trial costs of a factor c ≥ 1 more than a positive

trial.

Based on the community’s empirical experience on typical runtime over constrainedness, we expect that

finding near-optimal solutions is often significantly easier than proving optimality/infeasibility. In Figure 3.2

we sketch the two dichotomic searches when assuming a typical curve describing the cost of finding a

feasible solution or proving infeasibility for a given upper bound on the objective with the typical easy–

hard–less-hard regions (when considering subproblems with increasing constrainedness in the sketch from

right to left).
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Figure 3.2: Dichotomic search for the optimum 50 in the interval [0,100] when the cost of trials follows a
typical easy–hard–less-hard pattern. The left picture illustrates the costs of a classic binary search, the right
the costs of a skewed search.

In this section, we provide dichotomic search protocols for such skewed search problems. In particular,

we consider the theoretical model where failures incur costs a factor c ≥ 1 more than positive trials. For

this model, we devise a provably optimal dichotomic search protocol. We then exploit this protocol in a

heuristic algorithm which integrates dichotomic search and restarted branch-and-bound. Experimental re-

sults on weighted quasi-group and weighted magic square problems illustrate the performance improvements

achieved by the new algorithm.

3.2 Skewed Binary Search

We consider the following theoretical model.

Definition Given a search-interval {l, . . . , u} and a function f : {l, . . . , u} → {0, 1} such that f(x) =

1 ⇒ f(x + 1) = 1 ∀ l ≤ x < u, we call the problem of finding y = min{x ∈ {l, . . . , u} | f(x) = 1} a

dichotomic or binary search problem. We call the test whether f(x) = 1 for some x ∈ {l, . . . , u} a trial at

x. A trial at x is called positive when f(x) = 1, otherwise its called negative or a failure. If the cost of a

negative trial is c times the cost of a positive trial for some c ≥ 1, we call c the bias. A binary search problem

is called skewed when c > 1. An algorithm that makes trials at x to continue its search in {x + 1, . . . , u}
in case of a failure and in {l, . . . , x− 1} in case of a positive trial is called a (skewed) dichotomic search or

a (skewed) binary search. In the case that the search considers trials x = l + ba(u − l)c for some constant

a ∈ [0, 1], we call a the balance of the search.

Theorem 3.2.1. When we assume a uniform distribution of optima in the given interval, the expected effort

for a skewed binary search with bias c ≥ 1 is minimized when setting the balance a ∈ [0.5, 1) such that

ac + a = 1.
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Proof. Let us assume our search interval has length n ∈ IN. According to [20,145,191], the expected search

cost in a skewed binary tree with balance a is in Θ(f(a)) with1

f(a) :=
a + (1− a)c

−a log a− (1− a) log(1− a)
log(n) + c.

Let us denote with H(a) := −a log(a)− (1− a) log(1− a) ∈ (0, 1] the entropy of a ∈ (0, 1). Then, for the

first derivative of f , it holds

f ′(a) =
(

(a + (1− a)c)(log a− log(1− a))
H2(a)

− (c− 1)
H(a)

)
log(n) (3.1)

= (a(log(a)− log(1− a)) + c log(a) + cH(a)− cH(a) + H(a))
log(n)
H2(a)

(3.2)

=
(c log(a)− log(1− a))

H2(a)
log(n) (3.3)

We note that the sign of the first derivative depends solely on the sign of c log(a)− log(1− a). When a

satisfies ac + a = 1 then f ′(a) = 0. For all lower values for a ∈ [0.5, 1) the derivative is negative, for all

larger values it is positive. Consequently, a with ac + a = 1 marks a global minimum of f in the interval

[0.5, 1).

When our objective is to minimize expected costs under the uniform distribution, the previous theorem

tells us how to choose the balance a. The question arises how we should choose a when our goal is to

minimize the worst-case performance. Interestingly, we find:

Theorem 3.2.2. The worst-case effort for a skewed binary search with bias c ≥ 1 is minimized when setting

the balance a ∈ [0.5, 1) such that ac + a = 1.

Proof. When searching an interval of length n ∈ IN, the worst-case effort of a skewed binary search with

balance a is given by the value of the following optimization problem: Maximize x + cy + c such that

ax(1− a)y ≥ 1/n, x, y ≥ 0. We linearize this optimization problem and get

1The additional summand c is caused by the fact that we incur costs at nodes and not on branches.
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max x + cy + c

such that log

(
1

a

)
x + log

(
1

1− a

)
y ≤ log(n)

x, y ≥ 0

From linear programming theory we know that the maximum is achieved in a corner of this 2-dimensional

polytope. The maximum value is thus in

Θ


max





1
log

(
1
a

) ,
c

log
(

1
1−a

)


 log(n) + c


 .

Since−log(a) is strictly monotonically decreasing and−log(1−a) is strictly monotonically increasing over

[0.5, 1), this cost is minimized when choosing the balance a ∈ [0.5, 1) such that 1

log( 1
a ) = c

log( 1
1−a ) , which

is the same as log(1− a) = c log(a), or 1 = ac + a.

Consequently, we conveniently minimize both expected and worst-case time when setting a ∈ [0.5, 1)

such that ac + a = 1. Then, for the runtime it holds:

Lemma 3.2.3. The expected and worst-case costs of a skewed binary search with bias c ≥ 1 and balance

a ∈ [0.5, 1) such that ac + a = 1 are in Θ
(

c

(
log(n)

log( 1
1−a ) + 1

))
.

Proof. First, note that ac +a = 1 iff c = log(1−a)
log(a) . Recall from the proof of Theorem 3.2.1 that the expected

runtime is in Θ(f(a)) with

f(a) =
a + (1− a)c

−a log a− (1− a) log(1− a)
log(n) + c.

Then,

f(a) =
a log(a) + (1− a) log(1− a)

(−a log a− (1− a) log(1− a)) log(a)
log(n) + c (3.4)

=
log(n)
− log(a)

+ c (3.5)

=
c

log( 1
1−a )

log(n) + c (3.6)
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Regarding the worst-case runtime, recall from the proof of Theorem 3.2.2 that ac + a = 1 implies 1

log( 1
a ) =

c

log( 1
1−a ) . Then,

Θ


max





1
log

(
1
a

) ,
c

log
(

1
1−a

)


 log(n) + c


 = Θ


 c

log
(

1
1−a

) log(n) + c


 .

So we essentially gain a factor of log( 1
1−a ) by skewing our search. The question arises how big this

factor is in terms of the given bias c.

Lemma 3.2.4. Given c ≥ 1 and a ∈ [0.5, 1) such that ac + a = 1, we have that

log
(

1
1− a

)
≥ log(c)

2
.

Proof. Since ac + a = 1 is equivalent with c = log(1−a)
log(a) , it is sufficient to show that

(
1

1− a

)2

≥ log(1− a)
log(a)

,

or equivalently that (1 − a)(1−a)2 − a ≥ 0. Let us define b := 1 − a ∈ (0, 0.5], x := 1/b ≥ 2, and

g(b) := bb2 + b− 1. Our claim is then equivalent to showing that

bb2 + b− 1 = g(b) ≥ 0

for all b ∈ (0, 0.5]. Consider the first derivative of g:

g′(b) = bb2+1(1 + 2 ln(b)) + 1.

To show that g is monotonically increasing over (0, 0.5], we show that g′(b) ≥ 0 for all b ∈ (0, 0.5]. Since

1 + 2 ln(b) < 0 for all b ∈ (0, 0.5], it is sufficient to show that b(1 + 2 ln(b)) + 1 ≥ 0, or equivalently, that

h(x) := 1 + x− 2 ln(x) ≥ 0 ∀ x ≥ 2.

A simple extremum analysis based on the first and second derivative of h shows that h is convex and takes

its unique minimum for x = 2. Since f(2) > 0, we have shown that g′(b) ≥ 0 over (0, 0.5], and therefore
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that g is monotonically increasing over (0, 0.5]. However, as g approaches 0 from above, we have

lim
b→0+

g(x) = lim
b→0+

bb2 + b− 1 (3.7)

= lim
b→0+

eb2 ln(b) − 1 (3.8)

= elimb→0+ b2 ln(b) − 1 (3.9)

= e0 − 1 = 0. (3.10)

Consequently, g(b) ≥ 0 for all b ∈ (0, 0.5].

With the help of Lemmas 3.2.3 and 3.2.4, we get immediately:

Theorem 3.2.5. The expected and worst-case costs of a skewed binary search with bias c ≥ 1 and balance

a ∈ [0.5, 1) such that ac + a = 1 are in O
(
c
(

log(n)
log(c) + 1

))
.

To summarize our findings so far: Given a minimization problem where negative trials cost a factor

c ≥ 1 more than positive ones, we minimize the (expected and worst-case) costs of a skewed binary search

by choosing the balance a ∈ [0.5, 1) such that ac + a = 1. With this setting, we essentially gain an

asymptotic factor in Ω(log(c)).

The question arises whether there are other protocols that could minimize the costs further. For example,

one may consider a protocol where the balance is not chosen as a constant for the entire search, but that

a ∈ [0, 1] is set in each iteration according to some function over c and also n, the remaining interval length.

The following theorem proves that all other dichotomic search protocols cannot perform asymptotically

better.

Theorem 3.2.6. Given an interval with length n, considering the breaking point a · n with ac + a = 1 in

a skewed binary search with bias c ≥ 1 is expected optimal in the O-calculus when we assume a uniform

distribution of optima in the given interval.

Proof. Consider a dichotomic search protocol that selects the next trial according to some function s(c, n).

For any given interval length n ∈ IN and bias c ≥ 1 we show that the expected time that a skewed search

using function s takes is greater or equal c

log( 1
1−a ) log(n) + c

2 , where ac + a = 1. We induce over n. For

n = 1 the claim is trivially true. Now assume n > 1 and that the claim holds for all m < n. Denote with

p = s(c, n) the current trial point. Given that the chance for a positive trial at p is p/n (and (n− p)/n for a
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negative trial), and by induction hypothesis, for the expected costs it holds that

cost(s, c, n) ≥ n− p

n


c +

c log(n− p)

log
(

1
1−a

) +
c

2


 +

p

n


1 +

c log(p)

log
(

1
1−a

) +
c

2


 .

With c =
log( 1

1−a )
log( 1

a ) , it follows

cost(s, c, n) ≥ c +
log(n− p)

log
(

1
a

) +
p

n

(
1 +

log(p)− log(n− p)
log

(
1
a

) − c

)
+

c

2
(3.11)

=
1

log
(

1
a

)
(

log
(

n− p

1− a

)
+

p

n
log

(
(1− a)p
a(n− p)

))
+

c

2
. (3.12)

Since we wish to show cost(s, c, n) ≥ c log(n)

log( 1
1−a ) + c

2 = log(n)

log( 1
a ) + c

2 , it is therefore sufficient to show that

log
(

n− p

n(1− a)

)
+

p

n
log

(
(1− a)p
a(n− p)

)
≥ 0,

or equivalently that (
(1− a)p
a(n− p)

) p
n

≥ n(1− a)
n− p

,

or that

t(a) :=
(p

a

) p
n − n

(
1− a

n− p

)n−p
n

≥ 0.

For the first and second derivation of t we have

t′(a) =
(

1− a

n− p

)(n−p
n )−1

− 1
n

(p

a

) p
n +1

and

t′′(a) =
p

a2n

(p

a

) p
n

( p

n
+ 1

)
+

1
n− p

(
1− n− p

n

)(
1− a

n− p

)n−p
n −2

.

Clearly, t′′(a) > 0 for all a ∈ [0.5, 1), and therefore t is convex on this interval. Furthermore, t′( p
n ) = 0

and t( p
n ) = 0, and therefore t(a) ≥ 0 over [0.5, 1).

As a consequence of the previous theorem and Lemma 3.2.3, which states that our skewed binary search

protocol does not work worse in the worst-case than it does in the expected case, we finally get:
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Corollary 3.2.7. Given an interval with length n, considering the breaking point a · n with ac + a = 1 in a

skewed binary search with bias c ≥ 1 is asymptotically optimal in the worst-case.

3.3 Skewed Dichotomic Search for Constrained Optimization

The previous theoretical study, while applicable in realistic scenarios like the one considered in [20], cannot

be exploited directly when considering constrained optimization. This is for various reasons. First of all,

as we discussed earlier and illustrated in Figure 3.2, in optimization practice, failures do not generally incur

costs that are a constant factor higher than those of positive trials. Consequently, there is a disconnect

between the theoretical model and reality.

The second reason why our protocol is not directly applicable is because, in practice, we do not actually

know the factor by which a negative trial is – say, on average – more expensive than a positive trial. We could

of course try to estimate such a ratio based on our experience with past trials. However, when the skewed

search actually works well we hope to avoid negative trials as best as we can, so the sampling is skewed

and there will be very little statistical data to work with. Furthermore, in some cases the lower bounds on

the objective that we can compute may be so bad that we may not even strive to find and prove an optimal

solution. Instead, our objective may be to compute high quality solutions as quickly as possible.

Finally, in real applications, we may expect that, when a backtracking algorithm finds a new upper bound,

there may be other solutions that further improve the objective and can be found quickly when investing only

a little more search. Classic branch-and-bound algorithms (to which we will refer as B+B), where the current

upper bound on the objective is based on the best solution found so far, benefit from such a clustering of

good solutions. Note that branch-and-bound can also be parametrized to improve on upper bounds more

aggressively. For example, when only an approximately optimal solution is sought, we can set the new

upper bound to (1 − ε)u where ε > 0 and u is the value of the best solution found. Or, following an idea

presented in [190], one could set the upper bound for pruning more aggressively based on empirical evidence

where the optimal objective may be expected.

3.3.1 The Streeter-Smith Strategy

To address some of these issues, we follow the work from Streeter and Smith [175] who propose a di-

chotomic search strategy which considers (potentially incomplete) trials with a given fail-limit. They show

that their parametrized strategy given in Algorithm 1 achieves an optimal competitive ratio for any fixed set

of parameters 0 < β ≤ 0.5, 0 < γ < 1, and 0 < ρ < 1.
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Query strategy S3(β, γ, ρ):
1. Initialize T ← 1

γ , l ← 1, u ← U , tl ←∞, and tu ← −∞.
2. While l < u:

(a) If [l, u− 1] ⊆ [tl, tu] then set T ← T
γ , set tl ←∞, and set tu ← −∞.

(b) Let u′ = u− 1. If [l, u′] and [tl, tu] are disjoint (or tl = ∞) then define

k =
{ b(1− β)l + βu′c if (1− ρ)l > ρ(U − u′)
bβl + (1− β)u′c otherwise;

else define

k =




b(1− β)l + β(tl − 1)c if (1− ρ)(tl − l)

> ρ(u′ − tu)
b(1− β)u′ + β(tu + 1)c otherwise.

(c) Execute the query 〈k, T 〉. If the result is “yes” set u ← k; if the result
is “no” set l ← k + 1; and if the result is “timeout” set tl ← min{tl, k}
and set tu ← max{tu, k}.

Algorithm 1: The Streeter-Smith Strategy

Assume we set β = ρ = γ = 0.5. Strategy S3 then proceeds as follows: It first tries the midpoint of the

given interval under some fail-limit. When the trial is inconclusive, the next trial is at 3
4 of the interval and

1
4 if the first is also inconclusive. This way, the search points are driven to the borders of the search interval

where we expect cheaper trials. If no improved upper and lower bounds are found even for trials at the very

border of the interval, the fail-limit is multiplied with 1
γ , and the entire process is repeated. As soon as an

improved upper or lower bound is found, the search interval is shrunk accordingly. Note how parameter β

shifts the trial point towards the upper bound for lower values of β. Parameter ρ determines the balance how

much effort we put on upper-bound rather than lower-bound improvement. In our experiments, negative

trials were so costly that the best performance was always achieved by setting ρ ← 1. The parameter γ

finally determines how quickly the fail-limit grows. In our experiments, we chose the initial fail-limit as

1000 and γ ← 2
3 . We will refer to this algorithm with the acronym SS.

The way how the algorithm proceeds is illustrated in Figure 3.3. The algorithm sets a fail-limit T and

then maintains the current upper and lower bound as well as a time-out interval. The algorithm then performs

two interleaved dichotomic searches with bias β, one in the interval [t, tl], the other in [tu, u], until the best

upper and lower bounds for the given time-limit are achieved. Then, the fail-limit is increased geometrically,

and two new dichotomic searches are initiated.
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Figure 3.3: The Streeter-Smith strategy for constrained optimization on the interval [1,100].

3.3.2 Parameter Tuning based on Skewed Binary Search Protocols

While the Streeter-Smith strategy exploits a black-box feasibility solver, the specific solvers that we use

for constraint satisfaction are known to benefit from randomization and restarts. Therefore, in a variant

of algorithm SS, we choose to set the fail-limits in a more continuous fashion than in the Streeter-Smith

strategy: After each inconclusive trial, we update the fail-limit linearly to 1000(t+1), where t is the number

of the last trial that was inconclusive.

With respect to the fact that a backtrack-search may actually yield feasible and potentially improving

solutions near a new solution that has been found, we also propose not to stop the search in case of a positive

trial. Instead, we choose the next trial point and use this upper bound to prune the search from then on.

When we find a new improving solution, we again set the new upper bound aggressively. If we prove

unsatisfiability of the new trial or end the search at the initially given fail-limit, we continue in accordance

to S3. We will refer to this algorithm with the acronym SS-lc.

We observe that the interleaved searches for the best achievable upper and lower bound under some

fail-limit depicted in Figure 3.3 resemble our cost-model from Figure 3.1. Based on our theoretical study

of this cost-model, we are now in a good position to exploit our dichotomic search protocol to tune the

parameter β which we propose to choose dynamically for every trial rather than treating it as fixed. Our

modified Streeter-Smith strategy works as follows: Whenever we find an improving upper bound, we record

how many fails it took within the current restart to produce the new upper bound. Based on these numbers,

we keep track of the current average number of failures that it takes to compute a new upper bound. Then,

we set the bias c to the ratio of the current fail-limit and this running average, as we expect the search for

an improved upper bound to take the running average while a negative trial incurs at most the costs of the

current fail-limit.
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Figure 3.4: The progress of the skewing parameter, a ∈ [0.5, 1), with respect to how costly the negative
trials are compared to positive trials.

Of course, for our bias c ≥ 1, we could compute a ∈ [0.5, 1) online. The algorithm will be faster,

however, when we pre-compute the corresponding a-values for realistic values of c, say for all natural

numbers lower than 1000. In our implementation, we pre-computed values for a corresponding to c which

grows exponentially starting at 1 by setting ct+1 := ct(1 + ε) for some small ε > 0. For a concrete c, we

then interpolate the value for a. The parameter β is then dynamically set to β ← 1 − a. In Figure 3.4 we

present the progress of the skewing parameter, a, as the negative trials become more and more costly. Notice

that when cost of negative and positive trials are equal, the skewing parameter is set to 0.5.

Depending on whether we use a specific β or our skewed protocol β = 1 − a we refer to this variation

of the Streeter-Smith strategy with the acronym SS-lc or SS-lc-skewed, respectively. The latter is outlined in

Algorithm 2: Given a search interval [l, u], as well as an increment unit δ to update the successive fail-limits

T , the average number of failures to compute a new upper bound, avg, is initialized to 1 and the trial point k,

is determined by the skewing parameter, β ← 1− a[T/avg], where a[T/avg] gives the skewing parameter

a for bias T/avg. The algorithm performs a search with fail-limit T ′, and returns the number of failures

along with a new upper bound, bestSol, if a solution is ever found. If the search for an improving solution

is successful, we decrease the upper bound u, increase the number of successful trials s as well as the total

number of failures f , and reset the timeout flag. Then, the backtrack search is continued with the updated

values of β, k and T ′. If the search proves that no solution with costs lower or equal k exists, we increase

the lower bound l, and the fail-limit and reset the time-out flag. If the query result is “timeout”, the timeout

flag is set to true, a temporary lower bound l′ is set to k, and the fail-limit is increased. During the search, if

the temporary lower bound meets the upper bound, we reset the timeout flag and restart the search from the

lower bound l with a linearly increased fail-limit T . This entire process is repeated until the search interval

is consumed. To facilitate the presentation, we only show the modified upper bound improvement here. Just

as in the Streeter-Smith strategy, we can of course interleave the while-loop in step (2) with another skewed
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Query strategy SS − lc− skewed(l, u, δ)
1. Initialize f ← 0, s ← 0, avg ← 1, T ← δ, T ′ ← T , timeout ← false, l′ ← l.
2. While l < u:

(a) Let u′ ← u− 1
(b) If timeout = true and l′ ≥ u′, then set timeout ← false and l′ ← l,

T ← T + δ, T ′ ← T
(c) Let β ← 1− a[T/avg]

If timeout = true, then set k ← l′+(u′−l′)∗β else set k ← l+(u′−l)∗β
(d) Execute a limited randomized backtrack search with parameters

〈in : k, in : T ′, out : failures, out : bestSol〉.
(e) i. If the result is “yes”

Set u ← bestSol, s ← s+1, f ← f +failures, T ′ ← T −failures,
avg ← f/s, β ← 1−a[T/avg], k ← l+(u−l)∗β, timeout ← false
and l′ ← l. Continue the latest backtrack search with parameters
〈in : k, in : T ′, out : failures, out : bestSol〉. Go back to (e)

ii. If the result is “no”
Set l ← k + 1, T ← T + δ, T ′ ← T , timeout ← false and l′ ← l.

iii. If the result is “timeout”
Set l′ ← k, T ← T + δ and T ′ ← T , timeout ← true.

Algorithm 2: Skewed Restarted Search

search that aims at increasing the lower bound quickly.

3.4 Numerical Results

In [20], skewed dichotomic search has been thoroughly investigated in the context of sorting. Here, branch-

prediction and cache-misses can cause a skewed search to work more efficiently than classic binary search.

Experimental results show that skewing the search leads to gains in the order of around 15%. To assess

the effect of skewing dichotomic search for constrained optimization, in this section we compare the three

algorithms outlined above on two benchmark problems, the weighted quasigroup-completion problem and

the weighted magic square problem.

Definition [Weighted Quasigroup Completion] Given a natural number n ∈ IN, a quasigroup Q on

symbols 1, · · · , n is an n × n matrix in which each of the numbers from 1 to n occurs exactly once in

each row and in each column. We denote each element of Q by qij , i, j ∈ {1, 2, · · · , n}. n is called

the order of the quasigroup. Given profit values pij ∈ IN, i, j ∈ {1, 2, · · · , n}, and a set of tuples

F = {(k, i, j) | 1 ≤ i, j, k ≤ n}, the Weighted Quasigroup Completion problem consists in computing

a quasigroup Q such that qij = k for all (k, i, j) ∈ F and the value mini

∑
j pijqij is minimized.
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Figure 3.5: Comparison of SS, SS-lc, and SS-lc-skewed on weighted magic square problems. We show
the average ratio of upper to lower bound for 20 instances with 36 (left) and 64 cells (right) and objective
weights pij for each cell (i, j) chosen uniformly in [1,36] and [1,64], respectively.

Definition [Weighted Magic Square Problem] Given a natural number n ∈ IN, a magic square M of order

n is an n × n matrix in which each of the numbers from 1 to n2 occurs exactly once and such that the sum

of all values in each row, column, and main diagonal are identical. We denote each element of M by mij ,

i, j ∈ {1, 2, · · · , n}. Given profit values pij ∈ IN, i, j ∈ {1, 2, · · · , n}, the Weighted Magic Square Problem

consists in computing a magic square M such that the value mini

∑
j pijmij is minimized.

From the perspective of the Constraint Programming (CP), Artificial Intelligence (AI), and Operations

Research (OR) communities, combinatorial design problems as the ones given above are interesting as they

are easy to state but possess rich structural properties that are also observed in real-world applications such

as scheduling, timetabling, and error correcting codes. Thus, the area of combinatorial designs has been

a good source of challenge problems for these research communities. In fact, the study of combinatorial

design problem instances has pushed the development of new search methods both in terms of systematic

and stochastic procedures. For example, the question of the existence and non-existence of certain quasi-

groups with intricate mathematical properties gives rise to some of the most challenging search problems

in the context of automated theorem proving [193]. So-called general purpose model generation programs,

used to prove theorems in finite domains, or to produce counterexamples to false conjectures, have been

used to solve numerous previously open problems about the existence of quasigroups with specific mathe-

matical properties. Considerable progress has also been made in the understanding of symmetry breaking

procedures using benchmark problems based on combinatorial designs [50,59,86,173]. The study of search

procedures on benchmarks based on quasigroups has led to the discovery of the non-standard probabil-

ity distributions that characterize complete (randomized) backtrack search methods, so-called heavy-tailed

distributions [77].

For the purpose of testing dichotomic search protocols, the chosen benchmarks are interesting since even

finding feasible solutions only is already hard. Moreover, it is a challenge to provide tight bounds on the
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Figure 3.6: Comparison of SS, SS-lc, and SS-lc-skewed on weighted quasigroup-completion problems. We
show the average ratio of upper to lower bound for 20 instances with 100 (left) and 144 cells (right) and
objective weights pij for each cell (i, j) chosen uniformly in [1,100] and [1,144], respectively.

objective, which is exactly when experts usually revert to a dichotomic search to solve a problem.

Our results are illustrated in Figures 3.5 and 3.6. Experiments were run on an AMD Athlon 64 X2 Dual

Core Processor 3800+ using Ilog Solver 6.5. For both problems, the CP-models used to solve particular

queries are based on the obvious AllDifferent constraints. We fill the squares row by row, whereby the row

to be filled next is determined by the row that currently marks the lower bound on the objective. Within

a row, we pick a random variable with minimal domain and assign the lowest value in its domain first.

All dichotomic algorithms perform an initial improvement phase where we try to quickly tighten the initial

search interval as best as possible. Because of the difficulty to find even feasible solutions only, we did not

use local search for this purpose, but a number of short, restarted tree-searches with a tight fail-limit.

The pure B+B approach without restarts often fails to provide feasible solutions within the given time-

frame. Consequently, we do not show the results for this method in the figures. We believe that the inferior

performance of B+B is due to the fact that it conducts one continuous search that is not restarted. Thus,

it gets easily stuck in an area of the search space which does not contain feasible and improving solutions.

This trap is particularly big as the CP domain-based lower bounds available to our algorithms are not of very

high quality. All other algorithms avoid this problem by exploiting the benefits of a somewhat randomized

branching variable selection with frequent restarts.

With respect to the remaining algorithms, we observe that SS-lc works better than the pure Streeter-Smith

strategy SS. That is, we find that continuously updating the fail-limit and continuing the search with an

improved upper bound after a new solution has been found is beneficial for constrained optimization. In the

B+B approach, when it does find a solution, we often find that more improving solutions are found shortly

afterwards. We believe that this clustering of solutions in some small subtree is caused by the algorithm

having found a desirable partial assignments. Such a clustering is exploited by SS-lc by continuing the

search rather than restarting directly.
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Figure 3.7: Comparison of SS-lc, and SS-lc-skewed on weighted quasigroup-completion problems. We
show the development of the average percent optimality gap for 30 instances with 100 (left) and 144 cells
(right) and objective weights pij for each cell (i, j) chosen uniformly in [1,100] and [1,144], respectively.

Finally, we see that SS-lc-skewed leads to an additional improvement. In this method, the fact that the

Streeter-Smith strategy considers strict fail-limits allows us to get a good estimate on the search-bias c. As

we had hoped, using an optimistic but not overly aggressive way to set new upper bounds based on this

estimate of the bias and our theoretically optimal setting allows us to find improving solutions faster and

thereby close the gap between upper and lower bound more rapidly.

3.4.1 Experiments using IBM Ilog CP Optimizer

The previous computational results were conducted in 2008. While we used a recent version of Ilog Solver

at the time, we were also curious how our algorithm compares when embedded in latest commercial solvers.

To this end, we reimplemented the Latin and magic square models, and the skewed dichotomic search

protocol using CP Optimizer component of the IBM ILOG CPLEX Optimization Studio 12.2. This solver

uses proprietary search algorithm which is based on a restarted search strategy [102]. This new set of

experiments were carried out on a dual processor dual core Intel Xeon 2.8 GHz computer with 8GB of

RAM. We compare the binary search with our protocol which uses the skewing technique described in this

chapter. Both strategies are again embedded in the Streeter-Smith strategy.

In Figure 3.7 we plot the development of the average percent optimality gap of the current solution and

the best known solution for each of 30 randomly generated weighted quasigroup completion problems of

order 10 (left figure) and 12 (right figure) with and without skewing the search. Since there is a significant

gap between the upper and lower bounds and we cannot find the optimum solution, we found a best known

solution for each of the instances using a longer time limit.

Similar to our previous experimental results, skewing the search again helps. As the search progresses
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Figure 3.8: Comparison of SS-lc, and SS-lc-skewed on weighted magic square problems. We show the
development of the average percent optimality gap for 30 instances with 36 (left) and 64 cells (right) and
objective weights pij for each cell (i, j) chosen uniformly in [1,36] and [1,64], respectively.

and finding improving solutions becomes more and more difficult, skewing pays off and helps in finding

better solutions faster.

We repeat the same experiment for the weighted magic square problem. In Figure 3.8 we plot the

development of the average percent optimality gap of the current solution and the best known solution for

each of 30 randomly generated weighted magic square problems of order 6 (left figure) and 8 (right figure)

with and without skewing the search.

As in [167] we observe that these problems are harder to solve than weighted quasigroup completion

problems. In this problem, there is more than an order of magnitude difference on how much we can close

the optimality gap in this problem. That aspect aside, the results on this benchmark confirm the findings

made earlier: skewing the search gives a boost in closing the optimality gap faster.

3.5 Conclusion

We studied a theoretical model for dichotomic search algorithms and devised a protocol which minimizes

both expected as well as worst case performance in a skewed binary search. Furthermore, we showed that

our protocol is optimal in the expected and in the worst case. Earlier experiments in the sorting domain by

Brodal and Moruz had already shown practical gains from skewing binary search algorithms. In the context

of constrained optimization, by exploiting the strategy proposed by Streeter and Smith, dichotomic search

can be exploited in practice while skewing the search leads to faster improvements of the upper bound in

constrained minimization.

In Part–II, we move on to a complementary approach and consider incomplete search algorithms. Our

next goal is to devise simple yet efficient local search algorithms for an array of different problems.
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Part II

Incomplete Search
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CHAPTER FOUR

Dialectic Search



In this chapter, we introduce Hegel and Fichte’s dialectic as a search meta-heuristic for constraint satisfaction

and optimization. Dialectic is an appealing mental concept for local search as it tightly integrates and yet

clearly marks off of one another the two most important aspects of local search algorithms, search space

exploration and exploitation. We believe that this makes dialectic search easy to use for general computer

scientists and non-experts in optimization. We illustrate dialectic search, its simplicity and great efficiency

on problems from three different problem domains: constraint satisfaction, continuous optimization, and

combinatorial optimization.

4.1 Introduction

Local search (LS) is a powerful algorithmic concept which is frequently used to tackle combinatorial prob-

lems. While originally developed for constrained optimization, beginning with the seminal work of Selman

et al. [169] in the early 90ies local search algorithms have become extremely popular to solve also constraint

satisfaction problems. Today, many highly efficient SAT solvers are based on local search. Recently there

have also been developed general purpose constraint solvers that are based on local search [185].

The general idea of local search is easy to understand and often used by non-experts in optimization to

tackle their combinatorial problems. There exists a wealth of modern hybrid LS paradigms like iterated local

search (ILS) [177], very large scale neighborhood search [2] [181], or variable neighborhood search [83].

By far the most prevalent LS methods used by non-experts are simulated annealing [26, 118, 134] and tabu

search [68, 69]. We provided descriptions of some prominent local search algorithms in the Background

section.

Simulated annealing (SA) is inspired by the physical annealing process in metallurgy. The method starts

out by performing a random walk as almost all randomly generated neighbors are accepted in the beginning.

It then smoothly transitions more and more into a hill-climbing heuristic when neighbors are more and more

unlikely to be accepted the more they degrade the solution quality. In tabu search (TS) we move to the best

solution in the neighborhood of the current solution, no matter whether that neighbor improves the current

solution or not. To avoid cycling, a tabu list is maintained that dynamically excludes neighbors which we

may have visited already in the near past. Typically, the latter is achieved by excluding neighbors that have

certain problem-specific properties which were observed recently in the search.

Both concepts are very popular with non-experts because they are easy to understand and to implement.

However, to achieve a good heuristic performance for a given problem, the vanilla methods rarely work

well without significant tuning and experimentation. In particular, it has often been observed that SA is

able to find high-quality solutions only when the temperature is lowered very slowly or more sophisticated
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neighborhoods and techniques like reheats are used. TS, on the other hand, often finds good solutions much

earlier in the search than SA. However, the vague definition of the tabu-concept is difficult to handle for non-

experts. If the criteria that define which neighbors are currently tabu are too broad, then many neighbors

which have actually not been visited earlier are tabu. Then, so-called aspiration criteria need to be introduced

to override the tabu list. Moreover, the tabu tenure is of great practical importance and difficult to tune. There

exist sophisticated methods to handle this problem like reactive TS [6] which dynamically adapts the length

of the tabu list and other techniques such as strategic oscillation or ejection chaining.

We argue that these techniques outside the core methods are too involved for non-experts and that there

is a need for a simple method that is easy to handle for anyone with a general background in constraints.

The objective of this work is to provide such a meta-heuristic which, by design, draws the user’s attention

to the most important aspects of any efficient local search procedure. To this end, in the next section we

introduce dialectic search. In the sections thereafter, we provide empirical evidence that demonstrates the

effectiveness of the general approach on different problems from highly different problem domains: con-

straint satisfaction, continuous optimization, and discrete optimization.

4.2 Dialectic Search

Without being able to make any assumptions about the search landscape, there is no way to extrapolate

search experience and any unexplored search point is as good as any other. Only when we observe statistical

features of the landscape which are common to many problem instances we may be able to use our search

experience as leverage to predict where we may find improving solutions. The most commonly observed

and exploited statistical feature is the correlation of fitness and distance [105]. It gives us a justification for

intensifying the search around previously observed high quality solutions.

While the introduction of a search bias based on predictions where improving solutions may be found is

the basis of any improvement over random search, it raises the problem that we need to introduce a second

force which prevents us from investigating only a very small portion of the search space. This is an inherent

problem of local search as the method does not allow us to memorize, in a compact way, all previously

visited parts of the search space. In artificial intelligence, the dilemma of having to balance the wish for

improving solutions with the need to diversify the search is known as the exploitation-exploration trade-off

(EET). It has been the subject of many practical experiments as well as theoretical studies, for example on

bandit problems [130].

SA and TS address the EET in very different ways. SA explores a lot in the beginning and then shifts

more and more towards exploitation by lowering the acceptance rate of worsening neighbors. TS, on the
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other hand, mixes exploitation and exploration in every step by moving to the best neighbor which is not

tabu. The often extremely good performance of TS indicates that binding exploration and exploitation steps

more tightly together is beneficial. However, the idea to mix exploration and exploitation in the same local

search step is arguably what makes TS so opaque to the non-expert and what causes the practical problems

with defining the tabu criteria, tabu tenure, aspiration criteria, etc.

4.2.1 A Meta-Heuristic Inspired by Philosophy

We find an LS paradigm where exploration and exploitation are tightly connected yet clearly separated from

each other in philosophy: Hegel and Fichte’s Dialectic [56, 87]. Their concept of intellectual discovery

works as follows: The current model is called the thesis. Based on it, we formulate an antithesis which

negates (parts of) the thesis. Finally, we merge thesis and antithesis to achieve the synthesis. The merge is

guided by the principle of Aufhebung. The latter is German and has a threefold meaning: First, that parts

of the thesis and the antithesis are preserved (“aufheben” in the sense of “bewahren”). Second, that certain

parts of thesis and antithesis are annihilated (“aufheben” in the sense of “ausloeschen”). And third, that the

synthesis is better than thesis and antithesis (“aufheben” in the sense of “aufwerten”). The synthesis then

becomes the new thesis and the process is iterated.

Analyzing Hegel and Fichte’s dialectic, we find that it strikes an appealing balance between exploration

and exploitation. In essence, the formulation of an antithesis enforces search space exploration, while the

optimization of thesis and antithesis allows us to exploit and improve. Furthermore, while in each step both

exploration and exploitation play their part, they are clearly marked off of one another and can be addressed

separately. We argue that this last aspect makes dialectic search very easy to handle.

4.2.2 Dialectic Search

We outline the dialectic search meta-heuristic in Algorithm 3. After initializing the search with a first

solution, we first improve it by running a greedy improvement heuristic. We initialize a global counter

which we use to terminate the search after a fixed number ’GLOBALLIMIT’ of global iterations.

In each global iteration, we perform local dialectic steps, whereby the quality of the resulting solution

of each such local step is guaranteed not to degrade. Again, a counter ’local’ is initialized which counts the

number of steps in which we did not improve the objective.

In each dialectic step, we first derive an antithesis from the thesis, which is immediately improved greed-

ily. We assume that the way how the antithesis is generated is randomized. The synthesis is then generated

by merging thesis and antithesis in a profitable way, very much like a cross-over operator in genetic algo-

rithms. Here we assume that ’Merge’ returns a solution which is different from the thesis, but may coincide
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Dialectic Search
thesis ← InitSolution()
thesis ← GreedyImprovement(thesis)
global ← 0
bestSolution ← thesis
bestValue ← Objective(bestSolution)
while global++<GLOBALLIMIT do

local ← 0
while local++<LOCALLIMIT do

antithesis ← GreedyImprovement(Modify(thesis))
synthesis ← Merge(thesis,antithesis)
synthesis ← GreedyImprovement(synthesis)
thesisValue ← Objective(thesis)
synthesisValue ← Objective(synthesis)
if thesisValue<synthesisValue then

goto Line 9
end if
if synthesisValue<bestValue then

bestSolution ← synthesis
bestValue ← synthesisValue

end if
if synthesisValue<thesisValue then

local ← 0
end if
thesis ← synthesis

end while
thesis ← antithesis

end while
return bestSolution

Algorithm 3: Dialectic Search.
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Merge (thesis, antithesis)
bestValue ← INFINITY
S ← {i | thesis[i] 6= antithesis[i]}
while S 6= ∅ do

bestMoveValue ← INFINITY
for all i ∈ S do

margin ← SwitchMargin(thesis,antithesis,i)
if margin < bestMoveValue then

bestMoveValue ← margin, bestMove ← i
end if

end for
S ← S \ {bestMove}
thesis[bestMove] ← antithesis[bestMove]
thesisValue ← thesisValue−bestMoveValue
if thesisValue ≤ bestValue then

synthesis ← thesis
bestValue ← thesisValue

end if
end while
return synthesis

Algorithm 4: A Procedure to Compute the Synthesis.

with the antithesis. In case that the greedily improved synthesis is actually worse than the thesis, we return

to the beginning of the loop and try improving the (old) thesis again by trying a new antithesis. In case that

the synthesis improves the best solution (bestSolution) ever seen, we update the latter. If the synthesis at

least improves the thesis, the no-improvement counter ’local’ is reset to zero. Then, the synthesis becomes

the new thesis.

Finally, when the number of non-improving local improvement steps is exceeded, we make the last

antithesis the new thesis and start over with the next global step.

In short, the dialectic search algorithm can be summarized as follows: For a given assignment (the thesis),

it greedily improves it. Then it tries to improve the solution further by generating randomized modifications

(an antithesis) of the current assignment, greedily improving it, and then combining the two assignments to

form a new assignment, which is also greedily improved (the synthesis). If this new assignment is at least

as good, it is considered the new current assignment. If this process does not result in improvements for a

while, then the search moves to the modified assignment and continues searching from there.

As any meta-heuristic, the general outline of dialectic search that we gave above leaves certain steps

open. In genetic algorithms, for example, we need to define mutation and cross-over operators. In dialectic

search, we need to specify how the thesis is transformed into an antithesis, how an assignment is greedily
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improved, and how thesis and antithesis are combined to form the synthesis. These functions must be defined

for each problem individually. The contribution of dialectic search is that it manages the balance between

exploitation and exploration, which is arguably the hardest part when devising a new local search procedure.

With dialectic search, the user can focus on both tasks separately. When defining how antitheses are formed

(function ’Modify’), the task is pure search space exploration. When improving a solution greedily (function

’GreedyImprovement’), the task is pure exploitation. The rule of thumb is that the antithesis is a randomized

perturbation of parts of the thesis and the greedy improvement consists in moving to the best neighbor until

a local minimum is reached.

Only when the synthesis is computed (’Merge’), both exploration and exploitation play a role as we

would obviously like to find a very good combination of thesis and antithesis. In Algorithm 4 we give

a function for computing the synthesis from two given assignments, the thesis and the antithesis. The

procedure works iteratively. In each step we consider the variables on which thesis and antithesis differ and

by what margin the objective changes when a variable in the thesis is re-assigned to the corresponding value

in the antithesis. We perform the best change and iterate until we reach the antithesis. Like this, we generate

a path from thesis to antithesis, and we return as synthesis the best solution on the path.

The idea to merge thesis and antithesis is well-founded by the empirical finding that optimization prob-

lems often exhibit a correlation between the fitness of local optima and their average distance to each other,

i.e., a ”big valley” structure [17]. The particular Algorithm 4 is inspired by the path relinking technique [71]

and represents, of course, only one possible way of merging thesis and antithesis. Depending on the back-

ground of the reader, the function presented may also be viewed as a kind of tabu search as variables which

have already been assigned their target value are no longer allowed to change their value. Another way

to look at the problem of generating the synthesis is to view it as an optimization problem itself, where

the task is to find the best combination of thesis and antithesis. Thus, dialectic search is implicitly re-

lated to iterated local search [177], variable neighborhood search [83], and very large scale neighborhood

search [2] [181].

4.3 Constraint Satisfaction

We first test dialectic search on problems from the constraint satisfaction domain, the Costas arrays problem

(CAP) and the magic squares problem (MSP).
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4.3.1 Costas Arrays

A Costas array [74] is a pattern of n marks on an n×n grid, one mark per row and one per column, in which

the n(n − 1)/2 vectors between the marks are all different. Such patterns are important as they provide a

template for generating radar and sonar signals with ideal ambiguity functions [34,60]. A model for CAP is

to define an array of variables X1, . . . , Xn which form a permutation. For each length l ∈ {1, . . . , n − 1},

we add n − l more variables X l
1, . . . , X

l
n−l, whereby each of these variables is assigned the difference

of Xi − Xi+l for i ∈ {1, . . . , n − l}. These additional variables form a difference triangle as shown in

Figure 4.1. Each line of this difference triangle must not contain any value twice. That is, the CAP is simply

a collection of AllDifferent constraints on X1, . . . , Xn and X l
1 . . . , X l

n−l for all l ∈ {1, . . . , n− 1}.

Costas arrays can be constructed using the generation methods based on the theory of finite fields for

infinitely many n. However, there is no construction method for all n and it is, e.g., unknown whether there

exists a costas array of order 32. We devise a simple dialectic search for the problem and compare with tabu

search.

Objective, Initialization and Greedy Improvement

As objective, we use the sum of the square of the violations of all AllDifferent constraints in the differ-

ence triangle. Our initial costas array is a random permutation of the numbers from 1 to n. As greedy

improvement heuristic, we consider pairs of variables Xi and Xj and compute the cost-delta that would

result from flipping the values of the two cells. We commit the pair that would decrease the violations the

most and iterate until no possible flip results in a cost improvement anymore, i.e, when we are stuck in a

local minimum.

Antithesis and Synthesis

Hegel defined the antithesis as the negation of the thesis. For non-binary variables it is not uniquely defined

what the negation of a variable assignment is. We interpret the negation of an assignment to mean that the

Figure 4.1: 6x6 Costas Array 316254.
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Minimum Maximum Std.Deviation Average
TS Dialectic TS Dialectic TS Dialectic TS Dialectic

Order Comet Comet C++ Comet Comet C++ Comet Comet C++ Comet Comet C++
13 0.03 0.01 0 1.24 0.64 0.27 0.24 0.12 0.05 0.25 0.13 0.05
14 0.03 0.01 0 4.9 4.25 2.07 0.82 0.63 0.31 0.96 0.55 0.26
15 0.04 0.05 0.04 22.9 15.67 6.84 3.45 2.81 1.33 3.59 3.17 1.31
16 0.13 0.3 0.1 95.8 89.84 32.6 19.5 17.64 7.11 21.8 14.6 7.74
17 1.03 0.72 0.65 741 418.93 250 126 93 49.4 114 95.3 53.4
18 5.49 1.17 4.43 2568 2539.1 1936 613 559 370 696 568 370

Table 4.1: Numerical Results for the Costas Array Problem. We compare tabu search and dialectic search
in terms of minimum, maximum, standard deviation and average solution time in seconds over 100 runs.
The tabu search algorithm is implemented in COMET platform, and the dialectic search algorithm is imple-
mented in both COMET platform and C++.

variable is assigned a different value. For the CAP, we define an antithesis as follows. First, we determine

randomly the fraction of variables that must change their value. Then, we compute an antithesis by iteratively

switching the values of two cells, whereby in each step we choose the pair of cells which yields the best

solution. Note that this procedure is closely related to the greedy improvement heuristic. The difference is

that, in the antithesis computation, cells which have already switched values are not allowed to change their

values anymore. As synthesis, we return the best solution found while moving from thesis to antithesis in

this iterative way. The details of this algorithm can be found be found in the Appendix section.

Numerical Results

In Table 4.1 we compare this simple approach with the tabu search algorithm using the quadratic neighbor-

hood which is implemented in COMET. This algorithm was shown to be highly competitive compared to

specialized procedures for constraint satisfaction in [186]. All tests in this section were run on a Pentium III

733MHz machine with 512Mb RAM. Our algorithms are implemented in C++ and in COMET. C++ mod-

els were compiled using GCC 4.3, with the -O3 flag. COMET models are run using the just-in-time (-j2)

compiler flag.

Even though the tabu search approach incorporates sophisticated techniques like an adaptive tabu tenure

procedure, we see that the simple dialectic search algorithm is superior and outperforms TS in terms of aver-

age solution time and the minimal and maximal time needed in 100 trials for both type of implementations.

Moreover, the standard deviation shows that dialectic search performs far more robustly and predictably

than TS. Finally, we note that an adaptive search algorithm was proposed for generating Costas arrays
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in [41] This algorithm improves over our results presented in this section, and the ones that were published

in 2008 [110].

4.4 Continuous Optimization

We next apply our dialectic search algorithm to continuous optimization, the problem of finding the mini-

mum of an n-dimensional, real-valued function over a box polytope (i.e., the only constraints are lower and

upper bounds on the continuous variables). Continuous optimization problems arise in many practical ap-

plication areas, like VLSI design, chemical engineering, and trajectory planning. The problem is relatively

simple for functions that are differentiable and for which zero points of the derivatives can be computed.

However, for higher-dimensional functions with many local minima, continuous optimization can become

a challenging task. We present a simple dialectic search algorithm for the problem and compare it with

simulated annealing.

Initial Solution

An initial solution is obtained by assigning to each variable a value chosen uniformly at random from the

variable’s domain interval.

Antithesis and Synthesis

The antithesis is determined by selecting a random variable with value x0 from the current solution and

changing it to a new random value x1. To compute the synthesis, we conduct an equi-distant walk from

thesis to antithesis. At each step of the walk, we move |x0−x1|/K towards the antithesis. The best solution

encountered during this walk is returned as the synthesis.

Numerical Results

The performance of dialectic search is examined on three well-known functions; Rastrigin, De Jong’s noise-

less function #4, and Alpine, with dimensions 20 and 50. DeJong’s function is convex and unimodal whereas

Rastrigin and Alpine functions are highly multimodal and exhibit many local minima. In Figure 4.2 we give

the definition, boundary values and visualization of each function. The minimum objective value in all cases

is zero. We compare our results with the SA implementation from [170] which is known to be robust, easy to
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Dialectic SA-0.98 SA-0.99

Function Value Eval. Value Eval. Value Eval.

Rastr.-20 < 10−3 208K 24.4 3.4M 22.4 6.8M
Rastr.-50 < 10−3 818K 87.3 8.3M 86.8 9.9M

DeJong-20 < 10−3 848 < 10−3 946 < 10−3 946
DeJong-50 < 10−3 3.7K < 10−3 2.5K < 10−3 2.5K
Alpine-20 < 10−3 86K < 10−3 1M < 10−3 2M
Alpine-50 < 10−3 458K < 10−3 2.9M < 10−3 5.8M

Table 4.2: Numerical Results for Continuous Optimization. We give average minimum value and average
number of function evaluations over 250 runs for continuous function minimization with dimensions 20 and
50. SA cooling factors are set to 0.98 and 0.99.

(a) Rastrigin (b) DeJong (c) Alpine

Figure 4.2: Rastrigin(x) = 10n +
∑n

i=1(x
2
i −10cos(2πxi)) where −5.12 ≤ xi ≤ 5.12, DeJong(x) =∑n

i=1 ix4
i where −1.28 ≤ xi ≤ 1.28 and Alpine(x) =

∑n
i=1 |xisin(xi) + 0.1xi| where −10 ≤ xi ≤ 10.

use and applicable to complex continuous problems. Table 4.2 shows that dialectic search robustly provides

very good solutions at little cost also on this problem domain.

4.5 Constrained Optimization – Set Covering

Our final evaluation of the dialectic search paradigm is on one of the most studied NP-hard combinatorial

optimization problems, the set cover problem (SCP): Given a finite set S := {1, . . . , m} of items, and a

family F := {S1, . . . , Sn ⊆ S} of subsets of S, and a cost function c : F → R+, the objective is to find a

subset C ⊆ F such that S ⊆ ⋃
Si∈C Si and

∑
Si∈C c(Si) is minimized. The SCP has numerous practical

applications such as crew scheduling for airlines or railway companies [24, 90, 97], location of emergency

facilities [182], and production planning in various industries [188].
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Figure 4.3: Function ’Merge’ for the SCP. The decision to select a bag or not is represented as a binary
variable. The bold variables in the thesis correspond to a randomized subset T of the current selection C.
Dashed boxes are used to indicate solutions that do not form a cover. The synthesis is the lowest-cost cover
found on the walk from thesis to antithesis.

Initial Solution and Greedy Improvement

A simple greedy construction for SCP is to pick sets one by one until a cover is found. [187] compare 7

different criteria how the next set is chosen (like the set which covers the most uncovered items, the set with

least costs, the set with best cost over newly covered items ratio, and several variations of the latter). It was

suggested to choose one of the criteria at random in each step of the greedy construction. Run around 30

times, this randomized approach was reported to yield good solutions, and we use this method to initialize

our search. As greedy improvement heuristic, we simply remove redundant sets, if any. If there are several,

we first pick a set which leaves the fewest items uncovered.

Antithesis and Synthesis

As antithesis, we pick a randomized subset T of the current selection C, whereby we choose the size of

this subset randomly between one half, one third, and one quarter of the cardinality of C. T is empty first

and then augmented iteratively by selecting two sets whose removal would leave the fewest items uncovered

which are still covered by C \ T . One of the two sets is chosen uniformly at random and added to T . We

repeat this until T has the desired size. If A ← F \ T does not cover all items, we greedily add sets in T to

A until it is a cover. A becomes our antithesis.

To obtain a synthesis, we conduct a greedy walk from the thesis to the antithesis. This walk consists

of two phases. In the first phase, we remove all sets in C that are not part of A. In the second phase, we

greedily select a set in A which minimizes the cost over newly covered covers items and repeat until we

obtain a cover which is returned as the synthesis. Figure 4.3 illustrates such a greedy walk from thesis to

antithesis.
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AvgSol BestSol AvgTime TimeLimit
Class ITEG Dialectic ITEG Dialectic ITEG Dialectic ITEG Dialectic Speedup

a 38.78 38.77 (0.16) 38.6 38.6 - 1.59 (1.38) 7.5 7.5 1
b 22.04 22.00 (0.04) 22.0 22 - 0.47 (0.23) 15 2.5 6
c 43.44 43.44 (0.42) 43.0 43 - 3.00 (2.48) 10 10 1
d 25.00 24.86 (0.15) 25.0 24.4 - 0.74 (0.49) 27.5 5 5.5
e 5.00 5.00 (0.00) 5.0 5.0 - 0.00 (0.00) 2.5 0.1 25
4 38.07 38.43 (0.28) 37.8 37.8 - 0.56 (0.49) 2.5 2.5 1
5 34.47 34.51 (0.35) 34.1 34.1 - 0.76 (0.56) 2.5 2.5 1
6 20.86 20.76 (0.11) 20.8 20.6 - 0.24 (0.24) 15 2.5 6

nre 17.04 17.00 (0.00) 17.0 17.0 - 0.42 (0.09) 8.5 1 8.5
nrf 10.50 10.44 (0.49) 10.0 10 - 0.58 (0.21) 16.5 1 16.5
nrg 62.82 62.56 (0.47) 62.0 61.6 - 2.85 (0.98) 6.5 5 1.3
nrh 34.78 34.49 (0.5) 34.0 34.0 - 1.62 (0.54) 15 2.5 6

Table 4.3: Numerical Results for the Set Cover Problem. We present the average solution (standard devia-
tion), best solution (standard deviation), average time to find the best solution, and the time limit used. The
results are averaged for each benchmark class in the OR library. Hegel was run 50 times on each instance,
ITEG data were taken from [132] who ran their algorithms 10 times on each instance.

Numerical Results

We compare this simple dialectic search with the iterative greedy algorithm, ITEG, from [132] and the tabu

search, TS, from [141]. We consider 70 well-known benchmark instances that are available from the OR

library [7]. These instances involve up to 400 items and 4000 sets. In order to compare with ITEG and TS

which were developed for the uni-cost SCP, the costs of all sets are set to one. ITEG was run on a multi-user

Silicon Graphics IRIX Release 6.2 IP25, 194MHz MIPS R10000 processor and TS was run on a Pentium 4

with 2.4GHz. When comparing with ITEG, we use again our Pentium III 733MHz machine and we divide

the cutoff times reported for ITEG by a factor of 4 which corresponds to the SPECint95 ratio of the two

machines used. For the comparison with TS, we use an AMD Athlon 64 X2 Dual Core Processor 3800 2.0

GHz machine which is slightly slower than the machine used in [141].

Tables 4.3 and 4.4 summarize the results. We report aggregate results for each of the different benchmark

classes. Detailed comparison for each individual problem instance can be found in the Appendix section.

It should be noted that the developers of the TS approach tuned the tabu tenure on and for each of these

sets individually. Similarly, the developers of ITEG set the algorithm parameters to a suitable value for each

benchmark class. In contrast, Hegel was run with one set of parameters on all instances in all classes. As we
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AvgSol BestSol AvgTime
Class TS Dialectic TS Dialectic TS Dialectic Speedup

a 38.66 (0.24) 38.74 (0.16) 38.4 38.6 4.3 (3.78) 1.78 (1.63) 2.4
b 22.02 (0.06) 22.00 (0) 22 22 7.02 (6.98) 0.49 (0.25) 14
c 43.5 (0.44) 43.45 (0.41) 43 43 7.86 (7.16) 2.97 (2.45) 2.6
d 25 (5.04) 24.81 (0.12) 24.8 24.4 14.4 (14.4) 1.07 (0.77) 13.4
e 5 (0) 5 (0) 5 5 0 (0) 0 (0) 0
4 37.92 0.27) 38.20 (0.30) 37.7 37.8 0.67 (0.83) 1.63 (1.80) 0.4
5 34.36 (0.35) 34.28 (0.15) 34.1 34.1 1.87 (2.35) 1.85 (1.77) 1
6 20.78 (0.06) 20.66 (0.09) 20.6 20.6 0.26 (0.54) 0.72 (0.69) 0.3

nre 17.14 (0.3) 16.98 (0.06) 17 16.6 5.94 (11.3) 0.50 (0.46) 11.7
nrf 10.62 (0.5) 10 (0) 10 10 31.4 (61.96) 1.31 (0.90) 23.8
nrg 62.7 (0.6) 62.25 (0.47) 61.8 61.2 32.0 (32.3) 4.33 (2.28) 7.3
nrh 34.88 (0.44) 34.03 (0.19) 34 33.8 22.4 (57.5) 3.49 (2.20) 6.4

Table 4.4: Numerical Results for the Set Cover Problem. We present the average runtime (standard devia-
tion) in seconds for finding the best solution in each run, as well as the average solution quality and the best
solution quality. Results are averaged for all instances in each benchmark class in the OR library. Hegel was
run 50 times on each instance and TS data were taken from [141] who ran their algorithms 10 times on each
instance.

can see, Hegel provides high quality solutions very quickly. With the exception of classes ’4’ and ’5’ where it

performs slightly worse on average, Hegel produces equally good or better results than ITEG in sometimes

substantially less time. In terms of the best solutions found over the different runs, when computing the

average for each class, Hegel always performs as good or better than ITEG.

Comparing with TS, Hegel is performing slightly worse on classes ’4’ and ’a’ and outperforms TS in

terms of solution quality otherwise, at times quite substantially (see classes ’nrf’ and ’nrh’). Moreover,

Hegel always finds the best solution earlier, leading to speed-ups of up to 23.

Finally, in terms of individual instances, Hegel found formerly unknown improving solutions on four

instances (d4(24), nre1(16), nrg3(61), nrg5(61)), that is over 5% of all instances in one of the best studied

benchmark sets in OR.
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4.6 Boosting the Performance

When developing a new heuristic algorithm, it is often the case that we face the problem of choice. There

may be multiple exploration strategies, different types of exploitation mechanisms, or a multitude of neigh-

borhoods to choose from. The task of making these design choices is known as algorithm configuration.

This is true for dialectic search presented in this chapter. In numerical results presented in the previous

section, for each of the problem classes, we configured a dialectic search algorithm whereby we used the

same principles of how to define an antithesis and how to merge the thesis and antithesis in order to obtain

a synthesis. That is, our algorithms performed well across different benchmarks without undergoing any

sophisticated tuning or parameterization. While this was a positive result, we are also curious how much we

could boost the performance of dialectic search when special mechanisms were used.

In [107] we presented a method for instance specific algorithm configuration (ISAC). It is based on the

integration of the automatic algorithm configuration system GGA [66] and the stochastic off-line program-

ming paradigm [131]. We will not go into the details of this framework here but instead provide a high-level

overview.

4.6.1 Instance Specific Algorithm Configuration

Briefly, the ISAC configurator is provided with a solver with categorical, ordinal, and/or continuous param-

eters, a training benchmark set of input instances for that solver, and an algorithm that computes a feature

vector that characterizes any given input instance. The framework then works in two phases. In the learning

phase, it clusters the instances in the training set based on their feature vectors and then, for each cluster,

finds the best potential configuration of the solver at hand. Next, in the testing phase, it provides high quality

parameter settings for any new input instance.

In the following, we describe the benchmarks instances used, the solvers that are provided to the ISAC

framework, the features that were used to cluster the instances and to assign a cluster to a new instance, and

finally, the performance gains achieved over the default solvers.

Benchmark: We now evaluate the performance gains that can be achieved using the ISAC framework. For

this experiment, we again use the Set Covering problem. There exists up to around 70 instances in the OR

library instances for this problem, which is not large enough to be used for the purpose of clustering and

tuning. We instead use a highly diverse set of randomly generated set covering instances that was introduced

in [131]. These instances involve up to 100 items and 10.000 sets. We pre-compute the optimal values of

these instances. The final data set comprises 200 training instances and 200 test instances.

Solvers: We consider the two set covering solvers from the previous section; our dialectic search algorithm;

54



Hegel, and TS from [141]. We made some modifications in the TS solver in order to expose it to our

parameter tuner, and we introduced new choices in this solver that were was previously switched off during

the development phase as a design choice.1 When tuning TS which is designed to solve unicost SCP, we set

the cost of each set uniformly to 1 to achieve unicost instances.

Instance Features: The generation of a feature vector for each SCP instance was done according to the

process outlined in [131]. This process first computes the following statistical information about an in-

stance:

• The normalized cost vector c′ ∈ [1, 100]m.

• The vector of bag densities (|Si|/n)i=1...m.

• The vector of item costs (
∑

i,j∈Si
c′i)j=1...n.

• The vector of item coverings (|{i | j ∈ Si}|/m)j=1...n.

• The vector of costs over density (c′i/|Si|)i=1...m.

• The vector of costs over square density (c′i/|Si|2)i=1...m.

• The vector of costs over k log k-density ( c′i
(|Si| log |Si|) )i=1...m.

• The vector of root-costs over square density (
√

c′i/|Si|2)i=1...m.

The final feature vector is then formed by computing the maxima, minima, averages, and standard devi-

ations of all these vectors.

Numerical Results: We now evaluate the performance gains on two efficient local search SCP solvers;

Hegel and TS. Experiments were run on dual core Intel Xeon 2.8 Ghz processors with 8GB of RAM,

whereby we used a timeout for Hegel and TS of 10 seconds for training and testing. For both solvers

we measure the time until they have found a set covering solution which is within 10% of optimal.

In Table 4.5, we compare the default configuration of the solvers, the instance-oblivious configuration

obtained by GGA, and the instance-specifically tuned versions provided by ISAC. We present the average

runtime in seconds, and the average slow down per instance when comparing each solver with the ISAC

version.

We first observe that the default configuration of both solvers can be improved significantly by automatic

parameter tuning. For solver TS, we measure an average time of 2.18 seconds for ISAC-TS, 3.33 seconds

for GGA-TS, and 3.44 seconds for default TS. That is, instance-oblivious parameters run 50 % slower than

instance-specific parameters. Notice however that, the instance-oblivious parameters do not results in any

1We would like to thank N. Musliu for providing us the source code of TS solver for this experiment!
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Solver Avg. Run Time Avg. Slow Down
Train Test Train Test

TS Default 2.79 3.44 1.49 1.7
GGA 2.58 3.33 1.35 1.62
ISAC 1.99 2.18 1 1

Hegel Default 3.04 3.17 2.2 2.1
GGA 1.58 1.98 1.1 1.1
ISAC 1.45 1.94 1 1

Table 4.5: Comparison of the default, the instance-oblivious parameters provided by GGA, and the instance-
aware parameters provided by SOP for Hegel and TS. We present the average run time in seconds, and the
average degradation per instance when using the default or GGA parameters instead of ISAC.

significant improvement over the default solvers, as TS is a solver that is already tuned. When we compare

the default configurations Hegel is again faster than TS on this diverse set of instances as well. As Hegel did

not go into any tuning previously, the default version runs more than 60 % slower than ISAC-Hegel.

It is worth noting that the variance of the runtimes for the various instances is relatively high, which is

caused by the large diversity of our benchmark sets. Therefore, we also computed the average slow down

of each solver when compared with the corresponding ISAC version. For this measure we find that, for an

average test instance, default TS requires more than 1.7 times the time of ISAC-TS, and GGA-TS needs

1.62 times over ISAC-TS. For default Hegel an average test instance 2.1 times the time of ISAC-Hegel

while GGA-Hegel only runs 10 % slower. It is interesting to notice that ISAC-Hegel only slightly improves

over GGA-Hegel. This confirms our findings in the previous numerical results that Hegel runs robustly over

different instance classes with one set of parameters.

Finally, we would like to mention that even highly sophisticated state-of-the-art solvers can greatly ben-

efit from automatic parameter tuning. Depending on the solver, instance-specific parameter tuning works as

well or significantly better than instance-oblivious tuning.

4.7 Conclusion

We proposed to use Hegel and Fichte’s dialectic as a meta-heuristic search paradigm and demonstrated its

power and effectiveness by solving four problems from three greatly different problem domains: constraint

satisfaction, continuous optimization, and combinatorial optimization.

The dialectic search paradigm allowed us to devise a local search algorithm for the Costas arrays problem.

Moreover, we devised a local search algorithm for the set covering problem, one of the most intensively
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studied problems in the operations research literature which has been the subject of many research projects.

Dialectic search outperforms the fastest algorithms from the very rich literature which were individually

tuned on and for each class of benchmark problems. In contrast, our algorithm is the same for all problems

from all classes, it did not undergo any sophisticated tuning, and it still provides solutions of the same or

better quality in less time. We confirm this finding using the recently introduced ISAC framework. While

Hegel was able to yield the best results when compared with on default setting on a set of diverse SCP

instances, it was also possible to boost its performance by a factor of two when algorithm configuration was

applied. More importantly, instance-specific algorithm configuration only slightly improved the performance

when compared to its instance-oblivious counter part, which was another empirical indication confirmation

that Hegel runs robustly over different instance classes with one set of parameters.

We conclude that Hegel and Fichte’s dialectic provides an appealing framework for devising highly

efficient local search algorithms for anyone working on constraints. We believe that the reason for the

simplicity of use is primarily caused by the fact that dialectic search allows us to develop functions for

exploitation and exploration in separation. We outlined a close relation with existing techniques, especially

tabu search, iterated local search, variable neighborhood search, and very large scale neighborhood search.

We showed that dialectic search represents a special case of all of these methods. Our objective was to devise

a meta-heuristic which is, on one hand, general enough to be applied to a great variety of problems and

which, on the other hand, is specific enough to guide the user to develop effective problem-specific methods

for search space exploration and exploitation. We believe we found a search paradigm which strikes a good

balance between being specific and being general in Hegel and Fichte’s philosophy of dialectic.
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Part III

Variable and Value Selection
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CHAPTER FIVE

Incorporating Variance
in Impact-Based Search



Constraint Programming (CP) is a powerful paradigm to solve combinatorial problems. It applies constraint

propagation to reduce the search space and a combination of variable and value selection heuristics to guide

the exploration of that search space. While it is often the case that applications of CP would adapt a problem

specific search strategy, there has been significant efforts to design generic and robust search heuristics

similar to those of general purpose strategies used in Mixed Integer Programming (MIP) and SAT solvers.

One traditional method is based on the famous fail-first principle which favors variables with the minimum

domain size [84]. In case there is more than one variable with the minimum domain size, ties can be broken

based on the degree of variables [19]. Other variations include considering the ratio between the size of the

domain and the degree of the variable [16], or looking at the neighborhood structure of variables [15, 172].

For value selection, minimizing the number of conflicts with neighbouring variables is a popular technique.

More recently, impact-based search strategies have been studied. Different measures of impact have been

proposed and they have been successfully applied for solving constraint satisfaction problems [23, 158,

192].

In this chapter, we present a simple modification to the idea of impact-based search proposed by Refalo

in 2004 [158] which has been proven to be highly effective for several applications. Impacts measure the

average reduction in search space due to propagation after a variable assignment has been committed. Rather

than considering the mean reduction only, we consider the idea of incorporating the variance in reduction.

Experimental results show that using variance can result in improved search performance.

5.1 Introduction

Impact-based search strategies give efficient variable and value ordering heuristics to solve decision prob-

lems in constraint programming [158]. This method learns information about the importance of variable and

values choices. This is done by averaging the observed search space reduction due to constraint propagation

after an assignment. These observed reductions are averaged and become more and more accurate as we

explore the search space. It’s a simple way to exploit parts of the search tree that are apparently not useful

because they do not lead to a solution.

Other impact measures have been designed and subjected to experimental validation. They refine or take

into account more information in order to obtain better strategies. In [192] the solution density of constraints

and occurrences of values in constraints’ feasible assignments are used to guide search. In [23] the measure

of the impact of an assignment is based on explanations provided by the constraint programming solver.

These approaches can be more effective than regular impacts on some problems.

We propose a new way to refine the classical averaging of impact observations by taking into account
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the variance of the observations. In practice, when one needs to choose between two variables that have the

same average impact, one can take into account the distribution of the observed impacts. Assuming that the

two distributions have different variances, a risk-free choice will choose the variable with smaller variance,

while an optimistic choice will choose the variable with larger variance.

Incorporating variance in impact based search is natural since impacts are based on taking the mean of

observed domain reductions. Moreover, in practice, impact values are normally distributed [159]. Exper-

imental validation was performed to determine the best way to use variance in practice. We present our

results on quasi-group completion problems, magic squares and on the Costas array problem. Our results

show that including variance can be rewarding in several cases and that it is an enhancement to be considered

for impact-based search implementations.

5.2 Impact-based Search

In constraint programming we strive to find feasible solutions, and our main inference mechanism is con-

straint propagation. Namely, by considering the problem constraints, one at a time, we eliminate potential

values for the variables involved in the constraint. We iterate this process until no one constraint alone can

eliminate values from the domain of variables anymore.

If we want to avoid an explicit enumeration of all potential solutions, we must obviously rely on con-

straint propagation to discard most of these solution candidates implicitly. Therefore, the way how we

partition the space needs to enable constraint propagation to function well.

There are several ways how search methods try to provide the underlying inference mechanism with

the necessary “grip.” To list only a few, solution-density guided search [192] finds a constraint where one

variable clearly favors one value in the sense that in most assignments that obey this constraint the variable

is overwhelmingly assigned to the respective value. The method branches over that variable in the hope that

the constraint will fail quickly when one of the other values is assigned to it. 1

In mathematical programming a well-known and successful technique is pseudo-cost branching. While

solution-density guided search looks ahead, pseudo-cost branching keeps a running average of the change in

relaxation objective value due to the branching on a variable. That is, pseudo-cost branching extrapolates the

past search experience to make predictions which search partition is likely to affect the inference mechanism

the most.

Impact-based search in constraint programming is following the same motivation. Lacking an objective

function, [158] proposes to keep a running average of the reduction in search space that is observed after
1Note that this is our summary which does not align with the motivation given in [192].
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committing a variable assignment X = v. Assume the Cartesian product of the variables’ domains before

committing the assignment has size B ∈ IN and the product of all domain sizes after committing and

propagating the assignment is A ∈ IN. Then, the impact of the assignment is defined as

I(X = v) = 1− A

B
.

The running average of these values is denoted with Ī(X = v).

From these values we can derive the expected search space reduction factor (ERF) for a variable. Namely,

the sum of the Cartesian products of all domain sizes after committing in turn X = v for all values v in the

domain D(X) is expected to be multiplied by

ERF(X) = 1−
∑

v∈D(X)

Ī(X = v).

In [158] it was proposed to branch over the variable with the lowest corresponding ERF: if we assume

that we are searching an infeasible part of the search space, we expect that all alternative values for X must

be explored. The lower the ERF, the smaller we expect the union of the remaining search spaces to be after

committing assignments X = v for all v ∈ D(X). This method has since proven to work very well in

various domains such as Latin square completion, magic square, and multi-knapsack problem.

5.3 Impact Variance

Obviously, when estimating the ERF by computing a running average of reductions in search space that we

observe, our estimate will come with some uncertainty.

5.3.1 Variance

To assess the confidence that we have in our estimate, variance is the statistical quantity that comes to mind

first. Between two variables that have the same low ERF, being risk averse clearly we would favor the one

that has exhibited less variance in search space reduction. On the other hand, if we are optimistic we might

want to choose a variable that offers the potential of significantly reducing the search space.

If we incorporate variance, we now have two quantities that we want to optimize. The natural question

is what should be the right trade-off between both objectives. If we assumed that the ERFs of a variable are

normally distributed, then
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• with about 68% probability the real reduction factor will be lower than the mean plus the standard
deviation (i.e., the square root of the variance),

• with about 95% probability the real reduction factor will be lower than the mean plus two times the

standard deviation, and

• with about 99.7% probability the real reduction factor will be lower than the mean plus three times
the standard deviation.

Alternatively, if we take the optimistic viewpoint and value variables with larger potential more, for a

normal distribution we can argue that

• with about 32% probability the real reduction factor will be lower than the mean minus the standard
deviation, and

• with about 5% probability the real reduction factor will be even lower than the mean minus two times
the standard deviation.

Even though we cannot assume that the real reduction factors will be exactly normally distributed, the

trend will be the same for all distributions. We therefore propose to choose an α ∈ Q (where α > 0

means we are risk averse, and α < 0 means “we are feeling lucky”) and to compute the adjusted reduction

factor

ARFα(X) = ERF(X) + α
√

VAR(X).

Then, we choose as branching variable

X = argminY ARFα(Y ).

If we choose α > 0, then we compare variables by their ability to shrink the search space which we can

expect with some higher probability. On the other hand, if we choose α < 0, we compare variables based

on their potential to shrink the search space a lot.

Note that the idea to use a factor α < 0 somewhat resembles the idea of upper confidence trees

(UCTs) [125]. As a very high-level description, in the UCT method we probe a tree and achieve estimates of

the quality of a subtree by the samples drawn from the probes over the different child nodes. The question

arises which probes should be launched next. Based on a very nice theory it was proven that it pays off to

optimistically consider subtrees first which combine a good current estimate and larger uncertainty.

Our situation is of course different, as each “probe” can incur a significant cost. Essentially, without

nogood-learning, with each unfortunate choice of the branching variable we could multiply the minimally

required search effort. Therefore, we compare risk-averse and optimistic impact-based search in an empirical
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study.

5.3.2 Computing a Variance-Estimate

To implement the approach outlined above we obviously need to assess the quantity VAR(X). We can

achieve this based on the variance that we observe for the variable assignment impacts I(X = v). Since

the random variable ERF is based on the sum of these random variables, if we assume that the I(X = v)

(for various v) are independent, then the variance of the ERF will be simply the sum of the variances of the

I(X = v). In other words, the variance can be estimated as

VAR(X) =
∑

v∈D(X)

VAR(X = v).

All that is left to develop now is a way for estimating the variance of the I(X = v). We could of

course keep a history of these values and compute the variance from scratch. However, there is a much more

elegant way, namely, after a new value for I(X = v) or ERF(X) is observed, we can update the variance

online.

This is trivial for the mean of a sequence. Given numbers a1, . . . , an−1 and their mean µn−1 =
∑

i ai

n−1 ,

and a new number an, for the new mean it obviously holds

µn =
(n− 1)µn−1 + an

n
.

A similar update rule holds for the sum of square differences SDn−1 =
∑

i(ai − µn−1)2 [121]:

SDn = SDn−1 + (an − µn)(an − µn−1).

Therefore, we maintain three numbers for each I(X = v): The number of times n we have observed a value,

the current mean µn, and the current sum of square differences SDn. Then, to choose a branching variable

we use the unbiased [121] variance estimate SDn

n−1 .

5.4 Numerical Results

We now present empirical results demonstrating the benefits obtained by incorporating variance information

as well as impacts when branching. We implemented the new heuristic in IBM Ilog Solver, and studied
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a number of problems. The goal of our experiments is to compare the relative performance of these three

different variable selection heuristics:

• Impact-based search (IBS).

• Impact-based search with addition of variable variance. That is, α is set to 1 or to 2, which means we

favor variables with low variance.

• Impact-based search with subtraction of variable variance. That is, α is set to -1 or to -2, which means

we favor variables with high variance.

To conduct a fair test of the different variable selection heuristics we use a randomized value selection

strategy and perform multiple runs of the same instance with different random seeds. The initial mean and

variance value are obtained by probing each value of the domain of the variable. This gives a first impact

for each value. Then a second impact is computed by performing a few steps of a dichotomic search to

approximate impacts as described in [158]. Thus we have enough values at the beginning to compute the

impact mean and the unbiased variance. In the instances we consider here, the overhead of probing the

whole variable domain is negligible compared to the solution time. All approaches ran on identical models

with the DFS search implementation of IBM ILOG Solver. The experiments were run on dual processor

dual core Intel Xeon 2.8 GHz computers with 8GB of RAM.

5.4.1 Quasigroup Completion

Problem Definition A quasigroup completion problem [78] is tasked with completing an n × n partially

filled matrix such that the numbers from 1 to n appear exactly once in each row and column

Quasigroup completion problems are a well-known combinatorial problem. These problems, unlike

Latin square or quasigroup with holes problems, are not necessarily satisfiable. We consider two sets of

100 instances, one set with order 40 and 640 unassigned cells (“holes”), and another one with order 50 and

1250 unassigned cells. They were generated randomly using a standard tool provided by the authors of [78].

We used depth-first search to solve the problems and four standard deviation factors α = {−2,−1, 1, 2}.

When setting α to 0, the strategy is simply the standard impact-based strategy. We perform 10 runs for

each instance with as many different random seeds. The time limit is 2,000 seconds. We report the average

running time in seconds and the number of instance solved (the maximum is 1,000 for each set).

Our evaluation is presented in Table 5.1. We can see that an optimistic approach outperforms both the

classical and risk-averse impact-based search on the instances. The optimistic strategy solves considerably

more instances in substantially less time. On the other hand, risk-averse strategy marks the worse perfor-

mance: it is slower and solves the least number of the instances.
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α value -2 -1 0 (IBS) 1 2

Time 302 320 336 374 408
# Success 596 555 523 439 355

α value -2 -1 0 (IBS) 1 2

Time 166 187 184 247 333
# Success 864 825 805 739 567

Table 5.1: The Quasigroup Completion Problem. We compare impact based search with and without incor-
porating standard deviation. We consider quasigroups with Order = 40 and Holes = 640 (the table on the
top), and with Order = 50 and Holes = 1250 (the table on the bottom). We present the average running time
in seconds, and the number of instances solved. We considered 100 instances for each order, and ran each
instance with 10 different seeds. The time limit is set to 2,000 seconds. The numbers in bold denote the best
in each row.

5.4.2 Magic Squares

Problem Definition: A magic square [140] of order n is an n × n square that contains all numbers from

1 to n2 such that each row, column and both main diagonals add up to the “magic sum” n(n2 − 1)/2).

Magic squares are a much studied problem in the domain of combinatorial solvers. Although polynomial-

time construction methods exist for creating magic squares(e.g., general techniques of constructing even and

odd squares of order n is given in [122]) the problem poses a challenge for constraint programming based

approaches. The current best systematic approach was presented in [75] and can only construct magic

squares of orders up to 18 efficiently.

We again evaluate the performance of impact based search (when α is 0) and impact based search in-

corporated with standard deviation using factors α = {−2,−1, 1, 2}. We consider magic squares of orders

between 5 and 16. We use 50 different seeds for each order. The time limit is set to 2,000 seconds. We

compare the average runtime and the average number of successful trials.

Table 5.2 summarizes our results for the magic square problem. We observe that risk-optimistic ap-

proaches and impact-based search perform similarly, while the best performance is achieved when α is set

to -2, i.e., when the most risk-optimistic strategy is used. On the contrary, risk-averse approaches depict an

inferior performance in terms of both running time and number of successful trials.
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α value -2 -1 0 (IBS) 1 2

Time 680 691 686 705 735
# Success 34.3 34.2 34.2 33.8 33

Table 5.2: The Magic Square Problem. We compare impact based search with and without incorporating
standard deviation. We present the average runtime in seconds, and the average number of successful trials
to find magic squares orders between 5 and 16. We considered 50 instance for each order, and results are
averaged over all orders. The time limit is set to 2,000 seconds. The numbers in bold denote the best in each
row.

5.4.3 Costas Array

Problem Definition: A Costas array [74] is a pattern of n marks on a n × n grid, such that each column

or row contains only one mark, and all of the n(n− 1)/2 vectors between the marks are all different.

Costas arrays are a mathematical structure that is studied in a number of domains. It is a combinatorial

structure with links to number theory, and is used to provide a template for generating radar and sonar signals

with ideal ambiguity functions [34, 60].

We consider Costas arrays of orders between 10 and 19, and evaluate impact-based search, and impact-

based search with standard deviation incorporated using factors α = {−2,−1, 1, 2}. We use 50 different

seeds for each order. The time limit is set to 2,000 seconds. We compare the average running time, and the

average number of successful trials.

Our results are presented in Table 5.3. While the best performance is achieved with an optimistic ap-

proach, it is better than impact-based search with only a small margin. The risk-averse approaches again

perform worse than other strategies.

Overall, we tried to determine the best way to use variance information in practice on three different

constraint satisfaction problems. We showed that including variance in a risk-optimistic setting can improve

the search performance in several cases, and it is never worse than original impact-based search or its coun-

terpart. We attribute the improved performance of the optimistic strategy to its ability to select variables that

have high potential to reduce the search space. This is in accordance with our observations in Chapter 4 and

in [110]. Both magic squares and Costas array problems react very well to aggressive exploitation strategies,

which can take place as using an optimistic strategy in systematic search, or using greedy improvements in

local search.

We restate the fact that the goal of our experiments is not to achieve state-of-the-art results for all these

problems, but rather to compare the relative performance of different impact-based search heuristics. For
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α value -2 -1 0 (IBS) 1 2

Time 224 218 220 234 234
# Success 46.8 46.9 46.8 46.4 46.8

Table 5.3: The Costas Array Problem. We compare impact based search with and without incorporating
standard deviation. We present the average runtime in seconds, and the average number of successful trials
to find Costas arrays of orders between 10 and 19. We considered 50 instance for each order, and results are
averaged over all orders. The time limit is set to 2,000 seconds. The numbers in bold denote the best in each
row.

completeness, we also provide experimental results on these problems using the well-known fail-first strat-

egy, also known as minimum domain size heuristic. These results are presented in 5.4. We note this heuristic

is significantly better on the instances we considered for the quasigroup completion problem compared to

impact-based search strategies. Conversely, it performs worse on the magic squares and Costas array prob-

lems. Finally, we would like to mention that restart strategies were shown to improve performance on these

constraint satisfaction problems [158]. Hence, it should be further investigated whether variance information

would be useful in restarted search protocols.

5.5 Conclusion

We presented a new search heuristic which is based on a simple modification to impact-based search. The

modification is to take variance information into account as well as impact values when selecting a branch-

ing variable. We considered a risk-averse and an optimistic version of impact-based search with different

coefficients, and provided experimental results that compare their relative performance on three different

problems. Our findings suggest that an optimistic approach can improve the search performance. Hence it

has potential to be a useful search heuristic, and, in general, variance information is an easy enhancement to

be considered for impact-based search implementations.

68



minDomain QCP–40–640 QCP–50–1250

Time 265 52
# Success 647 929

minDomain Magic Square Costas Array

Time 799 307
# Success 31.17 44.9

Table 5.4: Numerical Results using the Minimum Domain Size Heuristic. We present the average running
time in seconds, and the number of instances solved when minimum domain size search strategy is used. In
the table on the top, we show results on quasigroup completion problems with Order = 40 and Holes = 640
and with Order = 50 and Holes = 1250. We used 100 instances for each order and ran each instance with 10
different seeds, the same setting as in the experiments conducted for the impact-based search. In the table on
the bottom, we show results on orders between 5 and 16 for the magic squares problem and orders between
10 and 19 for the Costas array problem. We considered 50 instance for each order, again, used the same
settings as impact-based search experiments. Similarly, the time limit is set to 2,000 seconds.
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Part IV

Interplay Between Search and Inference
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A Tale of Two Principles

So far we have distinguished between two fundamentally different principles for solving combinatorial sat-

isfaction and optimization problems. The first principle was intelligent reasoning about (sub)problems,

namely inference. Inference is comprised of techniques like relaxation and pruning, variable fixing, bound

strengthening, and constraint filtering and propagation. And the second principle was search which is about

exploring different parts of potential solutions. The search can be conducted in different fashions. In sys-

tematic solvers, the space of potential solutions is partitioned and the different parts are searched in an order.

This is in contrast to non-systematic solvers that are based on local search techniques. The main aspects

of systematic solvers are how the solution space is partitioned, and in what order the different parts are to

be considered. Both choices have an enormous impact on solution efficiency. In local search, the question

becomes how to define neighborhoods, and how to balance the desire for improving solutions with the need

to diversify the search.

While these two different principles are somewhat orthogonal to each other and we can distinguish be-

tween the two in the way we described above, search and inference work hand in hand to solve combinato-

rial problems as practically all successful solvers in constraint programming, satisfiability, and mathematical

programming do.

At this point, we should note that it is possible to strengthen inference by computing valid inequalities

and, more generally, no-good learning and redundant constraint generation, as well as automatic model re-

formulation. In fact, inference can be strengthened to a point where it is capable of solving combinatorial

problems all by itself (consider for instance Gomory’s cutting plane algorithm for general integer prob-

lems [79] or the concept of k-consistency in binary constraint programming [32, 62]). However, today’s

most competitive solvers complement inference with an active search for solutions.
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In the case of constraint programming, the solution process consists of interleaving constraint propaga-

tion with search. Reasoning about (sub-)problems, generally in terms of global constraints, is embedded in

a search environment, and is executed many times during search. Hence, it is desirable to develop efficient

filtering algorithms. To that end, exploiting incrementality and leveraging the knowledge about problem

structure is indispensable for both theoretical and practical performance.

In the following two chapters, we present our work on designing inference mechanisms that are specif-

ically tailored for tree search. We first consider constraints based context-free grammars. The memory

requirements of the existing filtering algorithms for context-free grammar constraints is prohibitive for tree

search. We present a time and space efficient filtering algorithm for context-free grammar constraints.

We then consider binary constraint satisfaction problems. In the special structure we are interested in all

sets of pairs of variables share the same relation. A well-known example of this type of constraints is the

ALLDIFFERENT [160] constraint which enforces the conjunction of the same binary constraint, the not-equal

constraint, for every pair of variables. We study different constraint graph structures and present filtering

algorithms that outperform propagating each constraint individually in both theory and practice.
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CHAPTER SIX

Efficient Context-Free Grammar
Constraints



In this chapter, we follow the line of research introduced by the constraints based on finite automata. We

consider constraints based on grammars higher up in the Chomsky hierarchy. Our contribution is to devise a

time- and space-efficient incremental arc-consistency algorithm for context-free grammars. Particularly, we

show how to filter a sequence of monotonically tightening problems in cubic time and quadratic space. Ex-

periments on a scheduling problem show orders of magnitude improvements in time and space consumption.

We also show how the structure of the CYK parser could be used to direct value selection. Finally, we inves-

tigate when logic combinations of grammar constraints are tractable, show how to exploit non-constant size

grammars and reorderings of languages, and study where the boundaries run between regular, context-free,

and context-sensitive grammar filtering.

6.1 Introduction

A major strength of constraint programming is its ability to provide the user with high-level constraints

that capture and exploit problem structure. However, this expressiveness comes at the price that the user

must be aware of the constraints that are supported by a solver. One way to overcome this problem is by

providing highly expressive global constraints that can be used to model a wide variety of problems and that

are associated with efficient filtering algorithms. As was found in [9, 25, 116, 149], a promising avenue in

this direction is the introduction of constraints that are based on formal languages, which enjoy a wide range

of applicability while allowing the user to focus on the desired properties of solutions rather than having to

deal for herself with the problem of constraint filtering.

The first constraints in this regard were based on automata [9, 25, 116, 149]. Especially, incremental

implementations of the regular membership constraint have been shown to perform very successfully on

various problems and even when used to replace custom constraints for special structures which can be ex-

pressed as regular languages. In [154,165], algorithms were devised which perform filtering for context-free

grammar constraints in polynomial time. Our focus is on practical aspects when dealing with context-free

grammars. In particular, we devise an incremental algorithm which combines low memory requirements

with very efficient incremental behavior. Tests on a real-world shift-scheduling problem prove the practi-

cal importance of grammar constraints and show significant speed-ups achieved by the new algorithm. We

improve the performance guiding the value selection with the information provided by our propagator. We

also show how context-free grammar constraints can efficiently be conjoined with linear constraints to per-

form cost-based filtering. We then study how logic combinations of grammar constraints can be propagated

efficiently. Finally, we investigate non-constant size grammars and reorderings of languages.

74



6.2 Basic Concepts

We start our work by reviewing some well-known definitions from the theory of formal languages. For a

full introduction, we refer the interested reader to [96]. All proofs that are omitted in this thesis can also be

found there.

Alphabet and Words Given sets Z, Z1, and Z2, with Z1Z2 we denote the set of all sequences or strings

z = z1z2 with z1 ∈ Z1 and z2 ∈ Z2, and we call Z1Z2 the concatenation of Z1 and Z2. Then, for all n ∈ IN

we denote with Zn the set of all sequences z = z1z2 . . . zn with zi ∈ Z for all 1 ≤ i ≤ n. We call z a word

of length n, and Z is called an alphabet or set of letters. The empty word has length 0 and is denoted by ε.

It is the only member of Z0. We denote the set of all words over the alphabet Z by Z∗ :=
⋃

n∈IN Zn. In

case that we wish to exclude the empty word, we write Z+ :=
⋃

n≥1 Zn.

Context-Free Grammars A grammar is a tuple G = (Σ, N, P, S0) where Σ is the alphabet, N is a finite

set of non-terminals, P ⊆ (N ∪ Σ)∗N(N ∪ Σ)∗ × (N ∪ Σ)∗ is the set of productions, and S0 ∈ N is the

start non-terminal. We will always assume that N ∩ Σ = ∅. Given a grammar G = (Σ, N, P, S0) such

that P ⊆ N × (N ∪ Σ)∗, we say that the grammar G and the language LG are context-free. A context-free

grammar G = (Σ, N, P, S0) is said to be in Chomsky Normal Form (CNF) if and only if for all productions

(A → α) ∈ P we have that α ∈ Σ1 ∪N2. Without loss of generality, we will then assume that each literal

a ∈ Σ is associated with exactly one unique non-literal Aa ∈ N such that (B → a) ∈ P implies that

B = Aa and (Aa → b) ∈ P implies that a = b.

Remark We will use the following convention: Capital letters A, B, C, D, and E denote non-terminals,

lower case letters a, b, c, d, and e denote letters in Σ, Y and Z denote symbols that can either be letters

or non-terminals, u, v, w, x, y, and z denote strings of letters, and α, β, and γ denote strings of letters and

non-terminals. Moreover, productions (α, β) in P can also be written as α → β.

Derivation and Language • Given a grammar G = (Σ, N, P, S0), we write αβ1γ ⇒
G

αβ2γ if and

only if there exists a production (β1 → β2) ∈ P . We write α1
∗⇒
G

αm if and only if there exists a

sequence of strings α2, . . . , αm−1 such that αi ⇒
G

αi+1 for all 1 ≤ i < m. Then, we say that αm can

be derived from α1.

• The language given by G is LG := {w ∈ Σ∗ | S0
∗⇒
G

w}.

Definition 6.2 gives a very general form of grammars which is known to be Turing machine equivalent.

Consequently, reasoning about languages given by general grammars is infeasible. For example, the word

problem for grammars as defined above is undecidable.

Word Problem Given a grammar G = (Σ, N, P, S0) and a word w ∈ Σ∗, the word problem consists in

answering the question whether w ∈ LG.

75



Therefore, in the theory of formal languages, more restricted forms of grammars have been defined.

Chomsky introduced a hierarchy of decreasingly complex sets of languages [27]. In this hierarchy, the

grammars given in Definition 6.2 are called Type-0 grammars. In the following, we define the Chomsky

hierarchy of formal languages.

Type 1 – Type 3 Grammars • Given a grammar G = (Σ, N, P, S0) such that for all productions (α →
β) ∈ P we have that β is at least as long as α, then we say that the grammar G and the language LG

are context-sensitive. In Chomsky’s hierarchy, these grammars are known as Type-1 grammars.

• Given a grammar G = (Σ, N, P, S0) such that P ⊆ N × (N ∪ Σ)∗, we say that the grammar G

and the language LG are context-free. In Chomsky’s hierarchy, these grammars are known as Type-2

grammars.

• Given a grammar G = (Σ, N, P, S0) such that P ⊆ N × (Σ∗N ∪ Σ∗), we say that G and the

language LG are right-linear or regular. In Chomsky’s hierarchy, these grammars are known as Type-

3 grammars.

Remark The word problem becomes easier as the grammars become more and more restricted: For context-

sensitive grammars, the problem is already decidable, but unfortunately PSPACE-complete. For context-free

languages, the word problem can be answered in polynomial time. For Type-3 languages, the word problem

can even be decided in time linear in the length of the given word.

For all grammars mentioned above there exists an equivalent definition based on some sort of automaton

that accepts the respective language. As mentioned earlier, for Type-0 grammars, that automaton is the

Turing machine. For context-sensitive languages it is a Turing machine with a linearly space-bounded tape.

For context-free languages, it is the so-called push-down automaton (in essence a Turing machine with a

stack rather than a tape). And for right-linear languages, it is the finite automaton (which can be viewed as

a Turing machine with only one read-only input tape on which it cannot move backwards). Depending on

what one tries to prove about a certain class of languages, it is convenient to be able to switch back and forth

between different representations (i.e. grammars or automata). In this work, when reasoning about context-

free languages, it will be most convenient to use the grammar representation. For right-linear languages,

however, it is often more convenient to use the representation based on finite automata:

Finite Automaton Given a finite set Σ, a finite automaton A is defined as a tuple A = (Q, Σ, δ, q0, F ),

where Q is a set of states, Σ denotes the alphabet of our language, δ ⊆ Q × Σ × Q defines the transition

function, q0 is the start state, and F is the set of final states. A finite automaton is called deterministic if and

only if (q, a, p1), (q, a, p2) ∈ δ implies that p1 = p2.

Accepted Language The language defined by a finite automaton A is the set LA := {w = (w1, . . . wn) ∈
Σ∗ | ∃ (p0, . . . , pn) ∈ Qn ∀ 1 ≤ i ≤ n : (pi−1, wi, pi) ∈ δ and p0 = q0, pn ∈ F}. LA is called a regular
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language.

Lemma 6.2.1. For every right-linear grammar G there exists a finite automaton A such that LA = LG, and

vice versa.

6.3 Context-Free Grammar Constraints

Within constraint programming it would be convenient to use formal languages to describe certain features

that we would like our solutions to exhibit. It is worth noting here that any constraint and conjunction of con-

straints really defines a formal language by itself when we view the instantiations of variables X1, . . . , Xn

with domains D1, . . . , Dn as forming a word in D1D2 . . . Dn. Conversely, if we want a solution to belong

to a certain formal language in this view, then we need appropriate constraints and constraint filtering algo-

rithms that will allow us to express and solve such constraint programs efficiently. We formalize the idea by

defining grammar constraints.

Grammar Constraint For a given grammar G = (Σ, N, P, S0) and variables X1, . . . , Xn with domains

D1 := D(X1), . . . , Dn := D(Xn) ⊆ Σ, we say that GrammarG(X1, . . . , Xn) is true for an instantiation

X1 ← w1, . . . , Xn ← wn if and only if it holds that w = w1 . . . wn ∈ LG ∩D1D2 . . . Dn.

The idea to exploit formal grammars for constraint programming by considering regular languages has

been studied before [9, 25, 116, 149]. Based on the review of our knowledge of formal languages in the

previous section, we can now ask whether we can also develop efficient filtering algorithms for grammar

constraints of higher-orders. Clearly, for Type-0 grammars, this is not possible, since the word problem is

already undecidable. For context-sensitive languages, the word problem is PSPACE complete, which means

that even checking the corresponding grammar constraint is computationally intractable.

However, for context-free languages deciding whether a given word belongs to the language can be done

in polynomial time. Since their recent introduction, context-free grammar constraints have already been used

successfully to model real-world problems. For instance, in [153] a shift-scheduling problem was modeled

and solved efficiently by means of grammar constraints. Context-free grammars come in particularly handy

when we need to look for a recursive sequence of nested objects. Consider for instance the puzzle of forming

a mathematical term based on two occurrences of the numbers 3 and 8, operators +, -, *, /, and brackets (, ),

such that the term evaluates to 24. The generalized problem is NP-hard, but when formulating the problem as

a constraint program, with the help of a context-free grammar constraint we can easily express the syntactic

correctness of the term formed. Or, again closer to the real-world, consider the task of organizing a group of

workers into a number of teams of unspecified size, each team with one team leader and one project manager

who is the head of all team leaders. This organizational structure can be captured easily by a combination
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of an all-different and a context-free grammar constraint. Therefore, in this section we will develop an

algorithm that propagates context-free grammar constraints.

6.3.1 Parsing Context-Free Grammars

One of the most famous algorithms for parsing context-free grammars is the algorithm by Cocke, Younger,

and Kasami (CYK). It takes as input a word w ∈ Σn and a context-free grammar G = (Σ, N, P, S0) in

some special form and decides in time O(n3|G|) whether it holds that w ∈ LG. The algorithm is based on

the dynamic programming principle. In order to keep the recursion equation under control, the algorithm

needs to assume that all productions are length-bounded on the right-hand side.

Chomsky Normal Form A Type-2 or context-free grammar G = (Σ, N, P, S0) is said to be in Chomsky

Normal Form if and only if for all productions (A → α) ∈ P we have that α ∈ Σ1 ∪ N2. Without loss

of generality, we will then assume that each literal a ∈ Σ is associated with exactly one unique non-literal

Aa ∈ N such that (B → a) ∈ P implies that B = Aa and (Aa → b) ∈ P implies that a = b.

Lemma 6.3.1. Every context free grammar G such that ε /∈ LG can be transformed into a grammar H such

that LG = LH and H is in Chomsky Normal Form.

The proof of this lemma is given in [96]. It is important to note that the proof is constructive but that

the resulting grammar H may be exponential in size of G, which is really due to the necessity to remove

all productions A → ε. When we view the grammar size as constant (i.e. if the size of the grammar is

independent of the word-length as it is commonly assumed in the theory of formal languages), then this is

not an issue. As a matter of fact, in most references one will simply read that CYK could solve the word

problem for any context-free language in cubic time. For now, let us assume that indeed all grammars given

can be treated as having constant-size, and that our asymptotic analysis only takes into account the increasing

word lengths.For now, let us assume that indeed all grammars given can be treated as having constant-size,

and that our asymptotic analysis only takes into account the increasing word lengths. We will come back to

this point later in Section 6.7 when we discuss logic combinations of grammar constraints, and in Section 6.8

when we discuss the possibility of non-constant grammars and reorderings.

Now, given a word w ∈ Σn, let us denote the sub-sequence of letters starting at position i with length

j (that is, wiwi+1 . . . wi+j−1) by wij . Based on a grammar G = (Σ, N, P, S0) in Chomsky Normal Form,

CYK determines iteratively the set of all non-terminals from where we can derive wij , i.e. Sij := {A ∈
N | A ∗⇒

G
wij} for all 1 ≤ i ≤ n and 1 ≤ j ≤ n− i. It is easy to initialize the sets Si1 just based on wi and
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all productions (A → wi) ∈ P . Then, for j from 2 to n and i from 1 to n− j + 1, we have that

Sij =
j−1⋃

k=1

{A | (A → BC) ∈ P with B ∈ Sik and C ∈ Si+k,j−k}. (6.1)

Then, w ∈ LG if and only if S0 ∈ S1n. From the recursion equation it is simple to derive that CYK can be

implemented to run in time O(n3|G|) = O(n3) when we treat the size of the grammar as a constant.

6.3.2 Example

Assume we are given the following context-free, normal-form grammar G = ({], [}, {A,B,C, S0}, {S0 →
AC, S0 → S0S0, S0 → BC, B → AS0, A → [ , C → ] }, S0) that gives the language LG of all

correctly bracketed expressions (like, for example, “[[][]]” or “[][[]]”). Given the word “[][[]]”, CYK first

sets S11 = S31 = S41 = {A}, and S21 = S51 = S61 = {C}. Then it determines the non-terminals from

which we can derive sub-sequences of length 2: S12 = S42 = {S0} and S22 = S32 = S52 = ∅. The

only other non-empty sets that CYK finds in iterations regarding longer sub-sequences are S34 = {S0} and

S16 = {S0}. Consequently, since S0 ∈ S16, CYK decides (correctly) that [][[]] ∈ LG.

6.3.3 Context-Free Grammar Filtering

We denote a given grammar constraint GrammarG(X1, . . . , Xn) over a context-free grammar G in Chom-

sky Normal Form by CFGCG(X1, . . . , Xn). Obviously, we can use CYK to determine whether CFGCG(X1, . . . ,-

Xn) is satisfied for a full instantiation of the variables, i.e. we could use the parser for generate-and-test

purposes. In the following, we show how we can augment CYK to a filtering algorithm that achieves gener-

alized arc-consistency for CFGC. An alternative filtering algorithm based on the Earley parser is presented

in [154].

First, we observe that we can check the satisfiability of the constraint by making just a very minor

adjustment to CYK. Given the domains of the variables, we can decide whether there exists a word w ∈
D1 . . . Dn such that w ∈ LG simply by adding all non-terminals A to Si1 for which there exists a production

(A → v) ∈ P with v ∈ Di. From the correctness of CYK it follows trivially that the constraint is satisfiable

if and only if S0 ∈ S1n. The runtime of this algorithm is the same as that for CYK.

As usual, whenever we have a polynomial-time algorithm that can decide the satisfiability of a constraint,

we know already that achieving arc-consistency is also computationally tractable. A brute force approach

could simply probe values by setting Di := {v}, for every 1 ≤ i ≤ n and every v ∈ Di, and checking
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1. We run the dynamic program based on recursion equation (1) with initial sets Si1 := {A | (A → v) ∈
P, v ∈ Di}.

2. We define the directed graph Q = (V, E) with node set V := {vijA | A ∈ Sij} and arc set E := E1∪E2

with E1 := {(vijA, vikB) | ∃ C ∈ Si+k,j−k : (A → BC) ∈ P} and E2 := {(vijA, vi+k,j−k,C) | ∃ B ∈
Sik : (A → BC) ∈ P} (see Figure 6.1).

3. Now, we remove all nodes and arcs from Q that cannot be reached from v1nS0 and denote the resulting
graph by Q′ := (V ′, E′).

4. We define S′ij := {A | vijA ∈ V ′} ⊆ Sij , and set D′
i := {v | ∃ A ∈ S′i1 : (A → v) ∈ P}.

Algorithm 5: CFGC Filtering Algorithm

whether the constraint is still satisfiable or not. This method would result in a runtime in O(n4D|G|), where

D ≤ |Σ| is the size of the largest domain Di.

We will now show that we can achieve a much improved filtering time. The core idea is once more

to exploit Trick’s method of filtering dynamic programs [183]. Roughly speaking, when applied to our

CYK-constraint checker, Trick’s method simply reverses the recursion process after it has assured that the

constraint is satisfiable so as to see which non-terminals in the sets Si1 can actually be used in the derivation

of any word w ∈ LG ∩ (D1 . . . Dn). The methodology is formalized in Algorithm 5.

Lemma 6.3.2. In Algorithm 5:

1. It holds that A ∈ Sij if and only if there exists a word wi . . . wi+j−1 ∈ Di . . . Di+j−1 such that

A
∗⇒
G

wi . . . wi+j−1.

2. It holds that B ∈ S′ik if and only if there exists a word w ∈ LG ∩ (D1 . . . Dn) such that S0
∗⇒
G

w1 . . . wi−1 B wi+k . . . wn.

Proof. Proof

1. We induce over j. For j = 1, the claim holds by definition of Si1. Now assume j > 1 and that the

claim is true for all Sik with 1 ≤ k < j. Now, by definition of Sij , A ∈ Sij if and only if there

exists a 1 ≤ k < j and a production (A → BC) ∈ P such that B ∈ Sik and C ∈ Si+k,j−k. Thus,

A ∈ Sij if and only if there exist wik ∈ Di . . . Di+k−1 and wi+k,j−k ∈ Di+k . . . Di+j−1 such that

A
∗⇒
G

wikwi+k,j−k.

2. We induce over k, starting with k = n and decreasing to k = 1. For k = n, S′1k = S′1n ⊆ {S0},

and it is trivially true that S0
∗⇒
G

S0. Now let us assume the claim holds for all S′ij with k < j ≤ n.

Choose any B ∈ S′ik. According to the definition of S′ik there exists a path from v1nS0 to vikB . Let

(vijA, vikB) ∈ E1 be the last arc on any one such path (the case when the last arc is in E2 follows

analogously). By the definition of E1 there exists a production (A → BC) ∈ P with C ∈ Si+k,j−k.

By induction hypothesis, we know that there exists a word w ∈ LG ∩ (D1 . . . Dn) such that S0
∗⇒
G
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Figure 6.1: Context-Free Filtering: A rectangle with coordinates (i, j) contains nodes vijA for each non-
terminal A in the set Sij . All arcs are considered to be directed from top to bottom. The left picture shows
the situation after step (2). S0 is in S14, therefore the constraint is satisfiable. The right picture illustrates
the shrunken graph with sets S′ij after all parts have been removed that cannot be reached from node v14S0 .
We see that the value ’]’ will be removed from D1 and ’[’ from D4.

w1 . . . wi−1 A wi+j . . . wn. Thus, S0
∗⇒
G

w1 . . . wi−1 BC wi+j . . . wn. And therefore, with the

readily proven fact (1) and C ∈ Si+k,j−k, there exists a word wi+k . . . wi+j−1 ∈ Di+k . . . Di+j−1

such that S0
∗⇒
G

w1 . . . wi−1 B wi+k . . . wi+j−1 wi+j . . . wn. Since we can also apply (1) to non-

terminal B, we have proven the claim.

Theorem 6.3.3. Algorithm 5 achieves generalized arc-consistency for the CFGC.

Proof. Proof We show that v /∈ D′
i if and only if for all words w = w1 . . . wn ∈ LG ∩ (D1 . . . Dn) it holds

that v 6= wi.

⇒ (Soundness) Let v /∈ D′
i and w = w1 . . . wn ∈ LG ∩ (D1 . . . Dn). Due to the assumption that

w ∈ LG there must exist a derivation S0
∗⇒
G

w1 . . . wi−1 A wi+1 . . . wn ⇒
G

w1 . . . wi−1wiwi+1 . . . wn

for some A ∈ N with (A → wi) ∈ P . According to Lemma 6.3.2, A ∈ S′i1, and thus wi ∈ D′
i,

which implies v 6= wi as v /∈ D′
i.

⇐ (Completeness) Now let v ∈ D′
i ⊆ Di. According to the definition of D′

i, there exists some A ∈ S′i1
with (A → v) ∈ P . With Lemma 6.3.2 we know that then there exists a word w ∈ LG ∩ (D1 . . . Dn)

such that S0
∗⇒
G

w1 . . . wi−1 A wi+1 . . . wn. Thus, it holds that S0
∗⇒
G

w1 . . . wi−1 v wi+1 . . . wn ∈
LG ∩ (D1 . . . Dn).
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Figure 6.2: We show how the algorithm works when the initial domain of X3 is D3 = {[}. The left picture
shows sets Sij and the right the sets S′ij . We see that the constraint filtering algorithm determines the only
word in LG ∩D1 . . . D4 is “[][]”.

6.3.4 Example

Assume we are given the context-free grammar from Section 6.3.2 again. In Figure 6.1, we illustrate how

Algorithm 5 works on the problem: First, we work bottom-up, adding non-terminals to the sets Sij if they

allow to generate a word in Di × · · · × Di+j−1. Then, in the second step, we work top down and remove

all non-terminals that cannot be reached from S0 ∈ S1n. In Figure 6.2, we show how this latter step can

affect the lowest level, where the removal of non-terminals results in the pruning of the domains of the

variables.

6.3.5 Runtime Analysis

We now have a filtering algorithm that achieves generalized arc-consistency for context-free grammar con-

straints. Since the computational effort is dominated by carrying out the recursion equation, Algorithm 5 runs

asymptotically in the same time as CYK. In essence, this implies that checking one complete assignment via

CYK is as costly as performing full arc-consistency filtering for CFGC. Clearly, achieving arc-consistency

for a grammar constraint is at least as hard as parsing. Now, there exist faster parsing algorithms for context-

free grammars. For example, the fastest known algorithm was developed by Valiant and parses context-free

grammars in time O(n2.8). While this is only moderately faster than the O(n3) that CYK requires, there also

exist special purpose parsers for non-ambiguous context-free grammars (i.e. grammars where each word in

the language has exactly one parse tree) that run in O(n2). It is known that there exist inherently ambigu-

ous context-free languages, so these parsers lack some generality. However, in case that a user specifies a

grammar that is non-ambiguous it would actually be nice to have a filtering algorithm that runs in quadratic

rather than cubic time. It is a matter of further research to find out whether grammar constraint propagation

can be done faster for non-ambiguous context-free grammars.
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6.4 Efficient Context-Free Grammar Filtering

Given the fact that context-free grammar filtering entails the word problem, there is little hope that, for

general context-free grammar constraints, we can devise significantly faster filtering algorithms. However,

with respect to filtering performance it is important to realize that a filtering algorithm should work quickly

within a constraint propagation engine. Typically, constraint filtering needs to be conducted on a sequence

of problems that differ only slightly from the last. When branching decisions and other constraints tighten a

given problem, state-of-the-art systems like Ilog Solver provide a filtering routine with information regarding

which values were removed from which variable domains since the last call to the routine. By exploiting

such condensed information, incremental filtering routines can be devised that work faster than starting each

time from scratch. To analyze such incremental algorithms, it has become the custom to provide an upper

bound on the total work performed by a filtering algorithm over one entire branch of the search tree (see,

e.g., [113]).

Naturally, given a sequence of s monotonically tightening problems (that is, when in each successive

problem the variable domains are subsets of the previous problem), context-free grammar constraint filtering

for the entire sequence takes at most O(sn3|G|) steps. Using existing ideas how to perform incremental

graph updates in DAGs efficiently (see for instance [49]), it is trivial to modify Algorithm 5 so that this time

is reduced to O(n3|G|): Roughly, when storing additional information which productions support which

arcs in the graph (whereby each production can support at most 2n arcs for each set Sij), we can propagate

the effects of domain values being removed at the lowest level of the graph to adjacent nodes without ever

touching parts of the graph that do not change. The total workload for the entire problem sequence can then

be distributed over all O(|G|n) production supports in each of O(n2) sets, which results in a time bound of

O(n2|G|n) = O(n3|G|).

The second efficiency aspect regards the memory requirements. In Algorithm 5, they are in Θ(n3|G|).
It is again trivial to reduce these costs to O(n2|G|) simply by recomputing the sets of incident arcs rather

than storing them in step 2 for step 3 of Algorithm 5. However, when we follow this simplistic approach

we only trade time for space. The incremental version of our algorithm as sketched above is based on the

fact that we do not need to recompute arcs incident to a node which is achieved by storing them. So while it

is straight-forward and easy to achieve a space-efficient version that requires time in O(sn3|G|) and space

O(n2|G|) or a time-efficient incremental variant that requires time and space in O(n3|G|), the challenge is

to devise an algorithm that combines low space requirements with good incremental performance.

In the following, we will thus modify our algorithm such that the total workload of a sequence of s

monotonically tightening filtering problems is reduced to O(n3|G|), which implies that, asymptotically, an

entire sequence of more and more restricted problems can be filtered with respect to context-free grammars
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in the same time as it takes to filter just one problem from scratch. At the same time, we will ensure that our

modified algorithm will require space in O(n2|G|).

6.4.1 Space-Efficient Incremental Filtering

In Algorithm 5, we observe that it first works bottom-up, determining from which nodes (associated with

non-terminals of the grammar) we can derive a legal word. Then, it works top-down determining which

non-terminal nodes can be used in a derivation that begins with the start non-terminal S0 ∈ S1n. In order

to save both space and time, we will modify these two steps in that every non-terminal in each set Sij will

perform just enough work to determine whether its respective node will remain in the shrunken graph Q′ or

not.

To this end, in the first step that works bottom-up we will need a routine that determines whether there

exists, what we call, a support from below: That is, this routine determines whether a node vijA has any

outgoing arcs in E1 ∪ E2. To save space, the routine must perform this check without ever storing sets E1

and E2 explicitly, as this would require space in Θ(n3|G|).

Analogously, in the second step that works top-down we will rely on a procedure that checks whether

there exists a support from above: Formally, this procedure determines whether a node vijA has any incoming

arcs in E′
1 ∪ E′

2, again without ever storing these sets which would require too much memory.

The challenge here is to avoid having to pay with time what we save in space. To this end, we need a

methodology which prevents us from searching for supports (from above or below) that have been checked

unsuccessfully before. Very much like the well-known arc-consistency algorithm AC-6 for binary constraint

problems [11], we achieve this goal by ordering potential supports so that, when a support is lost, the search

for a new support can start right after the last support, in the respective ordering.

According to the definition of E1, E2, E
′
1, E

′
2, supports of vijA (from above or below) are directly asso-

ciated with productions in the given grammar G and a splitting index k. To order these supports, we cover

and order the productions in G that involve non-terminal A in two lists:

• In list OutA := [(A → B1B2) ∈ P ] we store and implicitly fix an ordering on all productions with

non-terminal A on the left-hand side.

• In list InA := [(B1 → B2B3) ∈ P | B2 = A ∨ B3 = A] we store and implicitly fix an ordering on

all productions where non-terminal A appears as non-terminal on the right-hand side.

Now, for each node vijA we store two production indices pOut
ijA and pIn

ijA, two splitting indices kOut
ijA ∈

{1, . . . , j} and kIn
ijA ∈ {j, . . . , n}, and a flag lijA. The intended meaning of these indices is that node vijA
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void findOutSupport(i, j, A)
pOut

ijA ← pOut
ijA + 1

while kOut
ijA < j do

while pOut
ijA ≤ |OutA| do

(A → B1B2) ← OutA[pOut
ijA ]

if (B1 ∈ SikOut
ijA

) and (B2 ∈ Si+kOut
ijA

,j−kOut
ijA

) then
return

end if
pOut

ijA ← pOut
ijA + 1

end while
pOut

ijA ← 1, kOut
ijA ← kOut

ijA + 1
end while

bool findInSupport(i, j, A)
// returns true iff afterwards InA[pIn

ijA] = (B1 → AB3) for some B1, B3 ∈ N

pIn
ijA ← pIn

ijA + 1

while kIn
ijA > j do

while pIn
ijA ≤ |InA| do

(B1 → B2B3) ← InA[pIn
ijA]

if (A = B2) then
if (B1 ∈ SikIn

ijA
) and (B3 ∈ Si+j,kIn

ijA
−j ) then

return true
end if

end if
if (A = B3) then

if (B1 ∈ Si+j−kIn
ijA

,kIn
ijA

) and (B2 ∈ Si+j−kIn
ijA

,kIn
ijA

−j ) then
return false

end if
end if
pIn

ijA ← pIn
ijA + 1

end while
pIn

ijA ← 1, kIn
ijA ← kIn

ijA − 1
end while
return false

Algorithm 6: Functions that incrementally (re-)compute the support from below and above for a given node
vijA.

is currently supported from below by production (A → B1B2) = OutA[pOut
ijA ] such that B1 ∈ Si,kOut

ijA

and B2 ∈ Si+kOut
ijA ,j−kOut

ijA
. Analogously, the current support from above is production (B1 → B2B3) =

InA[pIn
ijA] such that B1 ∈ S′

i,kIn
ijA

and B3 ∈ S′
i+j,kIn

ijA−j
if B2 = A, in which case lijA equals to true, or

B1 ∈ S′
i+j−kIn

ijA,kIn
ijA

and B2 ∈ S′
i+j−kIn

ijA,kIn
ijA−j

if B3 = A, in which case lijA equals to false. When node

vijA has no support from below (or above), we will have kOut
ijA = j (kIn

ijA = j).

In Algorithm 6, we show two functions that (re-)compute the support from below and above for a given

node vijA, whereby we assume that variables pOut
ijA , pIn

ijA, kOut
ijA , kIn

ijA, Sij , OutA, and InA are global and

initialized outside these functions. We see that both routines start their search for a new support right after

the last. This is correct as within a sequence of monotonically tightening problems we will never add edges

to the graphs Q and Q′. Therefore, replacement supports can only be found later in the respective ordering
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bool filterFromScratch(D1, . . . , Dn)
// return true iff constraint can be satisfied
for r = 1 to n do

Sr1 ← ∅
for all a ∈ Dr do

Sr1 ← Sr1 ∪ {Aa}
end for

end for
for j = 2 to n do

for i = 1 to n− j + 1 do
for all A ∈ N do

pOut
ijA ← 0, kOut

ijA ← 1
findOutSupport(i,j,A)
if (kOut

ijA < j) then
Sij ← Sij ∪ {A}
lostOut

ijA ← false

informOutSupport(i, j, A, Add)
end if

end for
end for

end for
if (S0 /∈ S1n) then

return false
end if
S1n ← {S0}
for j = n− 1 downto 1 do

for i = 1 to n− j + 1 do
for all A ∈ Sij do

pIn
ijA ← 0, kIn

ijA ← 1

lijA ← findInSupport(i, j, A)
if (kIn

ijA > j) then
lostIn

ijA ← false

informInSupport(i, j, A, Add)
else

Sij ← Sij \ {A}
lostOut

ijA ← true

informOutSupport(i, j, A, Remove)
end if

end for
end for

end for
for r = 1 to n do

Dr ← {a | Aa ∈ Sr1}
end for
return true

Algorithm 7: A method that performs context-free grammar filtering in time O(n3|G|) and space O(n2|G|).
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of supports. Note that the second function which computes a new support from above is slightly more

complicated as it needs to make the distinction whether the target non-terminal A appears as first or second

non-terminal on the right-hand side of its support production. This information is returned by the second

function to facilitate the handling of these two cases.

In Algorithm 7, we illustrate the use of the two support computing functions. The algorithm given here

performs context-free grammar filtering from scratch when provided with the current domains D1, . . . , Dn.

We assume again that all global variables are allocated outside of this function. Again, we observe the main

two phases in which the algorithm proceeds: After initializing the sets Si1, the algorithm first computes

supports from below for nodes on higher levels. In contrast to Algorithm 5, the modified method computes

just one support from below rather than all of them. Of course, we use the previously devised function

findOutSupport for this purpose. After checking whether the constraint can be satisfied at all (test of S0 ∈
S1n), in the second phase, the algorithm then performs the analogous computation of supports from above

with the help of the previously devised function findInSupport. Note that we do not introduce sets S′ij
anymore as, for potentially following incremental updates, we would otherwise need to set Sij = S′ij
anyway.

In both phases, we note calls to routines informOutSupport and informInSupport. These functions are

given in Algorithm 8 and are there to inform the nodes on which the support of the current node relies about

this fact. This would not be necessary if we only wanted to filter the constraint once. However, we later

want to propagate incrementally the effects of removed nodes, and to do this efficiently, we need a fast way

of determining which other nodes currently rely on their existence. At the same time, in pointers left and

right we store where the information is located at the supporting nodes so that it is easy to update it when a

support should have to be replaced later (because one of the two supporting nodes is removed). Given that

both functions work in constant time, the overhead of providing the infrastructure for incremental constraint

filtering is minimal and invisible in the O-calculus.

Finally, in Algorithm 9 we present our function filterFromUpdate that re-establishes arc-consistency

for the context-free grammar constraint based on the information which variables were affected and which

values were removed from their domains. The function starts by iterating through the domain changes,

whereby each node on the lowest level adds those nodes whose current support relies on its existence to

a list of affected nodes (nodesListOut and nodesListIn). This is a simple task since we have stored this

information before. Furthermore, by organizing the affected nodes according to the level to which they

belong, we make it easy to perform the two phases (one working bottom-up, the other top-down) later,

whereby a simple flag (lost) ensures that no node is added twice.

In Algorithm 10, we show how the phase that recomputes the supports from below proceeds: We iterate

through the affected nodes bottom-up. First, for each node that has lost its support from below, because
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void informOutSupport(i, j, A, State)
(A → B1B2) ← OutA[pOut

ijA ]
if State == Add then

leftOut
ijA ← listOfOutSupportedi,kOut

ijA
,B1

.add(i, j, A)

rightOut
ijA ← listOfOutSupportedi+kOut

ijA
,j−kOut

ijA
,B2

.add(i, j, A)

else
listOfOutSupportedi,kOut

ijA
,B1

.remove(leftOut
ijA )

listOfOutSupportedi+kOut
ijA

,j−kOut
ijA

,B2
.remove(rightOut

ijA )

end if

void informInSupport(i, j, A, State)
(B1 → B2B3) ← InA[pIn

ijA]
if State == Add then

if lijA then
leftIn

ijA ← listOfInSupportedi,kIn
ijA

,B1
.add(i, j, A)

rightIn
ijA ← listOfInSupportedi+j,kIn

ijA
−j,B3

.add(i, j, A)

else
leftIn

ijA ← listOfInSupportedi+j−kIn
ijA

,kIn
ijA

,B1
.add(i, j, A)

rightIn
ijA ← listOfInSupportedi+j−kIn

ijA
,kIn

ijA
−j,B2

.add(i, j, A)

end if
else

if lijA then
listOfInSupportedi,kIn

ijA
,B1

.remove(leftIn
ijA)

listOfInSupportedi+j,kIn
ijA

−j,B3
.remove(rightIn

ijA)

else
listOfInSupportedi+j−kIn

ijA
,kIn

ijA
,B1

.remove(leftIn
ijA)

listOfInSupportedi+j−kIn
ijA

,kIn
ijA

−j,B2
.remove(rightIn

ijA)

end if
end if

Algorithm 8: Functions that inform nodes which other nodes they support from below or above.

one of its supporting nodes was lost, we inform the other supporting node that it is no longer supporting the

current node (for the sake of simplicity, we simply inform both supporting nodes, even though at least one of

them will never be looked at again anyway). Then, we try to replace the lost support from below by calling

findOutSupport. Recall that the function seeks a new support starting at the old, so that no two potential

supports are investigated more than just once. Now, if we were successful in providing a new support from

below (test kOut
ijA < j), we inform the new supporting nodes that the support of the current node relies on

them. Otherwise, the current node is removed and the nodes that it supports are being added to the lists

of affected nodes. The second phase, presented in Algorithm 11, works analogously. The one interesting

difference regards the fact that, in function updateInSupport, nodes that are removed because they lost their

support from above do not inform the nodes that they support from below. This is obviously not necessary

as the supported nodes must have been removed before as they could otherwise provide a valid support

from above. This is also the reason why, after having conducted one bottom-up phase and one top-down in

filterFromUpdate, all remaining nodes must have an active support from below and above.
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void filterFromUpdate(varSet,∆1, . . . , ∆n)
for r = 1 to n do

nodeListOut[r] ← ∅, nodeListIn[r] ← ∅
end for
for all Xi ∈ varSet do

for all a ∈ ∆i do
if (Aa ∈ Si1) then

Si1 ← Si1 \ {Aa}
lostIn

ijA ← true

informInSupport(i, j, A, Remove)
for all (p, q, B) ∈ listOfOutSupportedi,j,Aa do

if (lostOut
pqB) then

continue
end if
lostOut

pqB ← true
nodeListOut[q].add(p, q, B)

end for
for all (p, q, B) ∈ listOfInSupportedi,j,Aa do

if (lostIn
pqB) then

continue
end if
lostIn

pqB ← true
nodeListIn[q].add(p, q, B)

end for
end if

end for
end for
updateOutSupports()
if (S0 /∈ S1n) then

return false
end if
S1n ← {S0}
updateInSupports()
return true

Algorithm 9: A method that performs context-free grammar filtering incrementally in space O(n2|G|) and
amortized total time O(n3|G|) for any sequence of monotonically tightening problems.

With the complete method as outlined in Algorithms 6–11, we can now show:

Theorem 6.4.1. For a sequence of s monotonically tightening context-free grammar constraint filtering

problems, based on the grammar G in Chomsky Normal Form filtering for the entire sequence can be per-

formed in time O(n3|G|) and space O(n2|G|).

Proof. Proof Our algorithm is complete since, as we just mentioned, upon termination all remaining nodes

have a valid support from above and below. With the completeness proof of Algorithm 5, this implies that

we filter enough. On the other hand, we also never remove a node if there still exist a support from above

and below: we know that, if a support is lost, a replacement can only be found later in the chosen ordering

of supports. Therefore, if functions findOutSupport or findInSupport fail to find a replacement support, then

none exists. Consequently, our filtering algorithm is also sound.
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void updateOutSupports(void)
for r = 2 to n do

for all (i, j, A) ∈ nodeListOut[r] do
informOutSupport(i, j, A, Remove)
findOutSupport(i,j,A)
if (kOut

ijA < j) then
lostOut

ijA ← false

informOutSupport(i, j, A, Add)
continue

end if
Sij ← Sij \ {A}
lostIn

ijA ← true

informInSupport(i, j, A, Remove)
for all (p, q, B) ∈ listOfOutSupportedi,j,A do

if (lostOut
pqB) then

continue
end if
lostOut

pqB ← true
nodeListOut[q].add(p, q, B)

end for
for all (p, q, B) ∈ listOfInSupportedi,j,A do

if (lostIn
pqB) then

continue
end if
lostIn

pqB ← true
nodeListIn[q].add(p, q, B)

end for
end for

end for

Algorithm 10: Function computing new supports from below by proceeding bottom-up.
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void updateInSupports(void)
for r = n− 1 downto 1 do

for all (i, j, A) ∈ nodeListIn[r] do
informInSupport(i, j, A, Remove)
lijA ← findInSupport(i,j,A)
if (kIn

ijA > j) then
lostIn

ijA ← false

informInSupport(i, j, A, Add)
continue

end if
if (j = 1) then

Di ← Di \ {a | A = Aa}
end if
Sij ← Sij \ {A}
lostOut

ijA ← true

informOutSupport(i, j, A, Remove)
for all (p, q, B) ∈ listOfInSupportedi,j,A do

if (lostIn
pqB) then

continue
end if
lostIn

pqB ← true
nodeListIn[q].add(p, q, B)

end for
end for

end for

Algorithm 11: Function computing new supports from above by proceeding top-down.

With respect to the space requirements, we note that the total space needed to store, for each of the

O(n2|G|) nodes, those nodes that are supported by them is not larger then the number of nodes supporting

each node (which is equal to four) times the number of all nodes. Therefore, while an individual node may

support many other nodes, for all nodes together the space required to store this information is bounded by

O(4n2|G|) = O(n2|G|). All other global arrays (like left, right, p, k, S, lost, and so on) also only require

space in O(n2|G|).

Finally, it remains to analyze the total effort for a sequence of s monotonically tightening filtering prob-

lems. Given that, in each new iteration, at least one assignment is lost, we know that s ≤ |G|n. For each

filtering problem, we need to update the lowest level of nodes and then iterate twice (once bottom-up and

once top-down) through all levels (even if levels should turn out to contain no affected nodes), which imposes

a total workload in O(|G|n + 2n|G|n) = O(n2|G|). All other work is dominated by the total work done in

all calls to functions findInSupport and findOutSupport. Since these functions are never called for any node

for which it has been assessed before that it has no more support from either above or below, each time that

one of these functions is called, the support pointer of some node is increased by at least one. Again we find

that the total number of potential supports for an individual node could be as large as Θ(|G|n), while the

number of potential supports for all nodes together is asymptotically not larger. Consequently, the total work

performed is bounded by the number of sets Sij times the number of potential supports for all nodes in each
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of them. Thus, the entire sequence of filtering problems can be handled in O(n2|G|n) = O(n3|G|).

Note that the above theorem states time- and space complexity for monotonic reductions without restora-

tions only! Within a backtrack search, we need to also store lost supports for each node leading to the current

choice point so that we can backtrack quickly. However, as we will see in the next section, in practice the

amount of such additional information needed is very low.

6.5 Numerical Results

We implemented the previously outlined incremental context-free grammar constraint propagation algorithm

and compared it against its non-incremental counterpart on real-world instances of the shift-scheduling prob-

lem introduced in [40]. We chose this problem because it is the only real-world problem grammar constraints

have been tested on before in [155]. 1 The problem is that of a retail store manager who needs to staff his

employees such that the expected demands of workers for various activities that must be performed at all

times of the day are met. The demands are given as upper and lower bounds of workers performing an

activity ai at each 15-minute time period of the day.

Labor requirements govern the feasibility of a shift for each worker: 1. A work-shift covers between

3 and 8 hours of actual work activities. 2. If a work-activity is started, it must be performed for at least

one consecutive hour. 3. When switching from one work-activity to another, a break or lunch is required

in between. 4. Breaks, lunches, and off-shifts do not follow each other directly. 5. Off-shifts must be

assigned at the beginning and at the end of each work-shift. 6. If the actual work-time of a shift is at least

6 hours, there must be two 15-minute breaks and one one-hour lunch break. 7. If the actual work-time

of a shift is less than 6 hours, then there must be exactly one 15-minute break and no lunch-break. We

implemented these constraints by means of one context-free grammar constraint per worker and several

global-cardinality constraints (“vertical” gcc’s over each worker’s shift to enforce the last two constraints,

and “horizontal” gcc’s for each time period and activity to meet the workforce demands) in Ilog Solver 6.4.

To break symmetries between the indistinguishable workers, we introduced constraints that force the ith

worker to work at most as much as the i+first worker.

Table 6.1 summarizes the results of our experiments. We see that the incremental propagation algorithm

vastly outperforms its non-incremental counterpart, resulting in speed-ups of up to a factor 188 while ex-

ploring identical search-trees! It is quite rare to find that the efficiency of filtering techniques leads to such

dramatic improvements with unchanged filtering effectiveness. These results confirm the speed-ups reported

in [155]. We also tried to use the decomposition approach from [155], but, due to the method’s excessive

1Many thanks to L.-M. Rousseau for providing the benchmark!
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Benchmark Search-Tree Non-Incremental Incremental Speedup
ID #Act. #Workers #Fails #Prop’s #Nodes Time [sec] Mem [MB] Time [sec] Mem [MB]

1 1 1 1 2 136 19 79 12 1.75 24 45
1 2 1 3 135 573 281 293 38 5.7 80 51
1 3 1 4 399 982 559 455 50 8.12 106 56
1 4 1 5 17 755 181 443 60 9.08 124 46
1 5 1 4 6 598 137 399 50 7.15 104 55
1 6 1 5 6 745 147 487 60 9.1 132 53
1 7 1 6 5311 6282 5471 1948 72 16.13 154 120
1 8 1 2 29 314 102 193 26 3.57 40 54
1 9 1 1 2 144 35 80 16 1.71 18 47

1 10 1 7 18890 20511 19091 4813 82 25.57 176 188
2 1 2 2 10 12 431 66 44 7.34 88 49
2 5 2 4 30 419 109 355 44 7.37 88 48
2 6 2 5 24 604 604 168 58 9.89 106 50
2 7 2 6 44 850 158 713 84 15.14 178 47
2 8 2 2 13070 10596 13184 331 44 3.57 84 92
2 9 2 1 16 252 56 220 32 4.93 52 44

2 10 2 7 303 1123 512 900 132 17.97 160 50

Table 6.1: Shift-scheduling: We report running times on an AMD Athlon 64 X2 Dual Core Processor 3800+
for benchmarks with one and two activity types. For each worker, the corresponding grammar in CNF has
30 non-terminals and 36 productions. Column #Propagations shows how often the propagation of grammar
constraints is called for. Note that this value is different from the number of choice points as constraints are
usually propagated more than just once per choice point.

memory requirements, on our machine with 2 GByte main memory we were only able to solve benchmarks

with one activity and one worker only (1 1 and 1 9). On these instances, the decomposition approach im-

plemented in Ilog Solver 6.4 runs about ten times slower than our approach (potentially because of swapped

memory) and uses about 1.8 GBytes memory. Our method, on the other hand, requires only 24 MBytes.

Finally, when comparing the memory requirements of the non-incremental and the incremental variants, we

find that the additional memory needed to store restoration data is limited in practice.

Our next computational evaluation stems from the idea of guiding the search toward satisfying solutions

using the information provided by the propagator of the context-free grammar constraint. The propaga-

tor, which is based on the CYK parser, requires us to store some data structures to achieve the domain

filtering. We also have to maintain these data structures during search, either in an incremental or non-

incremental fashion. It is then a reasonable question whether we can also employ these data structures to

guide the search as well. In other words, it would be beneficial to exploit these structures, not only for the
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Benchmark Default Search Guided Search
ID #Act. #Workers #Fails #Prop’s #Nodes #Fails #Prop’s #Nodes

1 1 1 1 2 136 19 2 136 19
1 2 1 3 135 573 281 127 571 283
1 3 1 4 399 982 559 381 968 550
1 4 1 5 17 755 181 15 761 198
1 5 1 4 6 598 137 4 608 162
1 6 1 5 6 745 147 4 753 170
1 7 1 6 5311 6282 5471 5303 6282 5485
1 8 1 2 29 314 102 29 314 102
1 9 1 1 2 144 35 2 144 35
1 10 1 7 18890 20511 19091 18850 20492 19071
2 1 2 2 10 12 431 485 853 598
2 3 2 5 – – – 41 771 227
2 5 2 4 30 419 109 245 674 414
2 6 2 5 24 604 604 6 653 225
2 7 2 6 44 850 158 459 1382 633
2 8 2 2 13070 10596 13184 0 452 218
2 9 2 1 16 252 56 130 444 252
2 10 2 7 303 1123 512 4 1055 390

Table 6.2: Effects of Value Ordering: We compare the search trees generated by the default search heuristic
and the the search guided by our context-free grammar constraint’s propagator. The default search heuristic
selects minimum domain size variable and assigns it the minimum value in its domain. The guided search
heuristic again selects the variable with minimum domain size, but assigns it the value for which the cor-
responding production rule has the most number of supports, when both in and out supports are combined.
The time limit is set to 1.000 seconds. We use a dash to indicate an instance that hits the time limit.

inference mechanism, but also for search. In particular, we consider two lists, listOfInSupported and

listOfOutSupported. These lists are used to store for each node which other nodes they support from

below or above. As seen in Algorithm 8, these lists are updated each time there is a change in the domains.

However, we are interested only in listOfInSupported and listOfOutSupported of nodes in sets that

corresponds to variables, i.e., sets in {S11, . . . , Sn1}. Notice how in Algorithm 7, Sr1 is initialized for every

variable r, with the production rules that generate the values in the domain of variable r. Then, the num-

ber of supports in these two lists provides an indicator for distinguishing between values, and hence, could

be used as a value selection heuristic. For each node in {S11, . . . , Sn1}, its out supported list stores the

nodes that are supported from below by the value corresponding to that node. Analogously, for each node

in {S11, . . . , Sn1}, its in supported list stores the nodes that support the value corresponding to that node

from above. We now have three options to consider; using the cardinality of only the listOfInSupported,
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or only the listOfOutSupported, or the two combined as a summation. Also there are two directions

we can favor, maximum cardinality or minimum cardinality. In combination, this gives six different value

orderings to choose from. Hence, the goal of our next set of experiments is to determine the benefits of

using the context-free grammar constraint’s propagator for value selection in practice. The search goal used

in the previous experiments was based on the well-known minimum domain search heuristic for variable

selection, and the minimum value first heuristic for value selection. We augment this search goal using the

value orderings based on each of the six indicators mentioned above.

We present our findings in Table 6.2. We refer to the search heuristic that uses the sum of the number of

nodes in listOfInSupported and listOfOutSupported for value ordering as the Guided Search heuristic.

This heuristic applies the same variable selection heuristic as the Default Search heuristic, but for value

selection, it favors the values with maximum number of supports while breaking the ties randomly. In

general, we notice a small reduction in the number of failures when guided search is applied. In one of

the cases, instance:2 8, the guided search conducts a backtrack-free search, i.e., the number of failures is

zero, whereas the default search hits at 13.070 failures. What is more interesting is that, instance:2 3, which

consists of two activities and five workers, times out in 1.000 seconds when the default heuristic is used, but

it can be solved in 5.4 seconds using guided search. We also tried considering only one of the support lists at

a time rather than using their combination. We did not notice a difference in the performance in that setting.

Conversely, selecting the values that have the least number of supports performed very poorly, solving only

four of the instances in total.

6.6 Cost-Based Filtering for Context-Free Grammar Constraints

In our next technical section, we consider problems where context-free grammar constraints appear in con-

junction with a linear objective function that we are trying to maximize. Assume that each potential variable

assignment Xi ← wi is associated with a profit pi
wi

, and that our objective is to find a complete assignment

X1 ← w1 ∈ D1, . . . , Xn ← wn ∈ Dn such that CFGCG(X1, . . . , Xn) is true for that instantiation and

p(w1 . . . wn) :=
∑n

i=1 pi
wi

is maximized. Once we have found a feasible instantiation that achieves profit

T , we are only interested in improving solutions. Therefore, we consider the conjunction of the context-

free grammar constraint CFGCG with the requirement that solutions ought to have profit greater than T .

This conjunction of a structured constraint (in our case the grammar constraint) with an algebraic constraint

that guides our search toward improving solutions is commonly referred to as an optimization constraint.

The task of achieving generalized arc-consistency is then often called cost-based filtering [58]. Optimization

constraints and cost-based filtering play an essential role in constrained optimization and hybrid problem de-

composition methods such as CP-based Lagrangian Relaxation [156] were proposed. In Algorithm 12, we
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1. For all 1 ≤ i ≤ n, initialize Si1 := ∅. For all 1 ≤ i ≤ n and productions (Aa → a) ∈ P with a ∈ Di,
set f i1

Aa
:= p(a), and add all such Aa to Si1.

2. For all j > 1 in increasing order, 1 ≤ i ≤ n, and A ∈ N , set f ij
A := max{f ik

B + f i+k,j−k
C | A ⇒

G

BC, B ∈ Sik, C ∈ Si+k,j−k}, and Sij := {A | f ij
A > −∞}.

3. If f1n
S0
≤ T , then the optimization constraint is not satisfiable, and we stop.

4. Initialize g1n
S0

:= f1n
S0

.
5. For all k < n in decreasing order, 1 ≤ i ≤ n, and B ∈ N set gik

B := max{gij
A − f ij

A + f ik
B +

f i+k,j−k
C | (A → BC) ∈ P, A ∈ Sij , C ∈ Si+k,j−k} ∪ {gi−j,j+k

A − f i−j,j+k
A + f i−j,j

C + f i,k
B | (A →

CB) ∈ P, A ∈ Si−j,j+k, C ∈ Si−j,j}.
6. For all 1 ≤ i ≤ n and a ∈ Di with (Aa → a) ∈ P and gi1

Aa
≤ T , remove a from Di.

Algorithm 12: CFGC Cost-Based Filtering Algorithm

give an efficient algorithm that performs cost-based filtering for context-free grammar constraints.

We will prove the correctness of our algorithm by using the following lemma.

Lemma 6.6.1. In Algorithm 12:

1. It holds that f ij
A = max{p(wij) | A

∗⇒
G

wij ∈ Di × · · · × Di+j−1}, and Sij = {A | ∃ wij ∈
Di × · · · ×Di+j−1 : A

∗⇒
G

wij}.

2. It holds that gik
B = max{p(w) | w ∈ LG∩D1×· · ·×Dn, B

∗⇒
G

wik, S0
∗⇒
G

w1 . . . wi−1Bwi+k . . . wn}.

Proof. 1. The lemma claims that the sets Sij contains all non-terminals that can derive a word supported

by the domains of variables Xi, . . . , Xi+j−1, and that f ij
A reflects the value of the highest profit word

wij ∈ Di × · · · ×Di+j−1 that can be derived from non-terminal A. To prove this claim, we induce

over j. For j = 1, the claim holds by definition of Si1 and f i1
A in step 1. Now assume j > 1 and that

the claim is true for all 1 ≤ k < j. Then

max{p(wij) | A
∗⇒
G

wij ∈ Di × · · · × Di+j−1} = max{p(wij) | wij ∈ Di × · · · × Di+j−1, A ⇒
G

BC, B
∗⇒
G

wik, C
∗⇒
G

wi+k,j−k} = max{p(wik) + p(wi+k,j−k) | wij ∈ Di × · · · × Di+j−1, A ⇒
G

BC, B
∗⇒
G

wik, C
∗⇒
G

wi+k,j−k} = max(A→BC)∈P max{p(wik) | B
∗⇒
G

wik ∈ Di × · · · × Di+k−1} + max{p(wi+k,j−k) | C
∗⇒
G

wi+k,j−k ∈ Di+k × · · · ×Di+j−1} = max{f ik
B + f i+k,j−k

C | A ⇒
G

BC, B ∈ Sik, C ∈ Si+k,j−k} = f ij
A . Then,

f ij
A marks the maximum over the empty set if and only if no word in accordance with the domains of

Xi, . . . , Xi+j−1 can be derived. This proves the second claim that Sij = {A | f ij
A > −∞} contains

exactly all those non-terminals from where a word in Di × · · · ×Di+j−1 can be derived.

2. The lemma claims that the value gij
A reflects the maximum value of any word w ∈ LG∩D1×· · ·×Dn

in whose derivation non-terminal A can be used to produce wij . We prove this claim by induction

over k, starting with k = n and decreasing to k = 1. We only ever get past step 3 if there exists

a word w ∈ LG ∩ D1 × · · · × Dn at all. Then, for k = n, with the previously proven part 1
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of this lemma, max{p(w) | w ∈ LG ∩ D1 × · · · × Dn, S0
∗⇒
G

w1n} = f1n
S0

= g1n
S0

. Now let

k < n and assume the claim is proven for all k < j ≤ n. For any given B ∈ N and 1 ≤ i ≤
n, denote with w ∈ LG ∩ D1 × · · · × Dn the word that achieves the maximum profit such that

B
∗⇒
G

wik and S0
∗⇒
G

w1..wi−1Bwi+k..wn. Let us assume there exist non-terminals A,C ∈ N

such that S0
∗⇒
G

w1..wi−1Awi+j ..wn ⇒
G

w1..wi−1BCwi+j ..wn
∗⇒
G

w1..wi−1Bwi+k..wn (the case

where non-terminal B is introduced in the derivation by application of a production (A → CB) ∈ P

follows analogously). Due to the fact that w achieves maximum profit for B ∈ Sij , we know that

gij
A = p(w1,i−1) + f ij

A + p(wi+j,n−i−j). Moreover, it must hold that f ik
B = p(wik) and f i+k,j−k

C =

p(wi+k,j−k). Then, p(w) = (p(w1,i−1) + p(wi+j,n−i−j)) + p(wik) + p(wi+k,j−k) = (gij
A − f ij

A ) +

f ik
B + f i+k,j−k

C = gik
B .

Theorem 6.6.2. Algorithm 12 achieves generalized arc-consistency on the conjunction of a CFGC and a

linear objective function constraint. The algorithm requires cubic time and quadratic space in the number

of variables.

Proof. We show that value a is removed from Di if and only if for all words w = w1 . . . wn ∈ LG ∩
(D1 . . . Dn) with a = wi it holds that p(w) ≤ T .

⇒ (Soundness) Assume that value a is removed from Di. Let w ∈ LG ∩ (D1 . . . Dn) with wi = a. Due

to the assumption that w ∈ LG there must exist a derivation S0
∗⇒
G

w1 . . . wi−1 Aa wi+1 . . . wn ⇒
G

w1 . . . wi−1wiwi+1 . . . wn for some Aa ∈ N with (Aa → a) ∈ P . Since a is being removed from

Di, we know that gi1
Aa
≤ T . According to Lemma 6.6.1, p(w) ≤ gi1

Awi
≤ T .

⇐ (Completeness) Assume that for all w = w1 . . . wn ∈ LG ∩ (D1 . . . Dn) with wi = a it holds that

p(w) ≤ T . According to Lemma 6.6.1, this implies gi1
Aa

≤ T . Then, a is removed from the domain

of Xi in step 6.

Regarding the time complexity, it is easy to verify that the workload is dominated by steps 2 and 5, both

of which require time in O(n3|G|). The space complexity is dominated by the memorization of values f ij
A

and gij
A , and it is thus limited by O(n2|G|).

6.7 Logic Combinations of Grammar Constraints

We define regular grammar constraints analogously to CFGC, but as in [149] we base it on automata rather

than right-linear grammars:
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Regular Grammar Constraint Given a finite automaton A and a right-linear grammar G with LA = LG,

we set

RGCA(X1, . . . , Xn) := GrammarG(X1, . . . , Xn).

Efficient arc-consistency algorithms for RGCs have been developed in [116, 149]. Now equipped with

efficient filtering algorithms for regular and context-free grammar constraints, in the spirit of [12, 126] we

focus on certain questions that arise when a problem is modeled by logic combinations of these constraints.

An important aspect when investigating logical combinations of grammar constraints is under what oper-

ations the given class of languages is closed. For example, when given a conjunction of regular grammar

constraints, the question arises whether the conjunction of the constraints could not be expressed as one

global RGC. This question can be answered affirmatively since the class of regular languages is known to

be closed under intersection. In the following we summarize some relevant, well-known results for formal

languages (see for instance [96]).

Lemma 6.7.1. For every regular language LA1 based on the finite automaton A1 there exists a deterministic

finite automaton A2 such that LA1 = LA2 .

Proof. Proof When Q1 = {q0, . . . , qn−1}, we set A2 := (Q2, Σ, δ2, q2
0 , F 2) with Q2 := 2Q1

, q2
0 = {q1

0},

δ2 := {(P, a,R) | R = {r ∈ Q1 | ∃ p ∈ P : (p, a, r) ∈ δ1}}, and F 2 := {P ⊆ Q1 | ∃ p ∈ P ∩F 1}. With

this construction, it is easy to see that LA1 = LA2 .

We note that the proof above gives a construction that can change the properties of the language repre-

sentation, just like we had noted it earlier for context-free grammars that we had transformed into Chomsky

Normal Form first before we could apply CYK for parsing and filtering. And just like we were faced with

an exponential blow-up of the representation when bringing context-free grammars into normal-form, we

see the same again when transforming a non-deterministic finite automaton of a regular language into a

deterministic one.

Theorem 6.7.2. Regular languages are closed under the following operations: Union, Intersection, and

Complement.

Proof. Proof Given two regular languages LA1 and LA2 with respective finite automata A1 = (Q1, Σ, δ1, q1
0 , F 1)

and A2 = (Q2,Σ, δ2, q2
0 , F 2), without loss of generality, we may assume that the sets Q1 and Q2 are disjoint

and do not contain symbol q3
0 .

• We define Q3 := Q1 ∪Q2 ∪ {q3
0}, δ3 := δ1 ∪ δ2 ∪ {(q3

0 , a, q) | (q1
0 , a, q) ∈ δ1 or (q2

0 , a, q) ∈ δ2)},

and F 3 := F 1 ∪ F 2. Then, it is straight-forward to see that the automaton A3 := (Q3, Σ, δ3, q3
0 , F 3)

defines LA1 ∪ LA2 .
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• We define Q3 := Q1 × Q2, δ3 := {((q1, q2), a, (p1, p2) | ∃(q1, a, p1) ∈ δ1, (q2, a, p2) ∈ δ2}, and

F 3 := F 1 × F 2. The automaton A3 := (Q3,Σ, δ3, (q1
0 , q2

0), F 3) defines LA1 ∩ LA2 .

• According to Lemma 6.7.1, we may assume that A1 is a deterministic automaton. Then, (Q1, Σ, δ1, q1
0 , Q1\

F 1) defines LC
A1 .

The results above suggest that any logic combination (disjunction, conjunction, and negation) of RGCs

can be expressed as one global RGC. While this is true in principle, from a computational point of view, the

size of the resulting automaton needs to be taken into account. In terms of disjunctions of RGCs, all that

we need to observe is that the algorithm developed in [116] actually works with non-deterministic automata

as well. In the following, denote by m an upper bound on the number of states in all automata involved,

and denote the size of the alphabet Σ by D. We obtain our first result for disjunctions of regular grammar

constraints:

Lemma 6.7.3. Given RGCs R1, . . . , Rk, all over variables X1, . . . , Xn in that order, we can achieve arc-

consistency for the global constraint
∨

i Ri in time O((km+k)nD) = O(nDk) for automata with constant

state-size m.

If all that we need to consider are disjunctions of RGCs, then the result above is subsumed by the well

known technique of achieving arc-consistency for disjunctive constraints which simply consists in removing,

for each variable domain, the intersection of all values removed by the individual constraints. However, when

considering conjunctions over disjunctions the result above is interesting as it allows us to treat a disjunctive

constraint over RGCs as one new RGC of slightly larger size.

Now, regarding conjunctions of RGCs, we find the following result:

Lemma 6.7.4. Given RGCs R1, . . . , Rk, all over variables X1, . . . , Xn in that order, we can achieve arc-

consistency for the global constraint
∧

i Ri in time O(nDmk).

Finally, for the complement of a regular constraint, we have:

Lemma 6.7.5. Given an RGC R based on a deterministic automaton, we can achieve arc-consistency for

the constraint ¬R in time O(nDm) = O(nD) for an automaton with constant state-size.

Proof. Proof Lemmas 6.7.3- 6.7.5 are an immediate consequence of the results in [116] and the constructive

proof of Theorem 6.7.2.

Note that the lemma above only covers RGCs for which we know a deterministic finite automaton.

However, when negating a disjunction of regular grammar constraints, the automaton to be negated is non-

deterministic. Fortunately, this problem can be entirely avoided: When the initial automata associated with
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the elementary constraints of a logic combination of regular grammar constraints are deterministic, we can

apply the rule of DeMorgan so as to only have to apply negations to the original constraints rather than the

non-deterministic disjunctions or conjunctions thereof. With this method, we have:

Corollary 6.7.6. For any logic combination (disjunction, conjunction, and negation) of deterministic RGCs

R1, . . . , Rk, all over variables X1, . . . , Xn in that order, we can achieve generalized arc-consistency in time

O(nDmk).

Regarding logic combinations of context-free grammar constraints, unfortunately we find that this class

of languages is not closed under intersection and complement, and the mere disjunction of context-free

grammar constraints is not interesting given the standard methods for handling disjunctions. We do know,

however, that context-free languages are closed under intersection with regular languages. Consequently,

these conjunctions are tractable as well.

6.8 Limits of the Expressiveness of Grammar Constraints

So far we have been very careful to mention explicitly how the size of the state-space of a given automaton or

how the size of the set of non-terminals of a grammar influences the running time of our filtering algorithms.

From the theory of formal languages’ viewpoint, this is rather unusual, since here the interest lies purely

in the asymptotic runtime with respect to the word-length. For the purposes of constraint programming,

however, a grammar may very well be generated on the fly and may depend on the word-length, whenever

this can be done efficiently. This fact makes grammar constraints even more expressive and powerful tools

from the modeling perspective. Consider for instance the context-free language L = {anbn} that is well-

known not to be regular. Note that, within a constraint program, the length of the word is known — simply

by considering the number of variables that define the scope of the grammar constraint. Now, by allowing

the automaton to have 2n + 1 states, we can express that the first n variables shall take the value a and

the second n variables shall take the value b by means of a regular grammar constraint. Of course, larger

automata also result in more time that is needed for propagation. However, as long as the grammar is

polynomially bounded in the word-length, we can still guarantee a polynomial filtering time.

The second modification that we can safely allow is the reordering of variables. In the example above,

assume the first n variables are X1, . . . , Xn and the second n variables are Y1, . . . , Yn. Then, instead of

building an automaton with 2n + 1 states that is linked to (X1, . . . , Xn, Y1, . . . , Yn), we could also build an

automaton with just two states and link it to (X1, Y1, X2, Y2, . . . , Xn, Yn) (see Figure 6.3). The same ideas

can also be applied to {anbncn} which is not even context-free but context-sensitive. The one thing that

we really need to be careful about is that, when we want to exploit our earlier results on the combination

of grammar constraints, we need to make sure that the ordering requirements specified in the respective
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Figure 6.3: Regular grammar filtering for {anbn}. The left figure shows a linear-size automaton, the right
an automaton that accepts a reordering of the language.

theorems are met (see for instance Lemmas 6.7.3 and 6.7.4).

While these ideas can be exploited to model some required properties of solutions by means of gram-

mar constraints, they make the theoretical analysis of which properties can or cannot be modeled by those

constraints rather difficult. Where do the boundaries run between languages that are suited for regular or

context-free grammar filtering? The introductory example, as uninteresting as it is from a filtering point

of view, showed already that the theoretical tools that have been developed to assess that a certain language

cannot be expressed by a grammar on a lower level in the Chomsky hierarchy fail. The well-known pumping

lemmas for regular and context-free grammars for instance rely on the fact that grammars be constant in size.

As soon as we allow reordering and/or non-constant size grammars, they do not apply anymore.

To be more formal: what we really need to consider for propagation purposes is not an entire infinite

set of words that form a language, but just a slice of words of a given length. I.e., given a language L what

we need to consider is just L|n := L ∩ Σn. Since L|n is a finite set, it really is a regular language. In that

regard, our previous finding that {anbn} for fixed n can be modeled as regular language is not surprising.

The interesting aspect is that we can model {anbn} by a regular grammar of size linear in n, or even of

constant size when reordering the variables appropriately.

Suitedness for Grammar Filtering Given a language L over the alphabet Σ, we say that L is suited for

regular (or context-free) grammar filtering if and only if there exist constants k, n ∈ IN such that there

exists a permutation σ : {1, . . . , n} → {1, . . . , n} and a finite automaton A (or normal-form context-free

grammar G) such that both σ and A (G) can be constructed in time O(nk) with σ(L|n) = σ(L ∩ Σn) :=

{wσ(1) . . . wσ(n) | w1 . . . wn ∈ L} = LA (σ(L|n) = LG).

Remark Note that the previous definition implies that the size of the automaton (grammar) constructed is

in O(nk). Note further that, if the given language is regular (context-free), then it is also suited for regular

(context-free) grammar filtering.

Now, we have the terminology at hand to express that some properties cannot be modeled efficiently by

regular or context-free grammar constraints. We start out by proving the following useful Lemma:

Lemma 6.8.1. Denote with N = {S0, . . . , Sr} a set of non-terminal symbols and G = (Σ, N, P, S0) a
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context-free grammar in Chomsky-Normal-Form. Then, for every word w ∈ LG of length n, there must

exist t, u, v ∈ Σ∗ and a non-terminal symbol Si ∈ N such that S0
∗⇒
G

tSiv, Si
∗⇒
G

u, w = tuv, and

n/4 ≤ |u| ≤ n/2.

Proof. Proof Since w ∈ LG, there exists a derivation S0
∗⇒
G

w in G. We set h1 := 0. Assume the first

production used in the derivation of w is Sh1 → Sk1Sk2 for some 0 ≤ k1, k2 ≤ r. Then, there exist

words u1, u2 ∈ Σ∗ such that w = u1u2, Sk1

∗⇒
G

u1, and Sk2

∗⇒
G

u2. Now, either u1 or u2 fall into the

length interval claimed by the lemma, or one of them is longer than n/2. In the first case, we are done, the

respective non-terminal has the claimed properties. Otherwise, if |u1| < |u2|we set h2 := k2, else h2 := k1.

Now, we repeat the argument that we just made for Sh1 for the non-terminal Sh2 that derives to the longer

subsequence of w. At some point, we are bound to hit a production Shm
→ Skm

Skm+1 where Shm
still

derives to a subsequence of length greater than n/2, but both Skm , Skm+1 derive to subsequences that are at

most n/2 letters long. The longer of the two is bound to have length greater than n/4, and the respective

non-terminal has the desired properties.

Now consider the language

LAllDiff := {w ∈ IN∗ | ∀ 1 ≤ k ≤ |w| : ∃ 1 ≤ i ≤ |w| : wi = k}.

Since the word problem for LAllDiff can be decided in linear space, LAllDiff is (at most) context-sensitive.

Theorem 6.8.2. LAllDiff is not suited for context-free grammar filtering.

Proof. Proof We observe that reordering the variables linked to the constraint has no effect on the language

itself, i.e. we have that σ(LAllDiff|n) = LAllDiff|n for all permutations σ. Now assume that, for all n ∈ IN, we

could actually construct a minimal normal-form context-free grammar G = ({1, . . . , n}, {S0, . . . , Sr}, P, S0)

that generates LAllDiff|n. We will show that the minimum size for G is exponential in n. Due to Lemma 6.8.1,

for every word w ∈ LAllDiff|n there exist t, u, v ∈ {1, . . . , n}∗ and a non-terminal symbol Si such that

S0
∗⇒
G

tSiv, Si
∗⇒
G

u, w = tuv, and n/4 ≤ |u| ≤ n/2. Now, let us count for how many words non-terminal

Si can be used in the derivation. Since from Si we can derive u, all terminal symbols that are in u must

appear in one block in any word that can use Si for its derivation. This means that there can be at most

(n − |u|)(n − |u|)!(|u|)! ≤ 3n
4 (n

2 !)2 such words. Consequently, since there exist n! many words in the

language, the number of non-terminals is bounded from below by

r ≥ n!
3n
4 (n

2 !)2
=

4(n− 1)!
3(n

2 !)2
≈ 4

√
2

3
√

π

2n

n3/2
∈ ω(1.5n).
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Now, the interesting question arises whether there exist languages at all that are fit for context-free, but

not for regular grammar filtering? If this wasn’t the case, then the algorithms developed in Sections 6.3

and 6.4 would be utterly useless. What makes the analysis of suitedness so complicated is the fact that the

modeler has the freedom to change the ordering of variables that are linked to the grammar constraint —

which essentially allows him or her to change the language almost ad gusto. We have seen an example for

this earlier where we proposed that anbn could be modeled as (ab)n.

Theorem 6.8.3. The set of languages that are suited for context-free grammar filtering is a strict superset

of the set of languages that are suited for regular grammar filtering.

Proof. Proof Consider the language L = {wwR#vvR | v, w ∈ {0, 1}∗} ⊆ {0, 1,#}∗ (where xR de-

notes the reverse of a word x). Obviously, L is context-free with the grammar ({0, 1,#}, {S0, S1}, {S0 →
S1#S1, S1 → 0S10, S1 → 1S11, S1 → ε}, S0). Consequently L is suited for context-free grammar

filtering.

Note that, when the position 2k + 1 of the sole occurrence of the letter # is fixed, for every position

i containing a letter 0 or 1, there exists a partner position pk(i) so that both corresponding variables are

forced to take the same value. Crucial to our following analysis is the fact that, in every word x ∈ L of

length |x| = n = 2l + 1, every even (odd) position is linked in this way exactly with every odd (even)

position for some placement of #. Formally, we have that {pk(i) | 0 ≤ k ≤ l} = {1, 3, 5, . . . , n}
({pk(i) | 0 ≤ k ≤ l} = {2, 4, 6, . . . , 2l}) when i is even (odd).

Now, assume that, for every odd n = 2l + 1, there exists a finite automaton that accepts some reordering

of L ∩ {0, 1, #}n under variable permutation σ : {1, . . . , n} → {1, . . . , n}. For a given position 2k + 1 of

# (in the original ordering), by distkσ :=
∑

i=1,3,...,2l+1 |σ(i) − σ(pk(i))| we denote the total distance of

the pairs after the reordering through σ. Then, the average total distance after reordering through σ is

1
l+1

∑
0≤k≤l distkσ = 1

l+1

∑
0≤k≤l

∑
i=1,3,...,2l+1 |σ(i)− σ(pk(i))|

= 1
l+1

∑
i=1,3,...,2l+1

∑
0≤k≤l |σ(i)− σ(pk(i))|.

Now, since we know that every odd i has l even partners, even for an ordering σ that places all partner

positions in the immediate neighborhood of i, we have that

∑

0≤k≤l

|σ(i)− σ(pk(i))| ≥ 2
∑

s=1,...,bl/2c
s = (bl/2c+ 1)bl/2c.

Thus, for sufficiently large l, the average total distance under σ is
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1
l+1

∑
0≤k≤l distkσ ≥ 1

l+1

∑
i=1,3,...,2l+1(bl/2c+ 1)bl/2c

≥ l
l+1 (bl/2c+ 1)bl/2c

≥ l2/8.

Consequently, for any given reordering σ, there must exist a position 2k + 1 for the letter # such that

the total distance of all pairs of linked positions is at least the average, which in turn is greater or equal to

l2/8. Therefore, since the maximum distance is 2l, there must exist at least l/16 pairs that are at least l/8

positions apart after reordering through σ. It follows that there exists an 1 ≤ r ≤ n such that there are at

least l/128 positions i ≤ r such that pk(i) > r. Consequently, after reading r inputs, the finite automaton

that accepts the reordering of L ∩ {0, 1, #}n needs to be able to reach at least 2l/128 different states. It is

therefore not polynomial in size. It follows: L is not suited for regular grammar filtering.

6.9 Conclusion

We investigated the idea of basing constraints on formal languages. Particularly, we devised an incremental

space- and time-efficient arc-consistency algorithm for grammar constraints based on context-free grammars

in Chomsky Normal Form. For an entire sequence of monotonically tightening problems, we can now per-

form filtering in quadratic space and the same worst-case time as it takes to parse a context-free grammar by

the Cooke-Younger-Kasami algorithm (CYK). We showed experimentally that the new algorithm is equally

effective but massively faster in practice than its non-incremental counterpart. We further improved per-

formance on this benchmark using our propagator for value selection. We also gave a new algorithm that

performs cost-based filtering when a context-free grammar constraint occurs in combination with a linear

objective function. This algorithm has again the same cubic worst-case complexity of CYK. Further research

is needed to determine whether it is possible to devise an incremental version of this algorithm. We studied

logic combinations of grammar constraints and showed where the boundaries run between regular, context-

free, and context-sensitive grammar constraints when allowing non-constant grammars and reorderings of

variables. Our hope is that grammar constraints can serve as powerful, highly expressive modeling entities

for constraint programming in the future, and that our theory can help to better understand and tackle the

computational problems that arise in the context of grammar constraint filtering.
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CHAPTER SEVEN

Same-Relation Constraints



The ALLDIFFERENT constraint was one of the first global constraints [160] and it enforces the conjunction

of one binary constraint, the not-equal constraint, for every pair of variables. By looking at the set of

all pairwise not-equal relations at the same time, AllDifferent offers greater filtering power. The natural

question arises whether we can generally leverage the knowledge that sets of pairs of variables all share the

same relation. This chapter studies exactly this question. We study in particular special constraint graphs like

cliques, complete bipartite graphs, and directed acyclic graphs, whereby we always assume that the same

constraint is enforced on all edges in the graph. In particular, we study whether there exists a tractable GAC

propagator for these global Same-Relation constraints and show that AllDifferent is a huge exception: most

Same-Relation Constraints pose NP-hard filtering problems. We present algorithms, based on AC-4 and

AC-6, for one family of Same-Relation Constraints, which do not achieve GAC propagation but outperform

propagating each constraint individually in both theory and practice.

7.1 Introduction

The ALLDIFFERENT constraint was one of the first global constraints [160] and it enforces the conjunction

of one binary constraint, the not-equal constraint, for every pair of variables. By looking at the set of all

pairwise not-equal relations at the same time, AllDifferent offers greater filtering power while incurring the

same worst-case complexity as filtering and propagating the effects of not-equal constraints for each pair of

variables individually. The natural question arises whether we can leverage the knowledge that sets of pairs

of variables all share the same relation in other cases as well. We investigate in particular binary constraint

satisfaction problems (BCSPs) with special associated constraint graphs like cliques (as in AllDifferent),

complete bipartite graphs (important when a relation holds between all variables X in a subset of I and

Y in J), and directed acyclic graphs (apart from bounded tree width graphs the simplest generalization

of trees), whereby we always assume that the same constraint is enforced on all edges in the graph. We

refer to the conjunction of the same binary relation over any set of pairs in a BCSP as a Same-Relation

Constraint.

7.2 Theory Background

We study the complexity of achieving GAC on binary CSPs with one same-relation constraint. The classes of

structures considered are all constraint graphs as defined in [80]. The ultimate goal is to classify, for a given

constraint graph, which same-relation constraints admit a polynomial-time GAC, and which do not. It is well

known that the CSP is equivalent to the HOMOMORPHISM problem between relation structures [51]. Most
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theoretical research has been done on the case where either the domain size or the arities of the constraints

are bounded.

We deal with the problem where both the domain size and the arities of the constraints are unbounded (so-

called global constraints). Since we are interested in the complexity of achieving GAC, we allow all unary

constraints. In mathematical terms, we study the LIST HOMOMORPHISM problem. For a CSP instance P ,

achieving GAC on P is equivalent to checking solvability of P with additional unary constraints [14]. Note

that showing that a problem does not have a polynomial-time decision algorithm implies that this problem

also does not have a polynomial-time algorithm for achieving GAC, which is a more general problem.

Generalising the result of Freuder [63], Dalmau et al. showed that CSPs with bounded treewidth modulo

homomorphic equivalence are solvable in polynomial time [36]. Grohe showed1 that this is the only tractable

class of bounded arity, defined by structure [81]. In other words, a class of structures with unbounded

treewidth modulo homomorphic equivalence is not solvable in polynomial time.

In the case of binary CSPs, we are interested in classes of constraint graphs with a same-relation con-

straint. The first observation is that classes of graphs with bounded treewidth are not only tractable, but

also permit achieving GAC in polynomial time (even with separate domains, and even with different con-

straints: different domains are just unary constraints which do not increase the treewidth). The idea is that

such graphs have bounded-size separating sets, and the domains on these separating sets can be explicitly

recorded in polynomial space (dynamic programming approach) [39,61,81]. Therefore, we are interested in

classes of graphs with unbounded treewidth.

7.3 Clique Same-Relation

First we look at cliques. The famous ALLDIFFERENT constraint is an example of a same-relation constraint

which, if put on a clique, is tractable – in case of AllDifferent, because the microstructure is perfect [164]

and also has a polynomial-time GAC [160].

Definition Given a set of values D and a set of variables {X1, . . . , Xn}, each associated with its own

domain Di ⊆ D, and a binary relation R ⊆ D × D, an assignment σ : {X1, . . . , Xn} → D satisfies the

Clique Same-Relation Constraint CSR on the relation R if and only if for all i and j such that 1 ≤ i, j ≤
n, i 6= j, it holds that (σ(Xi), σ(Xj)) ∈ R.

1Assuming a standard assumption from parameterized complexity theory FPT 6= W[1], see [48] for more details.
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7.3.1 Complexity of Achieving GAC

Despite the tractability of AllDifferent, in general enforcing the same binary relation over all pairs of vari-

ables of a CSP yields a hard filtering problem.

Theorem 7.3.1. Deciding whether CSR is satisfiable for an arbitrary binary relation is NP-hard.

Proof. We reduce from the CLIQUE problem. Assume we are given an undirected graph G = (V,E) and a

value k ∈ IN and need to decide whether G contains a clique of size k. We construct a CSP with just one

CSR constraint in the following way. We introduce k variables X1, . . . , Xk, each associated with domain

V . The relation R is defined as R ← {(a, b) ∈ V 2 | a 6= b, {a, b} ∈ E}. We claim that CSR on the relation

(X1, . . . , Xk, R) is satisfiable if and only if G contains a clique of size k.

“⇒” Assume there is an assignment σ : {X1, . . . , Xk} → V that satisfies CSR. Then,

C ← {σ(X1), . . . , σ(Xk)} ⊆ V is a clique because CSR enforces R for each pair of variables, and

thus that there exists an edge between all pairs of nodes in C. Furthermore, |C| = k since R forbids

that the same node is assigned to two different variables.

“⇐” Now assume there exists a clique C = {v1, . . . , vk} ⊆ V with |C| = k. Setting σ(Xi) ← vi gives a

satisfying assignment to CSR because for all i 6= j we have that (σ(Xi), σ(Xj)) = (vi, vj) ∈ E with

vi 6= vj , and thus (σ(Xi), σ(Xj)) ∈ R.

Corollary 7.3.2. Achieving GAC for the CSR is NP-hard.

In fact, we can show more: Even when we limit ourselves to binary symmetric relations which, for each

value, forbid only one other value, deciding the satisfiability of the CSR is already intractable. This shows

what a great exception AllDifferent really is. Even the slightest generalization already leads to intractable

filtering problems.

Theorem 7.3.3. Deciding CSR is NP-hard even for relations where each value appears in at most one

forbidden tuple.

Proof. We reduce from SAT. Given a SAT instance with k clauses over n variables, we consider an instance

of CSR with k variables, each corresponding to one clause. Let D be {〈1, T 〉 , 〈1, F 〉 , . . . , 〈n, T 〉 , 〈n, F 〉}.

We define R ⊆ D ×D to be the binary symmetric relation which forbids, for every 1 ≤ i ≤ n, the set of

tuples {〈〈i, T 〉 , 〈i, F 〉〉 , 〈〈i, F 〉 , 〈i, T 〉〉}. Note that R is independent of the clauses in the SAT instance.

Each clause in the SAT instance is encoded into the domain restriction on the corresponding variable.

For instance, the clause (x1 ∨ ¬x2 ∨ x3) encodes as the domain {〈1, T 〉 , 〈2, F 〉 , 〈3, T 〉}.
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Any solution to this CSR instance, which can contain at most one of 〈i, T 〉 and 〈i, F 〉 for any 1 ≤ i ≤ n,

gives a solution to the SAT instance (as each variable must be assigned a literal in its clause). SAT variables

which are not assigned a value can be given any value without compromising satisfiability. Analogously,

a feasible assignment to the SAT formula maps back to a satisfying assignment to CSR in the same way:

in any clause, take any of the literals in the solution which satisfy that clause and assign the variable that

value.

7.3.2 Restriction on the Size of Domain

Our proof that CSR is intractable required both an increasing number of variables and increasing domain

size. The question arises whether the problem becomes tractable when the domain size is limited. The

following shows that the CSR is indeed tractable when the domain size is bounded.

Lemma 7.3.4. For a constraint CSR for a symmetric relation R, it is possible to check if an assignment

satisfies the constraint given only:

• a promise that any domain value d such that 〈d, d〉 6∈ R, is used at most once, and

• the set S of domain values assigned.

By ensuring that there are no two distinct values s1, s2 ∈ S such that 〈s1, s2〉 6∈ R.

Proof. If CSR is violated, there must be two variables which do not satisfy R. This could occur either

because two variables are assigned the same domain value d such that the assignment 〈d, d〉 is forbidden

by R, or two variables are assigned different values d1, d2 such that the tuple 〈d1, d2〉 which do not satisfy

R.

Lemma 7.3.4 provides a useful tool for characterizing the satisfying assignments to CSR, which we will

use to devise a general filtering algorithm.

Theorem 7.3.5. Achieving GAC for the CSR is tractable for bounded domains.

Proof. Since the definition of CSR requires that the relation holds in both directions, it is sufficient to

consider symmetric relations only. Then, Lemma 7.3.4 shows that satisfying assignments can be expressed

by the set of allowed values and only using values d such that 〈d, d〉 is forbidden by R at most once. We

shall show how given a CSR constraint, given a set of values S which satisfies Lemma 7.3.4 and a list of

sub-domains for the variables in the scope of the constraint, we can find if an assignment with values only

in S exists in polynomial time.
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Given such a set of domain values S, we call values d such that 〈d, d〉 ∈ R sink values. Note that

in any assignment which satisfies the CSR constraint and contains assignments only in S, changing the

assignment of any variable to a sink value will produce another satisfying assignment. Therefore, without

loss of generality, we can assume every variable which could be assigned any sink value in S is assigned

such a value.

This leaves only variables whose domains contain only values which can occur at most once. This is

exactly equivalent to an ALLDIFFERENT constraint, and can be solved as such.

Finally, note that for a domain of size d, there are 2d subsets of the domain, and this places a very weak

bound on the subsets of the domain which will satisfy the conditions of Lemma 7.3.4. Therefore, for any

domain size there is a fixed bound on how many subsets have to be checked.

Theorem 7.3.5 shows that achieving GAC for the CSR is tractable for bounded domains, although the

algorithm presented here is not practical. There are a number of simple ways its performance could be

improved which we will not consider here as we are merely interested in theoretical tractability.

An interesting implication of our result is the following. Consider a symmetric relation with at most

k allowed tuples for each domain value; that is, given R ⊆ D × D, we require that for each d ∈ D,

|{〈d, .〉 ∈ R}| ≤ k for some k.

Corollary 7.3.6. Let k be a bound on the number of allowed tuples involving each domain value in R. If k

is bounded, then achieving GAC for the CSR is tractable. If k is unbounded, then solving CSR is NP-hard.

Proof. If k is bounded, then after assigning a value to an arbitrary variable achieving GAC for the CSR

reduces to the bounded domain case (see Theorem 7.3.5) . The unbounded case follows from Theorem 7.3.1.

7.4 Bipartite Same-Relation

After studying complete constraint graphs in the previous section, let us now consider the complete bipartite

case. This is relevant for CSPs where a set of variables is partitioned into two sets A and B and the same

binary constraint is enforced between all pairs of variables possible between A and B.

Definition Given a set of values D and two sets of variables A = {X1, . . . , Xn} and B = {Xn+1 . . . , Xm},

each associated with its own domain Di ⊆ D, and a binary relation R ⊆ D × D, an assignment σ :

{X1, . . . , Xn} → D satisfies the Bipartite Same-Relation Constraint BSR on relation R if and only if

∀ Xi ∈ A,Xi ∈ B it holds that (σ(Xi), σ(Xj)) ∈ R.
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7.4.1 Complexity of Achieving GAC

At first, the BSR appears trivially tractable because once an allowed assignment is found between any pair

of variables in both parts of the bipartite graph, these values can be assigned to all variables. Indeed, as any

bipartite graph (with at least one edge) is homomorphically equivalent to a single edge, such CSPs instance

are easy to solve [36,81] (using the fact that CSPs are equivalent to the HOMOMORPHISM problem).

However, we have to take into account that the domains of the variables may be different; in other words,

unary constraints are present. This fact causes the problem of achieving GAC for the BSR to become in-

tractable. In mathematical terms, instead of facing a HOMOMORPHISM problem (which is trivial on bipartite

graphs), we must deal with the LIST-HOMOMORPHISM problem.

Theorem 7.4.1. Deciding whether BSR is satisfiable is NP-hard.

Proof. We reduce from the CSR satisfaction problem which we showed previously is NP-hard. Assume we

are given the CSR constraint on relation R over variables {X1, . . . , Xn} with associated domains D1, . . . ,

Dn. We introduce variables Y1, . . . , Yn, Z1, . . . , Zn and set A ← {Y1, . . . , Yn}, B ← {Z1, . . . , Zn}.

The domain of variables Yi and Zi is {(i, k) | k ∈ Di}. Finally we define the relation P over the tuples

((i, k), (j, l)) where 1 ≤ i, j ≤ n and either i= j ∧ k= l or i 6= j ∧ (k, l) ∈ R. We claim that BSR on A, B

and P is satisfiable if and only if CSR on R and the Xi is.

“⇒” Let σ denote a solution to BSR on A,B and P . For all i the initial domains and the definition of P

imply that σ(Yi) = σ(Zi) = (i, ki) for some ki ∈ Di. Define τ : {X1, . . . , Xn} → D by setting

τ(Xi) ← ki. Let 1 ≤ i, j ≤ n with i 6= j. Then, since ((i, ki), (j, kj)) ∈ P , (τ(Xi), τ(Xj)) =

(ki, kj) ∈ R. And therefore, τ satisfies CSR for the relation R.

“⇐” Let τ denote a solution to CSR on R and the Xi. Then, σ with σ(Yi) ← σ(Zi) ← (i, τ(Xi)) satisfies

BSR on A, B and P .

Corollary 7.4.2. Achieving GAC for the BSR is NP-hard.

7.5 DAG Same-Relation

In the previous sections we showed that achieving GAC for cliques and complete bipartite graphs is hard.

Now we go on to show that a simple generalization of trees to directed graphs is intractable. When the

binary relation that we consider is not symmetric, each edge in the constraint graph is directed. The gener-

alization of trees (which we know are tractable) to the directed case then results in directed acyclic graphs
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(DAGs).

Definition Let D be a set of values, X be a set of variables X = {X1, . . . , Xn} and G be a directed acyclic

graph (DAG) G = 〈X, A〉. Each variable is associated with its own domain Di ⊆ D. Given a binary relation

R ⊆ D ×D, an assignment σ : {X1, . . . , Xn} → D satisfies the DAG Same-Relation Constraint DSR on

relation R if and only if ∀ 1 ≤ i, j ≤ n such that (i, j) ∈ A, it holds that (σ(Xi), σ(Xj)) ∈ R.

7.5.1 Complexity of Achieving GAC

Somewhat surprisingly, we find that even the simple graph structure of DAGs yields intractable filtering

problems: bipartite graphs, with the orientation of all edges from one partition to the other, form a DAG.

Therefore, Theorem 7.4.1 proves that solving DSR is NP-hard.

The question arises whether DAGs become tractable when we know that the direction on every arc is

truly enforced by the constraints. Let us consider anti-symmetric relations. A relation R is anti-symmetric

if for all a and b, (a, b) ∈ R and (b, a) ∈ R implies a = b. First we show that irreflexive antisymmetric

relations can be NP-hard on DAGs.

Lemma 7.5.1. Deciding satisfiability if DSR is NP-hard even for irreflexive antisymmetric relations.

Proof. We use the equivalence between the CSP and the HOMOMORPHISM problem [51]. Solving an in-

stance of DSR on relation R is equivalent to the question of whether there is a homomorphism2 between the

digraph A and digraph R. This problem is known as ORIENTED GRAPH COLORING [174]. The complexity

of this problem was studied in [120], and Swart showed that the ORIENTED GRAPH COLORING problem is

polynomial-time solvable for R on at most 3 vertices, and NP-complete otherwise, even when restricted to

DAGs [180]. Note this proves more that almost all asymmetric relations are NP-hard on DAGs.

Note that it follows3 from a recent result of Hell et al. that solving DSR is NP-hard also for reflexive

antisymmetric relations [88].

7.6 Grid Same-Relation

Another interesting class of graphs are grids. For m,n ≥ 1, the (m × n)-grid is the graph with vertex set

{(i, j)|1 ≤ i ≤ m, 1 ≤ j ≤ n} and an edge between two different vertices (i, j) and (i′, j′) if |i− i′|+ |j−
j′| = 1.

2A homomorphism between two directed graphs (digraphs) G = 〈V (G), A(G)〉 and H = 〈V (H), A(H)〉 is a mapping f :
V (G) → V (H) which preserves arcs, that is, (u, v) ∈ A(G) implies (f(u), f(v)) ∈ A(H).

3Private communication with A. Rafiey.
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Definition Given a set of values D and a set of variables

{X1,1, . . . , X1,m, . . . , Xm,1, . . . , Xm,n},

each associated with its own domain Di ⊆ D, and a binary relation R ⊆ D × D, an assignment σ :

{X1,1, . . . , Xm,n} → D satisfies the Grid Same-Relation Constraint GSR on relation R if and only if for

all distinct pairs of points (i, j) and (i′, j′) such that |i− i′|+ |j− j′| = 1, it holds that σ(Xi,j , Xi′,j′) ∈ R.

Once more, we find:

Lemma 7.6.1. Deciding satisfiability of GSR is NP-hard.

Proof. We reduce from the CLIQUE problem. Let 〈G, k〉 be an instance of CLIQUE, where G = 〈V,E〉 is

an undirected graph without loops and V = {1, . . . , n}. The goal is to determine whether there is a clique

of size k in G. We define an instance of GSR with variables X1,1, . . . , Xk,k and a relation R. For every

1 ≤ i ≤ k, the domain of Xi,i is {〈i, i, u, u〉 | 1 ≤ u ≤ n}. For every 1 ≤ i 6= j ≤ k, the domain of Xi,j is

{〈i, j, u, v〉 | {u, v} ∈ E}. We define the relation R as follows: {〈i, j, u, v〉 , 〈i′, j′, u′, v′〉} belongs to R if

and only if the following two conditions are satisfied:

1. i = i′ ⇒ [(u = u′) & (v 6= v′)]

2. j = j′ ⇒ [(v = v′) & (u 6= u′)]

We claim that G contains a clique of size k if and only if GSR on the Xi,j and R is satisfiable.

“⇒” Assume there exists a clique C = {v1, . . . , vk} ⊆ V in G with |C| = k. We claim that setting

σ(Xi,i) ← 〈i, i, vi, vi〉 for all 1 ≤ i ≤ k, and σ(Xi,j) ← 〈i, j, vi, vj〉 for all 1 ≤ i 6= j ≤ k gives a

satisfying assignment to GSR. Let Xi,j and Xi′,j′ be two variables such that |i − i′| + |j − j′| = 1.

Let σ(Xi,j) = 〈i, j, u, v〉 and σ(Xi′,j′) = 〈i′, j′, u′, v′〉. If i = i′, then u = u′ and v 6= v′ from the

definition of σ. If j = j′, then v = v′ and u 6= u′ from the definition of σ. Hence in both cases,

{〈i, j, u, v〉 , 〈i′, j′, u′, v′〉} ∈ R.

“⇐” Assume there is a solution σ to GSR on relation (X1,1, . . . , Xk,k, R). From the definition of R,

observe that for every fixed i there exists ui such that σ(Xi,j) = 〈i, j, ui, .〉 for every j. (In other

words, the third argument of every row is the same.) Similarly, for every fixed j there exists vj such

that σ(Xi,j) = 〈i, j, ., vj〉 for every i. (In other words, the fourth argument of every column is the

same.) By these two simple observations, for every 1 ≤ i ≤ k, there is no v and j 6= j′ such that

σ(Xi,j) = 〈i, j, ui, v〉 and σ(Xi,j′) = 〈i, j′, ui, v〉. (In other words, the fourth arguments of every row

are all different.) Assume, for contradiction, that σ(Xi,j) = 〈i, j, ui, v〉 and σ(Xi,j′) = 〈i, j′, ui, v〉
for some v 6= ui and j′ 6= j; that is, the value v occurs more than once in the i-th row. But then

σ(Xj′,j′) = 〈j′, j′, v, v〉 as Xi,j′ and Xj′,j′ are in the same column, and σ(Xj′,j) = 〈j′, j, v, x〉 as
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Xj′,j and Xj′,j′ are in the same row.. But as Xi,j and Xj′,j are in the same column, and σ(Xi,j) =

〈i, j, ui, v〉, we get x = v. In other words, σ(Xj′,j) = 〈j′, j, v, v〉. But this is a contradiction as σ

would not be a solution to GSR. Similarly, we can prove the same results for columns. Moreover,

the same argument shows that if σ(Xi,j) = 〈i, j, u, v〉, then σ(Xj,i) = 〈j, i, v, u〉. Using this kind

of reasoning repeatedly shows that there is a set of k different values C = {u1, . . . , uk} such that

δ(Xi,j) = 〈i, j, ui, uj〉. From the definition of R, C forms a clique in G.

Corollary 7.6.2. Achieving GAC for the GSR is intractable.

7.7 Decomposing Same Relation Constraints

We proved a series of negative results for Same Relation Constraints (SRCs). Even for simple constraint

graphs like DAGs and grids, SRCs pose intractable filtering problems. In this section, we investigate whether

we can exploit the fact that the same relation is enforced on all edges of a constraint graph to achieve

GAC on the corresponding binary CSP, where we consider the collection of individual binary constraints.

This will achieve the same propagation as propagating each constraint in isolation, unlike for example the

AllDiff constraint [160], which propagates the conjunction constraint. However, by making use of the added

structure of SRC, we will show how both theoretical and practical performance gains can be achieved. We

begin with the clique same-relation constraint.

7.7.1 Decomposing CSR

Using AC-4 [137] or any of its successors to achieve GAC, we require time O(n2d2) for a network of n2

binary constraints over n variables with domain size |D| = d. By exploiting the fact that the same relation

holds for all pairs of variables, we can speed up this computation.

AC-4 Approach

We follow in principle the approach from AC-4 to count the number of supports for each value. The core

observation is that a value l has the same number of supports k ∈ Di no matter to which Dj l belongs.

Therefore, it is sufficient to introduce counters supCount[i, l] in which we store the number of values in Di

which support l ∈ Dj for any j 6= i. In Algorithm 13 we show how these counters are initialized at the root

by counting the number of values in the domain of each variable that supports any given value l.
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1: Init-CSR (X1, . . . , Xn, R)
2: for all l ∈ D do
3: Sl ← {k ∈ D | (k, l) ∈ R}
4: end for
5: for all l ∈ D do
6: for all 1 ≤ i ≤ n do
7: supCount[i, l] ← |Di ∩ Sl|
8: end for
9: end for

Algorithm 13: Root-Node Initialization for the CSR Constraint

In Algorithm 14, we show how to filter the collection of binary constraints represented by the CSR so

that we achieve GAC on the collection. The algorithm proceeds in two phases. In the first phase, lines 2-12,

we update the counters based on the values that have been removed from variable domains since the last call

to this routine. We assume that this incremental data is given in ∆1, . . . , ∆n. For each value l that has lost

all its support in some domain Di as indicated by the corresponding counter supCount[i, l] becoming 0,

we add the tuple (i, l) to the set Q. The tuple means that l has to be removed from all Dj where j 6= i. In

the second phase, lines 13-26, we iterate through Q to perform these removals and to update the counters

accordingly. If new values must be removed as a consequence, they are added to Q.

Lemma 7.7.1. Algorithm 14 achieves GAC on the collection of binary constraints represented by the CSR

constraint in time O(nd2) and space O(nd) where n is the number of variables and d is the size of the value

universe D.
Proof. • GAC: The method is sound and complete as it initially counts all supports for a value and then

and only then removes this value when all support for it is lost.

• Complexity: The space needed to store the counters is obviously in Θ(nd), which is linear in the

input when the initial domains for all variables are stored explicitly. Regarding time complexity, the

dominating steps are step 6 and step 19. Step 6 is carried out O(nd2) times. The number of times

Step 19 is carried out is O(nd) times the number of times that step 13 is carried out. However, step 13

can be called no more than 2d times as the same tuple (i, l) cannot enter Q more than twice: after a

value l ∈ D has appeared in two tuples in Q it is removed from all variable domains.

AC-6 Approach

As it is based on the same idea as AC-4, the previous algorithm is practically inefficient in that it always

computes all supports for all values. We can improve the algorithm by basing it on AC-6 [11,13] rather than
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1: Filter-CSR (X1, . . . , Xn, R, ∆1, . . . , ∆n)
2: Q ← ∅
3: for all i = 1 . . . n do
4: for all k ∈ ∆i do
5: for all l ∈ Sk do
6: supCount[i, l] ← supCount[i, l]− 1
7: if supCount[i, l] == 0 then
8: Q ← Q ∪ {(i, l)}
9: end if

10: end for
11: end for
12: end for
13: while Q 6= ∅ do
14: (i, l) ∈ Q, Q ← Q \ {(i, l)}
15: for all j 6= i do
16: if l ∈ Dj then
17: Dj ← Dj \ {l}
18: for all k ∈ Sl do
19: supCount[j, k] ← supCount[j, k]− 1
20: if supCount[j, k] == 0 then
21: Q ← Q ∪ {(j, k)}
22: end if
23: end for
24: end if
25: end for
26: end while

Algorithm 14: AC-4-based Filtering Algorithm for the CSR Constraint

AC-4. Algorithms 15-17 realize this idea. In Algorithm 15 we show how to modify the initialization part.

First, the set of potential supports Sl for a value l ∈ D is now an ordered tuple rather than a set. Second,

support counters are replaced with support indices. The new variable supIndex[i, l] tells us the index of

the support in Sl which is currently supporting l in Di. Algorithm 16 shows how to find a new support for

a given value l from the domain of the variable i. The algorithm iterates through the ordered support list

until it reaches to the end of it, line 6, in which case it returns a failure or until it finds a new support value

k. Set-variable Tv,k is used to store the set of values that are currently being supported by value k that is

in the domain of variable v. In case a new support value l is found, Tv,k is extended by the value l, line

10. These three new data structures, Sl, supIndex[i, l] and Tv,k, allow us to quickly find values for which a

new support needs to be computed, which can be done incrementally as a replacement support may only be

found after the current support in the chosen ordering. This way, the algorithm never needs to traverse more

than all potential supports for all values.

Finally, Algorithm 17 provides a general outline to our AC-6 based propagator which again works in two
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1: initSup (X1, . . . , Xn, R)
2: for all l ∈ D do
3: Sl ← (k ∈ D | (k, l) ∈ R)
4: end for
5: T ← ∅
6: for all l ∈ D do
7: for all 1 ≤ i ≤ n do
8: supIndex[i, l] ← 0
9: newSup(X1, . . . , Xn, R, i, l)

10: end for
11: end for

Algorithm 15: Support Initialization for the CSR Constraint

phases, similar to its AC-4 based counter-part. In the first phase, lines 2-12, we scan the values that have

been removed from variable domains since the last call to this routine. We assume that this incremental data

is given in ∆1, . . . , ∆n. In line 6, we look for a new support for each value l that was previously supported

by a value k from the domain of variable i, which is now lost. If the value l is not supported anymore, it

is removed from the set Ti,k and the tuple (i,l) is added to the queue which means that l has to be removed

from all Dj where j 6= i. In the second phase, lines 13-26, we iterate through Q to perform these removals

and to update the set variables Tj,l accordingly. If new values must be removed as a consequence, they are

added to Q.

7.7.2 Decomposing BSR

Analogously to our results on the CSR Constraint, we can exploit again the knowledge that there is the same

relation on all edges in the complete bipartite constraint graph. Again, the time that AC-4 or AC-6 would

1: bool newSup (X1, . . . , Xn, R, i, l)
2: supIndex[i, l] ← supIndex[i, l] + 1
3: while supIndex[i, l] ≤ |Sl| and Sl[supIndex[i, l]] /∈ Di do
4: supIndex[i, l] ← supIndex[i, l] + 1
5: end while
6: if supIndex[i, l] > |Sl| then
7: return false
8: else
9: k ← Sl[supIndex[i, l]]

10: Tv,k ← Tv,k ∪ {l}
11: return true
12: end if

Algorithm 16: Support Replacement for the CSR Constraint
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1: Filter-CSR (X1, . . . , Xn, R, ∆1, . . . , ∆n)
2: Q ← ∅
3: for all i = 1 . . . n do
4: for all k ∈ ∆i do
5: for all l ∈ Ti,k do
6: if !newSup(X1, . . . , Xn, R, i, l) then
7: Q ← Q ∪ {(i, l)}
8: Ti,k ← Ti,k \ {l}
9: end if

10: end for
11: end for
12: end for
13: while Q 6= ∅ do
14: (i, l) ∈ Q, Q ← Q \ {(i, l)}
15: for all j 6= i do
16: if l ∈ Dj then
17: Dj ← Dj \ {l}
18: for all k ∈ Tj,l do
19: if !newSup(X1, . . . , Xn, R, j, k) then
20: Q ← Q ∪ {(j, k)}
21: Tj,l ← Tj,l \ {k}
22: end if
23: end for
24: end if
25: end for
26: end while

Algorithm 17: AC-6-based Filtering Algorithm for the CSR Constraint

need to achieve GAC on the collection of binary constraints that is represented by the BSR is in O(n2d2).

Following the same idea as for CSR, we can reduce this time to O(nd2).

We can devise an AC-6 based propagator for BSR in line with Algorithms 15-17. We can still use the

set of potential supports Sl for a value which stores ordered tuples and support indices supIndex[i, l] which

tell us the index of the support in Sl which is currently supporting l in Di. The only required modification

is that set variables Tv,k now has to be replaced with TA
v,k and TB

v,k to distinguish between the partitions of

constraint graph.

Lemma 7.7.2. Achieving GAC on the collection of binary constraints represented by the CSR constraint in

time O(nd2) and space O(nd) where n is the number of variables and d is the size of the value universe D.
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7.8 Numerical Results

The purpose of our experiments is to demonstrate the hypothesis that our CSR propagator brings substantial

practical benefits, and that therefore this area of research has both theoretical as well as practical merit. To

this end, we study two problems that can be modeled by the CSR. We show that filtering can be sped up

significantly by exploiting the knowledge that all pairs of variables are constrained in the same way. Note

that the traditional AC6 and the improved version for CSR achieve the exact same consistency, thus causing

identical search trees to be explored. We therefore compare the time needed per choice point, without

comparing how the overall model compares with the state-of-the-art for each problem as this is beyond the

scope of this chapter.

We performed a number of comparisons between our AC-4 and AC-6 based algorithms, and found that

the AC-6 algorithm always outperformed the AC-4 algorithm. This is not surprising, based both on our

theoretical analysis, and previous work showing AC-6 outperforms AC-4 [11]. Because of this and space

limitations we only present experiments using our AC-6 based algorithm.

All experiments are implemented using the Minion constraint solver on a Macbook with 4GB RAM

and a 2.4GHz processor. These experiments show that CSR is a very robust and efficient propagator, never

resulting in a slow-down in any of our experiments and producing over a hundred times speedup for larger

instances.

Clique Same-Relation Constraint: The first problem we consider is the Stable Marriage Problem. It

consists in pairing n men and n women into couples, so that no husband and wife in different couples prefer

each other to their partner. We refer the reader to [65] for a complete definition and discussion of previous

work on this problem. We use the hardest variant of this problem, where the men and women are allowed ties

in their preference lists, and to give a list of partners they refuse to be married to under any circumstances.

These two extensions make the problem NP-hard.

The standard model used in the CP literature keeps a decision variable for each man and woman where

each domain consists of the indices of the corresponding preference list. The model then posts a constraint

for each man-woman pair consisting of a set of no good pairs of values. We use the following, alternative

model. Our model has one decision variable for each couple, whose domain is all possible pairings. We post

between every pair of variables that the couples are ’stable’, and also do not include any person more than

once.

This model is inferior to specialized n-ary constraint for stable marriage problem [184], the intention is

not to provide a new efficient model for the stable marriage problem. The reason we consider this model

here is to show the benefits of using a CSR constraint in place of a clique of binary constraints.
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Couples
10 15 20 25 30 35 40 45 50

Probability 0.6 2.3 4.8 6.3 9.1 11.0 11.4 12.4 12.2 12.3
of attraction 0.9 3.8 4.9 6.5 6.9 8.6 9.2 10.1 11.4 12.9

Table 7.1: Average Speed-up for the Stable Marriage Problem.

The instances we consider are generated at random, with a fixed probability that any person will refuse to

be married to another. This allows us to vary the number of tuples in the constraints. As the search space is

the same size regardless of if we use our specialized CSR propagator or a clique of constraints (they achieve

the same level of consistency after all), we show only the speed-up that our algorithm provides per search

node. So, 2.0 means that our algorithm solved the problem twice as fast, or searched twice as many search

nodes per second. The CSR propagator was never slower in any experiment we ran. For each instance we

generated and solved 20 problems and took the average speed-up per choice point.

Table 7.1 shows the results. We note that CSR always provides a sizable improvement in performance,

that only increases as problem instances get larger and harder, increasing up to over 10 times faster for larger

instances.

The reason that the gain begins to reach a limit is that the size of the domains of the variable increases as

the square of the number of people, meaning the cliques of size 50 have variables of domain 2500. Book-

keeping work in the solver and algorithm for such large domains begins to dominate. Nevertheless, our

algorithm is still over 10 times faster for these large problems.

Clique Same-Relation Constraint: The second problem we consider is the Table Planning Problem.

The Table Planning Problem is the problem of sitting a group of people at tables, so that constraints about

who will sit with each other are satisfied. Problems like this one often occur in the planning of events.

An instance of the Table Planning Problem (TPP) is a triple 〈T, S, R〉 where T is the number of tables

and S is the size of each table. This implies there are S × T people to sit. R is a symmetric relation on the

set {1, . . . , S×T}, which i is related to j if people i and j are willing to sit on the same table. A solution to

the TPP therefore is a partition of people, denoted by the set {1, . . . , S×T}, where each part of the partition

represents a table. Therefore in any solution each member of this partition must be of size S and all pairs of

numbers within it must satisfy R.

We consider instances of TPP with three tables and where R is generated randomly, with some fixed

probability of each edge, and its symmetric image, being added. The model we use is an S×T matrix, with

each variable having domain {1, . . . , S × T}. The constraints are that each row (representing a table) has a

clique of the constraint R and a single AllDifferent constraint on all the variables. We consider representing

the cliques of the constraint R either as separate constraints, or using our propagator.
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People Per Table
30 40 50 60 70 80 90 100

0.4 15 37 58 76 90 105 117 136
Probability 0.5 11 33 51 66 80 81 83 91
of edge 0.6 13 31 49 63 77 76 77 78

0.8 7 18 21 27 33 34 36 38
0.9 5 6 8 14 15 19 20 22

Table 7.2: Average Speed-up for the Table Planning Problem.

As we know that the size of search will be identical, regardless of how the cliques of R are implemented,

we show only the speed-up achieved by our improved propagator. We run each of the following experiments

for ten different randomly generated relations, and take an average of the speed-ups achieved. We measure

speed-up based on the number of nodes per second searched in ten minutes, or how long it takes to find the

first solution or prove no solution exists, whichever is fastest.

Our results are presented in Table 7.2. We observe large, scalable gains for larger problems, with over 20

times speed-up for the densest problems. For sparser constraints, we even achieve over 100 times speed-up

using our CSR propagator instead of a clique of constraints. This shows again how well the CSR propagator

scales for larger problems, achieving immense practical improvements.

7.9 Conclusion

We have looked at generalizing the famous AllDifferent to cliques of other constraints, and also other stan-

dard patterns such as bipartite, directed acyclic, and grid graphs. Unlike with the AllDifferent case, these

constraints pose intractable filtering problems. By making use of the structure however, we can still pro-

vide substantial improvements in both theoretical and practical performance using new, generic algorithms.

We have performed benchmarking across two problems using an AC-6 based decomposition algorithm on

the CSR constraint. The experimental results show substantial gains in performance, proving that is worth

exploiting the structure of same-relation constraints.

In the future, now we have laid down a theoretical framework, we will consider further benchmarks.

In particular, we are interested to study how same-relation constraints interact with other global constraints.
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Part V

Concluding Remarks

122



CHAPTER EIGHT

Related Work



All sciences characterize the essential nature of systems they study. These characterizations

are invariably qualitative in nature, for they set the terms with which more detailed knowledge

can be developed....

The study of logic and computers has revealed to us that intelligence resides in physical symbol

systems. This is computer science’s most basic law of qualitative structure. Symbol systems

are collections of patterns and processes, the latter being capable of producing, destroying and

modifying the former. The most important property is that they can designate objects, processes

or other patterns, and that when they designate processes they can be interpreted....

A second law of qualitative structure for artificial intelligence is that symbol systems solve prob-

lems by generating potential solutions and testing them —that is by searching. Solutions are

usually sought by creating symbolic expressions and modifying them sequentially until they sat-

isfy the conditions for a solution.

— Newell and Simon, Turing Award Lecture (1976)

In their Turing award lecture, apart from the symbolic patterns to represent significant aspects of a prob-

lem domain, Newell and Simon argue that intelligent activity is achieved through the use of:

– Operations on symbolic patterns to generate potential solutions to problems.

– Search to select a solution from among these possibilities.

A major focus of research has been defining symbol structures and operations necessary for intelligent

problem solving and developing strategies to efficiently and correctly search potential solutions generated

by these structures and operations. These are the interrelated issues of inference and search; together, they

are at the heart of many efficient combinatorial solvers. As such, our thesis in which we studied efficient

search procedures for solving combinatorial problems is built upon many of the previous work done in

this direction. Our goal is to make the connection with previous work with respect to each chapter of this

thesis.

In Chapter 3, we studied dichotomic search which augments a feasibility solver to address an optimiza-

tion problem by repeatedly partitioning the interval in which the possible optimal solution can lie. We

addressed the trade-off between a typically much-smaller number of calls as in binary search versus much

smaller cost of the calls as in linear search. This was previously studied in the context of binary search trees

in [20]. The authors investigated skewed binary search trees. It was observed that a dominating factor over

the running time for a search query in a binary search tree is the number of cache faults performed. Then,

an appropriate memory layout of a binary search tree was claimed to have potential to reduce the number of
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cache faults. Similar to observations in phase transition experiments [35,91,119,138], that finding a satisfy-

ing solution and proving infeasibility incur different costs, the authors of [20] are motivated by the fact that,

when conducting a search, branching to the left or right at a node does not necessarily have the same cost.

They consider skewed binary search trees where the ratio between the size of the left subtree and the size

of the tree is a fixed constant (a ratio of 1/2 gives perfect balanced trees). Experimental results showed that

skewed binary search trees can perform better than perfect balanced search trees in various memory layouts.

Interestingly, the authors conclude that the improvements in the running time are on the order of 15%, which

is similar to gains that we observed in the context of solving optimization problems in Chapter 3. There

are also binary search trees of bounded balance [145]. This class of binary search trees contain a parameter

which can be varied to compromise between short search time and infrequent restructuring. There also exist

self-adjusting binary trees [171]. An evaluation of self-adjusting binary search tree techniques can be found

in [10].

Our dichotomic search protocol for constrained optimization can be seen as a dynamic/adaptive search

strategy, and there exists a wealth of research on search algorithms that adopts itself dynamically as search

progress. While conceptually our protocol is a complete search procedure, adaptive mechanism are stud-

ied extensively in local search approaches. In particular, the adaptive search algorithm was proposed as a

generic, domain independent constraint-based local search method in [28, 29]. Another adaptive strategy is

the greedy randomized adaptive search procedures (GRASP) which was introduced in [53, 85]. The details

of this algorithm can be found in Section 2.4.3. There is a variant of GRASP which is known as reactive

GRASP [152]. In this variant, the size of the restricted candidate list is dynamically adjusted depending on

the quality of recently generated solutions. Similarly, the reactive variant of the tabu search algorithm [6]

considers dynamically adjusting the search parameters based on the search history. In particular, the size of

the tabu list is automatically updated when some configurations are repeated too often.

In Boolean satisfiability domain, dynamic local search algorithms are popular with adaptive extensions.

The well-known WalkSAT algorithm [169] has an extension with an adaptive noise mechanism which dy-

namically adjusts the noise setting based on the time elapsed since the last improvement in the number of

satisfied clauses has been achieved [94]. Similarly, the reactive scaling and probabilistic smoothing algo-

rithm [98], assigns a clause penalty to each clause in boolean formula, and the search evaluation function

is the sum of the clause penalties of unsatisfied clauses. The algorithm reactively changes the smoothing

parameter during the search process whenever search stagnation is detected.

Next, we introduced dialectic search which is in close relation with many existing local search meta-

heuristics. The goal of merging thesis and antithesis in the best way so as to find an improving solution;

namely the synthesis, can be viewed as an optimization problem. In that regard, dialectic search can be

seen as an iterated local search(ILS) [177]. In fact, in the extreme case where the antithesis is defined as
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modifying the thesis based on only one solution component, we reduce to an iterated local search algorithm.

Notice also that, in that extreme case, the synthesis would become an antithesis that does degrade the solution

value of the thesis. In the other extreme case, where the antithesis is defined as a random solution in the

search space, dialectic search becomes a restarted greedy heuristic.

It is found empirically that optimization problems often exhibit a correlation between the fitness of local

optima and their average distance to each other. This is known as the big valley structure [17]. The idea

to merge thesis and antithesis aims at capturing this structure. Now, there might be multiple ways of how

to merge two given solutions. In Section 4.2.2, we presented a procedure that computes a synthesis. This

procedure closely resembles the path-relinking technique [71]. The fact that variables which have already

been assigned their target value become tabu and are no longer allowed to change their values can be viewed

as a kind of tabu search [6]. There is also a clear connection between the cross-over operator in genetic al-

gorithms, where an intermediate solution is generated from parent solution, and our merge process to obtain

a synthesis. When the problem of generating a synthesis is considered as an optimization problem itself,

and the goal is to seek for the best possible combination of thesis and antithesis, then, dialectic search be re-

lated to variable neighborhood search [83], and very large scale neighborhood search [2,181]. Conceptually,

dialectic search is a single-point local search algorithm. As such, it differs from multi-point local search

algorithms such as genetic algorithms and ant-colony optimization. However, one commonality between

dialectic search and multi-point local search algorithms is the fact that they naturally lend to parallelization.

For dialectic search algorithm, the phase where we generate antithesis solutions from the thesis can be paral-

lelized so that the modification of the thesis and the merge process that follows, can be carried out for many

different antithesis solutions simultaneously.

In terms of computational results on constraint satisfaction problems, after our paper [110], other re-

searchers in the constraint programming community were also interested in solving the Costas arrays prob-

lem. Generating Costas arrays is a highly combinatorial problem, and the combination of alldifferent

constraints admits only very few feasible solutions. This problem is related to three well-known CSPs: the

nqueens problem, the all-interval series problem and the Golomb’s ruler problem but it is much harder to

solve. In [41] an adaptive search algorithm was proposed for the problem. This algorithm improves over our

results presented in [110]. The authors conduct further experiments where they consider a parallel version

of their adaptive search algorithm [42]. Experimental results showed that nearly linear speedups can be

achieved on several hundreds of cores.

The work presented in Chapter 5 investigates variable and value selection heuristics, and it is solely based

on the impact-based search strategy [158]. One important aspect of black-box solvers is a domain indepen-

dent search procedure. Impact-based search (IBS) strategy was proposed to this end as a generic and robust
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search algorithm. It is motivated by the strong branching and pseudo-cost branching concepts in mathemat-

ical programming. It works by averaging the observed search space reduction due to constraint propagation

after each variable-value assignment, and favoring the variable-value assignments with high impact. IBS was

shown to perform well across different classes of problems. Other impact measures have also been designed.

An alternative impact definition is based on the solution counting technique which exploits the structure of

global constraints in CP. This search algorithm is based on exact or estimated solution counts. Another gen-

eral purpose search goal is known as conflict-directed heuristics which was proposed in [18]. This strategy

is also known as weighted-degree heuristic. It uses weights for each constraint to identify variables which

are the sources of inconsistencies in a problem. In the beginning, all constraints are given an initial weight

of 1. Each time the constraint causes a failure during search, its weight is incremented by 1. The weighted

degree of a variable is the sum of the weights of constraints that includes this variable in its scope, and has at

least one other uninstantiated variable. The heuristic chooses the variable with largest weighted degree. The

main drawback of this heuristic is that it has the least information available when making its most important

choices, i.e., its first few selections. In fact the heuristic has no weight information, other than the degrees

of the variables, up until at least one failure has occurred. We observed the same issue when incorporating

variance information in impact-based search strategy. In order to overcome this problem, we computed both

local impacts, i.e., the actual impact value of each variable-value assignment, and the node impacts which

are the estimated impact values.

Recently, activity-based search is proposed in [135]. The idea behind this strategy is to count the activity

of a variable during propagation. A counter for each variable is initialized by a probing process and updated

during search. The key features of this algorithm are; first, the activity counters are independent of the

variable domains, second, it is not based on specific constraints contrary to solution-centric approaches, and

third, it does not treat every constraint equally as in weighted-degree heuristic which increments the counter

of each constraint by 1, although only a subset of them might be related to the inconsistency. It would be

interesting to further study whether our work on incorporation variance information could be extended to

the activity-based search.

With respect to our work on grammar constraint in Chapter 6, the idea of specifying constraints based

on formal languages has been studied previously for regular grammars in [9, 25, 116, 149]. The regular

constraint specifies an assignment of a sequence of variables that forms a string from a regular language.

Many constraints can be encoded as a regular constraint. One drawback of this constraint is that it might

not be expressive enough to succinctly encode some specifications, or the resulting automata can be very

large in some cases. This, in turn, causes extensive memory consumption and slows down the search [154].

Grammar constraints can be more expressive, but this expressiveness comes at the price of more expensive

filtering algorithms.

127



In Chapter 6, we investigated a time-and space efficient incremental filtering algorithm for context-free

grammar constraints. Another filtering algorithm based on AND/OR graphs is presented in [155]. This ap-

proach, however, might have extensive memory consumption that can be prohibitive for performance as was

the case in our experiments on shift-scheduling benchmarks. There has been also some work done to impose

restriction on the specification of the context-free grammar constraints to ensure some properties, such as,

permitting linear parsing algorithms while being more expressive than regular grammars [114].

There is some work done in order to extend of grammar constraints for the cases that exhibit preferences

among feasible solutions. There are two variants that address this setting. One approach is due to our work in

Section 6.6 which investigates cost-based filtering when there is cost value associated with each value. The

other approach is presented in [115] where each production rule is associated with a cost value. The latter

approach is then extended to enforce the soft grammar constraint [115]. Similarly, the cost regular

constraint is presented in [40]. In general, the combination of a global constraint with an algebraic constraint

that guides the search toward improving solutions is commonly referred to as an optimization constraint. The

task of achieving generalized arc-consistency is then often called cost-based filtering [58]. Optimization

constraints and cost-based filtering play an essential role in constrained optimization and hybrid problem

decomposition methods such as CP-based Lagrangian Relaxation [156] were studied. Inspired by the global

constraints based on formal languages in CP domain, there has been some work proposed to use formal

languages for modeling of such substructures in MIP to solve optimization problems [30]. Lastly, in a

theoretical study, it was shown that how grammar constraints can be linearized in a way that the resulting

polytope has only integer extreme points [117].

Finally, in Chapter 7 we studied whether there exists tractable propagators for the same-relation con-

straints on various constraint networks. The study of tractable cases has been an important line of research

in CP. We can identify two general approaches. The first one is to identify forms of constraints that en-

sure tractability regardless of how they interact with each other [22, 51]. The work in this line has lead

to identifying the algebraic property known as polymorphisms [103]. The second approach is to identify

constraint networks which ensure tractability regardless of the forms of constraints that are enforced [38].

The latter approach has been used to characterize tractable cases of bounded-arity CSPs [36]. A special

case of same-relation constraints is studied in [52]. In this work, the authors study CSPs with multiple

all different constraints whereby they consider assumptions such as the variables being linearly ordered

so that all all different constraints are defined over intervals of variables in this order.
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CHAPTER NINE

Conclusions



9.1 Efficient Search Procedures for Solving Combinatorial Problems

In the introduction, we started with the following observation:

On one hand, we have extremely difficult combinatorial problems due to their intrinsic com-

plexity, and on the other hand, we have provably polynomial inference algorithms. As such, the

solution process heavily depends on (exponential) search.

Assuming P 6= NP , this of course means that we cannot guarantee perfect choices during search.

However, the important realization was that this is a worst-case statement, and the goal was to make very

good choices on average. Accordingly, our claim was that there is an immense potential for improvement

by boosting the average-case search performance.

We believe that we have covered important aspects related to search, and our results support the state-

ment above. We developed efficient search procedures that can be used in a tree search approach, designed a

dichotomic search protocol for constrained optimization, and introduced a novel local search meta-heuristic.

We presented substantial performance gains on important problems from different domains; constraint satis-

faction, continuous optimization, and constrained optimization. Below we summarize the main contributions

of our work.

Part - I: Complete Search

We studied skewed binary search for constrained optimization. Under a cost model where negative trials

incur more cost than positive trials, we proposed a search algorithm that is optimal in the expected and

the worst case. We showed how to benefit from this theoretical study in practice using a heuristic search

algorithm.

We believe this method has potential to change the way constraint systems perform binary search for

finding optimal solutions. As long as an optimization system offers a timeout or fail limit facility, our

dichotomic search protocol can be implemented fairly simply, and should provide substantial speed ups over

binary search, and over improving the objective function one unit at a time.

Part - II: Incomplete Search

Next, we introduced dialectic search as a local search meta-heuristic. We showed how to develop simple yet

effective stochastic local search algorithms for generating Costas arrays and for the set covering problem.

The concept of dialectic search allowed us to develop functions for exploitation and exploration in separation.
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We improved over the state-of-the-art set covering solvers and provided previously unknown bounds on well-

known OR-Library instances. Hence, dialectic search stands as an appealing framework for devising highly

efficient local search algorithms for practitioners working on constraints.

Part - III: Variable and Value Selection

We proposed a simple modification to impact-based search which improved the performance of this general-

purpose search heuristic. Rather than considering the mean reduction only, we considered the idea of in-

corporating the variance in reduction. Experimental results showed that including variance can be benefi-

cial in several cases. This is an easy enhancement to be considered for impact-based search implementa-

tions.

Part - IV: The Interplay between Search and Inference

Lastly, we studied the interaction between search and inference. Our incremental filtering algorithm for

context-free grammar constraints bridges the gap between having a propagator in theory, and embedding it

in an active tree search for solving problems in practice. We also showed how to use our propagator for

guiding the value selection during search. Grammar constraints can serve as powerful, highly expressive

modeling entities for constraint programming in the future, and the incremental algorithm we developed can

help to tackle computational problems that arise in the context of grammar constraint filtering.

For binary constraint satisfaction problems, we considered various constraint graphs where the sets of

pairs of variables all share the same relation. From a theoretical point of view, we proved that most same-

relation constraints pose NP-hard filtering problems. From a practical point of view, we showed how to lever-

age this structure to develop generic filtering algorithms that can be used in a tree search approach.

We now conclude our thesis by giving advice to practitioners, and pointing out future directions for

research.

9.2 General Advice for Practitioners

Based on our experience when dealing with various combinatorial problems, we provide some general advice

to practitioners who would like to design search procedures for their problems.
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9.2.1 Dichotomic Search Protocols

Search Interval: When dealing with constrained optimization problems, the gap between the upper and

lower bound is of great practical importance. While it is desirable to have a smaller gap, our experience

is that the skewing procedure cannot realize its full potential when the gap is too narrow. For example,

a constrained optimization problem where the optimal should be 1 to 50, assume we are solving a map

coloring problem with 50 nodes, the lower and upper end is too close to observe the effect of the skewing

procedure. In such cases, skewed binary search and binary search consider almost identical trials.

Cost of Negative Trials: There are some issues that needs to be addressed when the theoretical model

presented in Section 3.2 is to be applied in practice. First of all, failures do not generally incur costs that are

a constant factor higher than those of positive trials. We could of course try to estimate such a ratio based

on our experience with past trials. However, when the skewed search actually works well we hope to avoid

negative trials as best as we can, so there will be very little statistical data to work with.

Our experience is that the Streeter-Smith strategy [175] neatly addresses this issues which is due to the

disconnect between the theoretical model and the optimization practice. Using a fail-limit and considering

potentially incomplete trials provide the necessary observations during search to estimate the cost of negative

trials over positive trials. We can then employ our skewing procedure based on that cost ratio.

Fail-Limit: Another issue that is of importance for practical efficiency is regarding how to update the fail-

limit parameter. The Streeter-Smith strategy doubles the fail-limit once the search interval is consumed and

no improving solution is found. For the constraint satisfaction problems we considered, our observation is

that updating fail-limits more rapidly, but in a linear fashion, yield better results. We have chosen to increase

the fail-limit parameter after each inconclusive trial using a constant fail limit step.

Backtracking Search: In practice, we might hope to benefit from a clustering of good solutions. That is,

once we find a new upper bound, there may be other solutions that further improve the upper bound and can

be found quickly by investing more on search. We found this to be quite often the case when an improving

solution is found. Hence, it is beneficial not to terminate the search immediately after a feasible solution is

found, but instead to explore further within the current fail-limit.

Improving the Bounds: When CP-based approaches are used to deal with optimization problems, there

is a problem with loose lower bounds. For example, in MIP approaches certain relaxations, e.g., the linear

relaxation, can provide tight lower bounds. Missing such bounding procedures in CP, the lower bounds that

we can compute may be so bad that we may not even strive to find and prove an optimal solution. The goal

then may be to compute high quality solutions as quickly as possible.
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9.2.2 Dialectic Search

While the general outline of dialectic search as presented in Section 4.2 leaves open doors on how to define

the thesis, the antithesis, and the synthesis, ww find the following approach to work well in general.

The thesis can be initialized with a random solution, similar to many other local search algorithms.

Applying a greedy heuristic to improve the initial thesis is often useful. It is not a concern to intensify

the search aggressively, since the antithesis will provide the necessary exploration mechanism and force

a randomized move in the solution space. After all, the global optimum is also a local optimum, hence,

applying greedy heuristics help in finding improving solutions. In general, the antithesis is a randomized

perturbation of parts of the thesis and the greedy improvement consists in moving to the best neighbor until

no more such moves are available. When moving from the thesis to antithesis, considering the steps in a

greedy fashion is also useful. The best solution found in this path; namely, synthesis, can again be improved

with a greedy heuristic. Finally, it is important to also accept solutions that does not improve over the thesis,

as long as they are equally good. This provides the search with the necessary freedom to move around

neighboring solutions.

9.2.3 Impact-Based Search

It is important that impacts of variables are initialized before the search starts. In [158] the author presents

different strategies on how impact values can be initialized. In general, it is costly to consider local impacts,

i.e., the actual impact values found by committing a particular assignment. However, we found out that using

local impacts pays off at the root node as the decisions made higher in tree are important.

9.2.4 Context-Free Grammar Constraints

While the size of the context-free grammar does not matter for the asymptotic worst-case complexity of the

grammar constraint filtering, it does matter in practice. It is therefore beneficial to reduce the size of the

grammar. For that purpose, we can apply minimization techniques from the theory of formal languages [96]

before initiating the grammar constraints. Also, we noticed that in many rostering and scheduling bench-

marks symmetries play a significant role. Consider for instance an employee scheduling problem with

equally skilled employees. As we mentioned in Section 6.8, reordering of variables in the given sequence

is one possibility to address this issue. Other than breaking symmetries, reordering can further help in re-

ducing the size of the grammar, or the number of states of the finite state automaton in the case of regular

constraint.
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9.2.5 Clique-Same Relation Constraint

We found the propagator based on AC-6 algorithm for the clique-same relation constraint to be superior to

its counterpart based on AC-4. We also note that, while linear speed up can be achieved in theory exploiting

knowledge that every pair of variables share the same relation, the improvements seen in practice start to

level out when the variables have domains of size more than two thousand values. This is because the book

keeping in the algorithm (and potentially in the constraint solver) starts to dominate.

9.3 Future Work

We have presented significant theoretical and practical contributions and answered a variety of important

questions. However many directions for future research remain unexplored. Search, in general, is a rich

and fruitful field and offers opportunities for further improvement. We thus hope that other researchers

will join in the quest for solving constraint satisfaction and constrained optimization problems, and advance

the existing analysis, techniques, and applications. For future work, several interesting directions can be

investigated. These include, but are not limited to:

• The main drawback when variance information is incorporated in impact-based search is that it has the

least information available when making its most important choices, i.e., its first few selections. This

is also a problem for other search strategies, see e.g., weighted degree heuristic [18]. This drawback

can be addressed by combining the heuristic with restarting strategies such as a sampling process

for gathering information. In principle this aims at learning with restarting in order to improve a

non-restarted learning strategy.

• Conversely, as the search progresses we may want to base our guesses on recent variance information

about the impact values, rather than considering old statistics gathered in the early stages of the search

which might not be indicative anymore, or worse, might have deteriorating effect. For example, the

recent activity-based search heuristics [135] relies on a decaying sum to forget the oldest statistics

progressively. This idea can be adapted in our strategy.

• The idea of using statistical measures, such as variance, to improve the accuracy of search heuristics

can be further applied to other general-purpose search algorithms. One possibility is to consider the

recently introduced activity-based search heuristic [135].

• There is no clear understanding regarding the difference (or the similarity) between the variance seen

in variable impacts and value impacts. It remains an open question whether both should be threated

in the same way. The fact that we might get lucky sometimes and exploit good value orderings that
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lead to feasible solutions further complicates the experimental results, and makes it difficult to make

the distinction between the variable and value impacts. To reduce such side effects to a minimum,

it would be interesting to work on almost satisfiable infeasible instances for which the whole search

space needs to be exhausted.

• We note that the idea behind skewed binary search can be extended for the branch-and-bound algo-

rithm which can be parametrized to improve bounds more aggressively. Based on the hardness of the

current sub-problem the bounding procedure can consider aggressive or defensive bounds, and adjust

itself dynamically during search.

• The dialectic search algorithm lends itself naturally to parallelization. We can generate many antithesis

solutions upon the same thesis solution in parallel. The best solution found among simultaneous merge

processes, becomes the starting point of the next parallel execution. Notice that each antithesis is

an independent source of exploration and there is no communication between parallel computations

except when all syntheses solutions are computed and one has to select the best one among them.

In conclusion, we believe that it is possible to achieve the same level of success and excellence in search

as in inference. In its entirety, we consider the work done in this thesis as a contribution toward this goal,

and hope that further research will enhance the development of efficient search procedures for solving chal-

lenging combinatorial problems that arise in the context of constraint satisfaction and constrained optimiza-

tion.
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APPENDIX A



A.1 Experimental Results – Set Covering Problem

We present the details of the experimental results given in Chapter 4 comparing dialectic search, HEGEL,

with the iterative greedy algorithm, ITEG, from [132] and tabu search, TS, from [141] on 70 well-known

Set Covering instances from the OR-Library [7]. These instances involve up to 400 items and 4000 sets. In

order to compare with ITEG and TS which were developed for the uni-cost SCP, the costs of all sets are set

to one.

ITEG was run on a multi-user Silicon Graphics IRIX Release 6.2 IP25, 194MHz MIPS R10000 processor

and TS was run on a Pentium 4 with 2.4GHz. When comparing with ITEG, we use again our Pentium III

733MHz machine and we divide the cutoff times reported for ITEG by a factor of 4 which corresponds to

the SPECint95 ratio of the two machines used. For the comparison with TS, we use an AMD Athlon 64 X2

Dual Core Processor 3800 2.0 GHz machine which is slightly slower than the machine used in [141].
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Table A.1: Numerical Results for the Set Cover Problem. We present the

average solution (standard deviation), best solution (standard deviation),

average time to find the best solution, and the time limit used. Hegel was

run 50 times on each instance, ITEG data were taken from [132] who ran

their algorithms 10 times on each instance. The authors of ITEG do not

report average runtime for each instance which is denoted with a dash.

AvgSol BestSol AvgTime TimeLimit

Class ITEG HEGEL ITEG HEGEL ITEG HEGEL ITEG HEGEL Speedup

scpa1 39.10 39.02 (0.14) 39.00 39.00 - 2.12 (1.82) 7.50 7.50 1.00

scpa2 39.10 39.06 (0.24) 39.00 39.00 - 1.56 (1.00) 7.50 7.50 1.00

scpa3 39.00 39.00 (0.00) 39.00 39.00 - 0.66 (0.64) 7.50 7.50 1.00

scpa4 38.00 38.00 (0.00) 38.00 38.00 - 1.94 (1.47) 7.50 7.50 1.00

scpa5 38.70 38.78 (0.41) 38.00 38.00 - 1.61 (1.87) 7.50 7.50 1.00

scpb1 22.00 22.00 (0.00) 22.00 22.00 - 0.40 (0.11) 15.00 2.50 6.00

scpb2 22.00 22.00 (0.00) 22.00 22.00 - 0.23 (0.05) 15.00 2.50 6.00

scpb3 22.00 22.00 (0.00) 22.00 22.00 - 0.36 (0.19) 15.00 2.50 6.00

scpb4 22.00 22.04 (0.20) 22.00 22.00 - 0.78 (0.45) 15.00 2.50 6.00

scpb5 22.20 22.00 (0.00) 22.00 22.00 - 0.57 (0.30) 15.00 2.50 6.00

scpc1 43.50 43.40 (0.49) 43.00 43.00 - 3.37 (2.74) 10.00 10.00 1.00

scpc2 43.50 43.70 (0.46) 43.00 43.00 - 2.23 (2.88) 10.00 10.00 1.00

scpc3 43.60 43.36 (0.48) 43.00 43.00 - 3.30 (2.60) 10.00 10.00 1.00

scpc4 43.10 43.04 (0.20) 43.00 43.00 - 4.10 (2.30) 10.00 10.00 1.00

scpc5 43.50 43.70 (0.46) 43.00 43.00 - 2.16 (2.05) 10.00 10.00 1.00

scpd1 25.00 24.34 (0.47) 25.00 24.00 - 1.51 (1.29) 27.50 5.00 5.50

scpd2 25.00 25.00 (0.00) 25.00 25.00 - 0.36 (0.07) 27.50 5.00 5.50

scpd3 25.00 24.98 (0.14) 25.00 24.00 - 0.48 (0.48) 27.50 5.00 5.50

scpd4 25.00 24.98 (0.14) 25.00 24.00 - 0.73 (0.33) 27.50 5.00 5.50

scpd5 25.00 25.00 (0.00) 25.00 25.00 - 0.67 (0.28) 27.50 5.00 5.50

scpe1 5.00 5.00 (0.00) 5.00 5.00 - 0.00 (0.00) 2.50 0.10 25.00

scpe2 5.00 5.00 (0.00) 5.00 5.00 - 0.01 (0.01) 2.50 0.10 25.00

scpe3 5.00 5.00 (0.00) 5.00 5.00 - 0.01 (0.01) 2.50 0.10 25.00

scpe4 5.00 5.00 (0.00) 5.00 5.00 - 0.01 (0.01) 2.50 0.10 25.00

scpe5 5.00 5.00 (0.00) 5.00 5.00 - 0.01 (0.01) 2.50 0.10 25.00

scp41 38.00 38.82 (0.38) 38.00 38.00 - 0.45 (0.56) 2.50 2.50 1.00

scp42 37.00 37.00 (0.00) 37.00 37.00 - 0.24 (0.17) 2.50 2.50 1.00
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scp43 38.00 38.00 (0.00) 38.00 38.00 - 0.27 (0.15) 2.50 2.50 1.00

scp44 39.10 39.30 (0.50) 39.00 38.00 - 0.80 (0.64) 2.50 2.50 1.00

scp45 38.00 38.58 (0.49) 38.00 38.00 - 0.74 (0.71) 2.50 2.50 1.00

scp46 37.80 37.86 (0.35) 37.00 37.00 - 0.49 (0.64) 2.50 2.50 1.00

scp47 38.40 38.94 (0.47) 38.00 38.00 - 0.94 (0.68) 2.50 2.50 1.00

scp48 37.70 37.88 (0.32) 37.00 37.00 - 0.68 (0.46) 2.50 2.50 1.00

scp49 38.10 38.88 (0.32) 38.00 38.00 - 0.38 (0.49) 2.50 2.50 1.00

scp410 38.60 39.00 (0.00) 38.00 39.00 - 0.70 (0.48) 2.50 2.50 1.00

scp51 34.90 34.98 (0.14) 34.00 34.00 - 0.39 (0.29) 2.50 2.50 1.00

scp52 34.70 34.92 (0.27) 34.00 34.00 - 0.45 (0.43) 2.50 2.50 1.00

scp53 34.00 34.16 (0.37) 34.00 34.00 - 0.85 (0.64) 2.50 2.50 1.00

scp54 34.00 34.10 (0.30) 34.00 34.00 - 1.02 (0.59) 2.50 2.50 1.00

scp55 34.10 34.32 (0.47) 34.00 34.00 - 0.86 (0.63) 2.50 2.50 1.00

scp56 34.50 34.50 (0.50) 34.00 34.00 - 0.83 (0.70) 2.50 2.50 1.00

scp57 34.00 34.04 (0.20) 34.00 34.00 - 0.68 (0.46) 2.50 2.50 1.00

scp58 34.90 34.28 (0.45) 34.00 34.00 - 1.03 (0.64) 2.50 2.50 1.00

scp59 35.00 35.14 (0.35) 35.00 35.00 - 0.85 (0.65) 2.50 2.50 1.00

scp510 34.60 34.72 (0.45) 34.00 34.00 - 0.66 (0.50) 2.50 2.50 1.00

scp61 21.00 21.00 (0.00) 21.00 21.00 - 0.09 (0.03) 15.00 2.50 6.00

scp62 20.30 20.02 (0.14) 20.00 20.00 - 0.59 (0.52) 15.00 2.50 6.00

scp63 21.00 21.00 (0.00) 21.00 21.00 - 0.09 (0.03) 15.00 2.50 6.00

scp64 21.00 20.76 (0.43) 21.00 20.00 - 0.38 (0.60) 15.00 2.50 6.00

scp65 21.00 21.00 (0.00) 21.00 21.00 - 0.11 (0.06) 15.00 2.50 6.00

scpnre1 17.00 17.00 (0.00) 17.00 17.00 - 0.48 (0.13) 8.50 1.00 8.50

scpnre2 17.00 17.00 (0.00) 17.00 17.00 - 0.45 (0.09) 8.50 1.00 8.50

scpnre3 17.00 17.00 (0.00) 17.00 17.00 - 0.37 (0.01) 8.50 1.00 8.50

scpnre4 17.00 17.00 (0.00) 17.00 17.00 - 0.38 (0.03) 8.50 1.00 8.50

scpnre5 17.20 17.00 (0.00) 17.00 17.00 - 0.46 (0.16) 8.50 1.00 8.50

scpnrf1 10.30 10.40 (0.49) 10.00 10.00 - 0.57 (0.20) 16.50 1.00 16.50

scpnrf2 10.40 10.42 (0.49) 10.00 10.00 - 0.61 (0.25) 16.50 1.00 16.50

scpnrf3 10.60 10.54 (0.50) 10.00 10.00 - 0.52 (0.15) 16.50 1.00 16.50

scpnrf4 10.50 10.46 (0.50) 10.00 10.00 - 0.56 (0.21) 16.50 1.00 16.50

scpnrf5 10.70 10.36 (0.48) 10.00 10.00 - 0.60 (0.21) 16.50 1.00 16.50

scpnrg1 62.40 62.22 (0.54) 62.00 61.00 - 2.86 (0.90) 6.50 5.00 1.30

scpnrg2 62.50 62.20 (0.45) 62.00 61.00 - 2.99 (1.11) 6.50 5.00 1.30
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scpnrg3 62.80 62.70 (0.50) 62.00 62.00 - 2.83 (1.03) 6.50 5.00 1.30

scpnrg4 63.70 62.84 (0.42) 62.00 62.00 - 2.93 (0.99) 6.50 5.00 1.30

scpnrg5 62.70 62.82 (0.43) 62.00 62.00 - 2.70 (0.91) 6.50 5.00 1.30

scpnrh1 34.80 34.50 (0.50) 34.00 34.00 - 1.60 (0.53) 15.00 2.50 6.00

scpnrh2 34.70 34.48 (0.50) 34.00 34.00 - 1.51 (0.38) 15.00 2.50 6.00

scpnrh3 34.80 34.42 (0.49) 34.00 34.00 - 1.73 (0.60) 15.00 2.50 6.00

scpnrh4 35.00 34.56 (0.50) 34.00 34.00 - 1.58 (0.52) 15.00 2.50 6.00

scpnrh5 34.60 34.48 (0.50) 34.00 34.00 - 1.64 (0.54) 15.00 2.50 6.00
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Table A.2: Numerical Results for the Set Cover Problem. We present

the average runtime (standard deviation) in seconds for finding the best

solution in each run, as well as the average solution quality and the best

solution quality. Hegel was run 50 times on each instance and TS data

were taken from [141] who ran their algorithms 10 times on each in-

stance.

AvgSol BestSol AvgTime

Class TS HEGEL TS HEGEL TS HEGEL Speedup

scpa1 39.00 (0.00) 39.02 (0.14) 39.00 39.00 3.20 (2.90) 2.11 (1.81) 1.52

scpa2 39.00 (0.00) 39.04 (0.20) 39.00 39.00 4.70 (3.10) 1.70 (1.31) 2.76

scpa3 39.10 (0.30) 39.00 (0.00) 39.00 39.00 1.80 (1.80) 0.66 (0.64) 2.74

scpa4 37.80 (0.40) 38.00 (0.00) 37.00 38.00 5.70 (6.60) 1.95 (1.48) 2.92

scpa5 38.40 (0.50) 38.68 (0.47) 38.00 38.00 6.10 (4.50) 2.37 (2.77) 2.57

scpb1 22.00 (0.00) 22.00 (0.00) 22.00 22.00 8.30 (8.80) 0.40 (0.11) 20.84

scpb2 22.00 (0.00) 22.00 (0.00) 22.00 22.00 2.00 (4.20) 0.23 (0.05) 8.64

scpb3 22.00 (0.00) 22.00 (0.00) 22.00 22.00 1.10 (3.50) 0.36 (0.19) 3.02

scpb4 22.10 (0.30) 22.00 (0.00) 22.00 22.00 11.60 (9.50) 0.88 (0.58) 13.21

scpb5 22.00 (0.00) 22.00 (0.00) 22.00 22.00 12.10 (8.90) 0.57 (0.30) 21.13

scpc1 43.50 (0.40) 43.40 (0.49) 43.00 43.00 5.90 (5.70) 3.37 (2.74) 1.75

scpc2 43.40 (0.50) 43.70 (0.46) 43.00 43.00 9.50 (8.50) 2.24 (2.89) 4.24

scpc3 43.40 (0.50) 43.36 (0.48) 43.00 43.00 10.20 (10.40) 3.29 (2.58) 3.10

scpc4 43.30 (0.50) 43.04 (0.20) 43.00 43.00 11.60 (9.20) 4.10 (2.30) 2.83

scpc5 43.90 (0.30) 43.68 (0.47) 43.00 43.00 2.10 (2.00) 2.32 (2.31) 0.91

scpd1 25.10 (0.30) 24.12 (0.32) 25.00 24.00 6.40 (10.70) 3.00 (2.57) 2.13

scpd2 25.00 (0.00) 25.00 (0.00) 25.00 25.00 2.20 (1.40) 0.36 (0.07) 6.15

scpd3 24.90 (24.90) 24.98 (0.14) 24.00 24.00 21.60 (27.00) 0.48 (0.48) 45.08

scpd4 25.00 (0.00) 24.98 (0.14) 25.00 24.00 17.70 (16.40) 0.73 (0.33) 24.37

scpd5 25.00 (0.00) 25.00 (0.00) 25.00 25.00 24.10 (16.40) 0.67 (0.28) 35.85

scpe1 5.00 (0.00) 5.00 (0.00) 5.00 5.00 0.00 (0.00) 0.01 (0.01) 0.00

scpe2 5.00 (0.00) 5.00 (0.00) 5.00 5.00 0.00 (0.00) 0.01 (0.00) 0.00

scpe3 5.00 (0.00) 5.00 (0.00) 5.00 5.00 0.00 (0.00) 0.01 (0.00) 0.00

scpe4 5.00 (0.00) 5.00 (0.00) 5.00 5.00 0.00 (0.00) 0.00 (0.00) 0.00

scpe5 5.00 (0.00) 5.00 (0.00) 5.00 5.00 0.00 (0.00) 0.01 (0.00) 0.00

scp41 38.10 (0.30) 38.50 (0.50) 38.00 38.00 0.50 (0.70) 2.23 (2.83) 0.22

scp42 37.00 (0.00) 37.00 (0.00) 37.00 37.00 0.00 (0.00) 0.24 (0.17) 0.00
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scp43 38.00 (0.00) 38.00 (0.00) 38.00 38.00 0.00 (0.00) 0.27 (0.15) 0.00

scp44 38.60 (0.50) 38.94 (0.24) 38.00 38.00 0.70 (1.10) 2.09 (1.67) 0.34

scp45 38.00 (0.00) 38.16 (0.37) 38.00 38.00 0.40 (1.00) 2.70 (2.42) 0.15

scp46 37.20 (0.40) 37.74 (0.44) 37.00 37.00 0.80 (0.90) 1.32 (2.28) 0.61

scp47 38.40 (0.50) 38.62 (0.49) 38.00 38.00 1.10 (0.70) 2.37 (2.54) 0.46

scp48 37.60 (0.50) 37.56 (0.50) 37.00 37.00 1.00 (1.30) 2.39 (2.78) 0.42

scp49 38.00 (0.00) 38.54 (0.50) 38.00 38.00 1.00 (1.20) 2.12 (2.70) 0.47

scp410 38.30 (0.50) 39.00 (0.00) 38.00 39.00 1.20 (1.40) 0.69 (0.48) 1.73

scp51 34.70 (0.50) 34.84 (0.37) 34.00 34.00 1.00 (2.20) 1.16 (2.14) 0.86

scp52 34.20 (0.40) 34.62 (0.49) 34.00 34.00 3.20 (2.60) 2.01 (2.65) 1.59

scp53 34.00 (0.00) 34.00 (0.00) 34.00 34.00 0.80 (1.40) 1.42 (1.27) 0.56

scp54 34.00 (0.00) 34.00 (0.00) 34.00 34.00 1.60 (2.00) 1.38 (1.07) 1.16

scp55 34.10 (0.30) 34.00 (0.00) 34.00 34.00 2.20 (3.00) 2.35 (2.11) 0.93

scp56 34.10 (0.30) 34.06 (0.24) 34.00 34.00 3.10 (3.00) 3.09 (2.55) 1.00

scp57 34.00 (0.00) 34.00 (0.00) 34.00 34.00 0.60 (1.10) 0.78 (0.61) 0.77

scp58 34.40 (0.50) 34.00 (0.00) 34.00 34.00 2.20 (3.60) 1.94 (1.35) 1.13

scp59 35.60 (1.00) 35.00 (0.00) 35.00 35.00 0.60 (1.00) 1.31 (1.10) 0.46

scp510 34.50 (0.50) 34.26 (0.44) 34.00 34.00 3.40 (3.60) 3.04 (2.84) 1.12

scp61 21.00 (0.00) 21.00 (0.00) 21.00 21.00 0.00 (0.00) 0.10 (0.03) 0.00

scp62 20.00 (0.00) 20.00 (0.00) 20.00 20.00 0.70 (0.80) 0.64 (0.59) 1.10

scp63 21.00 (0.00) 21.00 (0.00) 21.00 21.00 0.00 (0.00) 0.09 (0.03) 0.00

scp64 20.90 (0.30) 20.28 (0.45) 20.00 20.00 0.60 (1.90) 2.97 (2.95) 0.20

scp65 21.00 (0.00) 21.00 (0.00) 21.00 21.00 0.00 (0.00) 0.11 (0.06) 0.00

scpnre1 17.30 (0.50) 17.00 (0.00) 17.00 17.00 2.20 (3.00) 0.48 (0.13) 4.60

scpnre2 17.10 (0.30) 16.98 (0.14) 17.00 16.00 1.50 (2.30) 0.54 (0.58) 2.80

scpnre3 17.10 (0.30) 17.00 (0.00) 17.00 17.00 16.50 (38.80) 0.37 (0.01) 44.62

scpnre4 17.20 (0.40) 16.96 (0.20) 17.00 16.00 5.00 (7.80) 0.65 (1.35) 7.69

scpnre5 17.00 (0.00) 17.00 (0.00) 17.00 17.00 4.50 (4.60) 0.46 (0.16) 9.82

scpnrf1 10.70 (0.50) 10.00 (0.00) 10.00 10.00 17.30 (28.90) 1.20 (0.76) 14.37

scpnrf2 10.50 (0.50) 10.00 (0.00) 10.00 10.00 43.90 (63.30) 1.39 (1.00) 31.69

scpnrf3 10.60 (0.50) 10.00 (0.00) 10.00 10.00 48.70 (112.60) 1.36 (0.78) 35.77

scpnrf4 10.70 (0.50) 10.00 (0.00) 10.00 10.00 17.90 (31.50) 1.21 (0.84) 14.74

scpnrf5 10.60 (0.50) 10.00 (0.00) 10.00 10.00 29.40 (73.50) 1.15 (0.85) 25.63

scpnrg1 62.40 (0.80) 61.94 (0.47) 61.00 61.00 27.30 (24.10) 4.01 (2.01) 6.81

scpnrg2 62.30 (0.50) 61.92 (0.34) 62.00 61.00 29.80 (34.40) 4.26 (2.03) 7.00
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scpnrg3 62.90 (0.60) 62.36 (0.56) 62.00 61.00 20.80 (24.50) 4.33 (2.16) 4.80

scpnrg4 63.10 (0.70) 62.50 (0.50) 62.00 62.00 41.80 (42.70) 4.59 (2.33) 9.11

scpnrg5 62.80 (0.40) 62.56 (0.54) 62.00 61.00 40.20 (35.70) 4.08 (2.52) 9.84

scpnrh1 34.90 (0.60) 34.06 (0.24) 34.00 34.00 8.70 (16.30) 3.51 (2.21) 2.48

scpnrh2 34.90 (0.30) 34.00 (0.20) 34.00 33.00 7.80 (21.20) 3.31 (2.10) 2.36

scpnrh3 34.90 (0.30) 34.02 (0.14) 34.00 34.00 19.10 (32.20) 3.35 (2.03) 5.70

scpnrh4 34.90 (0.60) 34.06 (0.24) 34.00 34.00 26.10 (67.70) 3.69 (2.42) 7.08

scpnrh5 34.80 (0.40) 34.02 (0.14) 34.00 34.00 50.30 (150.00) 3.38 (1.99) 14.90
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APPENDIX B



B.1 Dialectic Search Procedure – Costas Array Problem

We present the details of our dialectic search algorithm for the Costas array problem presented in Section

4.3.1. In Algorithm B.1 we outline the constraint-based local search model for this problem. Then, in

Algorithm B.2 we present the dialectic search procedure to solve this problem.

1 import cotls;

2 int argc = System.argc();

3 int n = argv[2].toInt();

4 float start = System.getCPUTime();

5 range Size = 1..n;

6

7 int np = 0;

8 forall(i in Size)

9 forall(j in i+1..n)

10 np++;

11

12 range npRange = 1..np;

13 int pairA[npRange];

14 int pairB[npRange];

15 int index = 1;

16 forall(i in Size){

17 forall(j in i+1..n)

18 pairA[index] = i; pairB[index] = j; index++;

19

20 Solver<LS> m();

21 ConstraintSystem<LS> S(m);

22 RandomPermutation perm(Size);

23 var{int} costas[Size](m, Size) := perm.get();

24 S.post(alldifferent(costas));

25 forall(i in 1..n-2)

26 S.post(alldifferent (all (j in 1..n-i)(costas[j]-costas[j+i])));

27 m.close();

Code B.1: The Constraint-Based Local Search Model for the Costas Array Problem.
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1 Solution solution(m);

2 int noImp = 0;

3 int res = 0;

4

5 while (true){

6

7 while(true){

8 selectMin(i in Size, j in Size, delta = S.getSwapDelta(costas[i],

9 costas[j]) : i != j) (delta){

10 if (delta >= 0) break;

11 costas[i] :=: costas[j];

12 }

13 }

14 if (S.violations() == 0) { cout << "SUCCESS" << endl;break;}

15

16 /// ALLOWED SWAPS

17 UniformDistribution dist(npRange);

18 int siz = dist.get();

19 RandomPermutation pairPerm(npRange);

20 int allows[npRange] = pairPerm.get();

21 set{int} allowed();

22 forall(i in 1..siz) {

23 if ( S.violations( costas[ pairA[i]]) > 0 ||

24 S.violations( costas[pairB[i]]) > 0)

25 allowed.insert(allows[i]);

26 }

27

28 solution = new Solution(m);

29 int origCost = S.violations();

30 int switchPair;

31

32 if(noImp++ < noImpLimit) { /// GREEDILY SWAP

33 while(allowed.getSize() != 0) {

34 selectMin(i in allowed,

35 delta = S.getSwapDelta(costas[ pairA[i]],

36 costas[pairB[i]])) (delta){

37 switchPair = i;

38 costas[ pairA[i] ] :=: costas[ pairB[i] ];

39 }

40

41 allowed.delete(switchPair);

42 if (S.violations() <= origCost) {

43 solution = new Solution(m);

44 noImp = 0;
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45 if (S.violations() < origCost)

46 origCost = S.violations();

47 }

48 }

49 solution.restore();

50 } else { /// RANDOMIZE

51 noImp = 0;

52 if(res++ < resLimit) {

53 perm.reset();

54 int selectK[Size] = perm.get();

55 RandomPermutation place(1..k);

56 int p[1..k] = place.get();

57 int per[Size];

58 forall(i in Size)

59 per[i] = costas[i];

60

61 with delay(m) {

62 forall(i in 1..k)

63 costas[ selectK[i] ] := per[ selectK[p[i]] ];

64 }

65 } else { /// RESTART

66 res = 0;

67 with delay(m){

68 perm.reset();

69 forall(i in Size)

70 costas[i] := perm.get();

71 }

72 }

73 }

74 }

75

76 float finish = System.getCPUTime();

77 cout << costas << endl;

78 cout << A Costas array of order << n << (finish-start)/1000.0 << endl;

79 forall(i in 1..n-2)

80 cout << all (j in 1..n-i)(costas[j]-costas[j+i]) << endl;

Code B.2: Dialectic Search Algorithm (in: noImpLimit, in: resLimit, in: k)
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Index

ACO, see ant-colony optimization

ant-colony optimization

phermone, 19

Artificial Intelligence, 3

big valley structure, 46

binary constraint satisfaction problems, 6

binary search

skewed binary search, 5

binary search tree, 124

self-adjusting binary search tree, 124

skewed binary search tree, 30

Bioinformatics, 3

Boolean Satisfiability, 3

DPLL, 3

unit propagation, 3, 12

Constrained Optimization, 5, 22

Constraint Programming, 3, 60

AC-4, 114

AC-6, 84, 115

activity-based search, 126

cost-based filtering, 95

impact-based search, 60, 61, 126

symmetry breaking, 35

Constraint Satisfaction, 5

Continuous Optimization, 5, 49

Alpine, 49

De Jong’s noiseless function, 49

Rastrigin, 49

CP-based Lagrangian Relaxation, 96

decision problems, 11

Dialectic Search, 42, 43

antithesis, 45

exploitation, 45

exploration, 45

synthesis, 45

thesis, 45

Dichotomic Search, 22, 124

skewed dichotomic search for constrained opti-

mization, 30

Discrete Optimization, 5

DS, see Dialectic Search

evolutionary algorithms, 18

exploitation-exploration trade-off, 42

feasibility solver, 22

feasible solution, 13

Formal Languages

accepted language, 76

alphabet, 75

Chomsky Normal Form, 78
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context-free grammar, 127

context-free grammars, 75

derivation, 75

finite automaton, 76

language, 75

regular grammar, 127

Type 1 grammars, 76

Type 3 grammars, 76

word problem, 75

genetic algorithms, 18

chromosome, 18

cross-over, 18

offspring, 18

population, 18

global constraint

all different constraint, 106, 128

bipartite same-relation constraint, 110

clique same-relation constraint, 107

context-free grammar constraint, 6, 77

cost regular constraint, 128

DAG same-relation constraint, 111

grid same-relation constraint, 112

regular constraint, 74

soft grammar constraint, 128

Grammar Constraints, 74

efficient context-free grammar constraints, 74

efficient context-free grammar filtering, 82

GRASP, see also greedy randomized adaptive search

procedure, 125

reactive GRASP, 18, 125

restricted candidate list, 18

greedy randomized adaptive search procedure, 18

restricted candidate list, 18

heavy-tailed distribution, 13, 35

impact-based search, 60, see also pseudo-cost branch-

ing, strong branching

incrementality, see also Grammar Constraints, Same-

Relation Constraints

inference, 3

deductive reasoning, 3

Instance Specific Algorithm Configuration, 54

GGA, 54

stochastic off-line programming, 54

ISAC, see Instance Specific Algorithm Configura-

tion

Linear Programming, 26

local search

big valley structure, 126

Local Search Meta-Heuristics, 12, see also search,

Systemmatic Search

ant-colony optimization, 19

dialectic search, 42

evolutionary algorithms, 18

genetic algorithms, 18

greedy randomized adaptive search procedure,

18, 125

iterated local search, 41, 125

simulated annealing, 16, 41

tabu search, 17, 41, 125

variable neighborhood search, 41

very large scale neighborhood search, 41

WalkSAT, 125

Mathematical Programming, see also Operations Re-

search, Linear Programming

pseudo-cost branching, 61

strong branching, 61

meta-heuristic, see also heuristic
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Operations Research, see also Mathematical Program-

ming

optimal solution, 13

optimization constraint, 96

optimization problems, 11

path relinking, see also tabu search

problem

all-interval series problem, 126

Alpine, 49

Costas array, 46, 66

De Jong’s noiseless function, 49

Golomb’s ruler problem, 126

magic square problem, 65

n-queens problem, 126

Quasigroup completion problem, 65

Rastrigin, 49

set covering problem, 5, 50

shift-scheduling problem, 92

stable marriage problem, 119

table planning problem, 120

travelling salesman problem, 19

weighted magic square problem, 34

weighted Quasigroup completion problem, 34

pseudo-cost branching, see also strong branching

SA, see simulated annealing

Same-Relation Constraints, 106

search, see also Systemmatic Search, Local Search

Meta-Heuristics

backtracking, 12

big valley structure, 46

binary search, 22

branch-and-bound, 12, 22

complete search, 4

completeness, 12

constructive search, 11

dichotomic search, 22

heuristic, see also meta-heuristic

impact-based search, 6

incomplete, 12

incomplete search, 4

local search, 12, 41

perturbative search, 11

restarted search, 13

search tree, 12

stochastic local search, 12

stochastic systematic search, 13

systematic search, 12

SIMANN, 49

simulated annealing, 16

cooling schema, 16

Metropolis criterion, 16

reheats, 41

temperature, 16

Steeter and Smith strategy, 5, 30

strong branching, see also pseudo-cost branching

symmetry breaking, 35

Systematic Search, see also search, Local Search Meta-

Heuristics

A search, 15

A* search, 15

best-first search, 14

breadth-first search, 13, 14

British museum procedure, 13

depth-first search, 13, 14

FIFO search strategy, see also breadth-first search

iterative deepening search, 15

LIFO search strategy, see also depth-first search

linear search, see also depth-first search

search toward the bottom, see also depth-first

search
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smaller cost first search, see also uniform cost

search

uniform cost search, 14

tabu search, 17

aspiration criteria, 41

ejection chaining, 41

path relinking, 17

reactive tabu search, 17

strategic oscillation, 17

tabu list, 17, 41

tabu tenure, 41

TS, see tabu search

upper confidence trees, 63
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