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Abstract. The computation of transversal hypergraphs in output-polynomial time is a long standing
open question. An Apriori-like level-wise approach (referred to as the HBC-algorithm or MTminer)
was published in 2007 by Hébert, Bretto, and Crémilleux [A Data Mining Formalization to Improve
Hypergraph Minimal Transversal Computation, Fundamenta Informaticae, 80(4), 2007, 415–433]
and was experimentally demonstrated to have very good performance on hypergraphs with small
transversals.

In this short note extending the paper by Hagen [Lower bounds for three algorithms for transversal
hypergraph generation, Discrete Applied Mathematics, 157(7), 2009, 1460–1469], we prove a su-
perpolynomial lower bound for the HBC-algorithm. This lower bound also shows that the originally
claimed upper bound on the HBC-algorithm’s running time is wrong.
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1. Introduction

Transversal hypergraph generation is the problem to compute, given a hypergraph H ⊆ 2V with vertex
set V , the transversal hypergraph Tr(H) that consists of all minimal subsets of V having a non-empty
intersection with each hyperedge of H. This covering problem has many applications in very different
fields [11, Chapter 3] and several algorithmic approaches have been proposed. However, finding an
output-polynomial algorithm is a long standing open problem [16]. Thereby, an algorithm is said to be
output-polynomial if its running time is polynomial in the combined size of input and output [14].

Many special cases of transversal hypergraph generation are output-polynomial or fixed-parameter
tractable [5, 10, 7] but the currently best algorithmic upper bound for the general problem is no(logn)

due to Fredman and Khachiyan [8]. For four algorithms there are known lower bounds on the run-
ning time [17, 12]. These bounds show the sequential method [3] and three improvements (the BMR-
algorithm [2], the DL-algorithm [4], and the KS-algorithm [15]) not to be output-polynomial.

In this short note extending the paper by Hagen [12], we focus on the level-wise approach of the
HBC-algorithm [13]. While the authors experimentally demonstrate that their HBC-algorithm is very fast
on hypergraphs with small transversals, we prove a superpolynomial lower bound for arbitrary inputs.

The paper is organized as follows. After introducing basic definitions and notation in Section 2, we
analyze the HBC-algorithm in Section 3. Some concluding remarks follow in Section 4.

2. Preliminaries

A hypergraph H = (V,E) consists of a set V of vertices and a finite family E of subsets of V—the
edges. If there is no danger of ambiguity, we also use the edge set to refer to H. The size of H is the
number of occurrences of vertices in the edges. A set s ⊆ V hits an edge e ∈ E if s ∩ e 6= ∅. A
transversal of H is a set t ⊆ V that hits each edge of H. A transversal t is minimal if no proper subset
of t is a transversal. The set of all minimal transversals of H forms the transversal hypergraph Tr(H).
A hypergraph H is simple if it does not contain two hyperedges e, f with e ⊆ f . By min(H) we
denote the simple hypergraph consisting of the minimal hyperedges of H with respect to set inclusion.
Since min(H) can be easily computed in polynomial time and Tr(H) = Tr(min(H)) holds for every
hypergraph H, we concentrate on the transversal hypergraph generation for simple hypergraphs. But
even for simple hypergraphs the size of the transversal hypergraph may be exponential. Hence, there
cannot be an algorithm computing the transversal hypergraph in polynomial time in the input size. A
suitable notion of fast solvability for such kind of problems is that of output-polynomial time [14]. An
algorithm is said to be output-polynomial if its running time is bounded polynomially in the sum of the
sizes of the input and output.

3. The Algorithm of Hébert, Bretto, and Crémilleux

The HBC-algorithm [13] (cf. Algorithm 1 for a pseudocode listing) is a level-wise approach to transversal
hypergraph generation similar to the classic Apriori algorithm [1]. Note that our presentation of the
algorithm slightly differs from the original paper [13] as we avoid using Galois connections and the like.

The HBC-algorithm generates transversal candidates in a level-wise manner. In the first step, one
element subsets of V are candidates for being minimal transversals. Those that really are transversals are



Algorithm 1 The HBC-Algorithm
Input: hypergraphH on vertex set V
Output: transversal hypergraph Tr(H)

1: Tr ← {{v} : v ∈ E for each E ∈ H}
2: C1 ← {{v} : v ∈ H} \ Tr
3: i← 1
4: while Ci 6= ∅ do
5: for all a, b ∈ Ci, |a ∩ b| = i− 1 do
6: c← a ∪ b
7: if c \ {v} ∈ Ci for all v ∈ c then
8: if c \ {v} hits fewer edges ofH than c for all v ∈ c then
9: if c is a transversal ofH then

10: Tr ← Tr ∪ {c}
11: else
12: Ci+1 ← Ci+1 ∪ {c}
13: end if
14: end if
15: end if
16: end for
17: i← i+ 1
18: end while
19: output Tr

added to the set Tr (line 1 of the listing) that finally will contain all minimal transversals ofH. All other
one element subsets of V are added (line 2) to the candidate set C1 of level 1. In the (i+ 1)-th step, the
HBC-algorithm combines candidates of the i-th step that have a large enough intersection (lines 5 and 6).
For each candidate c it is then checked whether all its subsets are candidates at level i and whether c hits
more edges than all its subsets (lines 7 and 8). If so, a final check determines whether c is a transversal
or not and whether c has to be added to Tr or Ci+1, respectively (lines 9 to 13).

In [13] it is claimed that the HBC-algorithm runs in O(2t(H)|Tr(H)|) time, where t(H) denotes the
size of a largest minimal transversal ofH. This bound seems to be intuitive as the HBC-algorithm checks
all the subsets of each minimal transversal. Furthermore, it would solve a longstanding open question.
Namely, polynomial time decision of G = Tr(H) for given hypergraphs G and H when each edge of G
only has logarithmic size. Unfortunately, as we will show in this paper, the claimed upper bound is
wrong. We shall give a lower bound that also shows the HBC-algorithm not to be output-polynomial.

To obtain our lower bound, we will observe the behavior of the HBC-algorithm on special inputs.
In the construction of these inputs we use the following notation. Given simple hypergraphs H =
{e1, e2, . . . , em} andH′ = {e′1, e′2, . . . , e′m′}, there are the following two different “unions.”

H ∪H′ = {e1, e2, . . . , em, e
′
1, e
′
2, . . . , e

′
m′}

H ∨H′ = {ei ∪ e′j : i = 1, 2, . . . ,m, j = 1, 2, . . . ,m′}

Takata [17] presented the first nontrivial lower bound for any transversal hypergraph generation al-



gorithm, namely for the sequential method [3], using the following inductively defined family of hyper-
graphs.

G0 = {{v1}}
Gi = (A ∪ B) ∨ (C ∪ D), where A,B, C,D are vertex-disjoint copies of Gi−1.

These hypergraphs were also valuable in the analysis of Hagen [12] who showed the DL- and the
KS-algorithm not to be output-polynomial on the Gi’s. As we will also use these hypergraphs in our
analysis of the HBC-algorithm, we will need the following observations by Takata [17].

Lemma 3.1. (Proofs in [17])
We have |VGi | = 4i, |Gi| = 22(2i−1), |Tr(Gi)| = 22i−1. For i ≥ 2 and any e ∈ Gi, it holds that
|Tr(Gi \ {e}) \ Tr(Gi)| ≥ 2(i−2)2i+2.

The idea that we use in our analysis is probably best described by an example. Consider the hyper-
graph G1 = {{v1, v3}, {v1, v4}, {v2, v3}, {v2, v4}} as input and note that Tr(G1) = {{v1, v2}, {v3, v4}}.
What may have led to the running time claim in [13] is the impression that only subsets of sets that are
finally part of the output (minimal transversals in our case) are processed by the algorithm as this is true
in other scenarios where the Apriori technique is used. However, consider the set {v1, v3} in our exam-
ple. It is an element of the candidate set C2 in the HBC-algorithm as it hits more edges of G1 than its
one element subsets which all are contained in C1. But {v1, v3} is not subset of any minimal transversal.
The same holds for {v1, v4}, {v2, v3}, and {v2, v4}. All are candidates in C2 but not contained in any
minimal transversal. As for G1, the O-notation assures that the claimed bound of [13] holds. However,
for large enough i we show that the HBC-algorithm on input Gi generates too many candidates to run
in O(2t(H)|Tr(H)|) time. Thereby, we also show the HBC-algorithm not to be output-polynomial. A
lower bound for the number of candidates produced is given in the following lemma.

Lemma 3.2. The number of candidates generated by the HBC-algorithm on input Gi is at least 2(i−2)2i+2

for i ≥ 2.

Proof:
From Lemma 3.1 we have |Tr(Gi \ {e}) \ Tr(Gi)| ≥ 2(i−2)2i+2 independent of the choice of e. By
fixing any e we note that each element of Tr(Gi \ {e}) \ Tr(Gi) is generated as a candidate by the
HBC-algorithm. The reasons are the following. Each element of Tr(Gi \ {e}) \ Tr(Gi) is a minimal
transversal of Gi \{e} and thus the HBC-algorithm would have produced them on input Gi \{e}. Hence,
each element of Tr(Gi \ {e}) \ Tr(Gi) hits more edges of Gi \ {e} (and thus of Gi) than all its subsets
and all these subsets also are candidates at a lower level. ut

In order to show that the bound given in [13] is wrong, we need the following observation on the size of
a largest minimal transversal of Gi.

Lemma 3.3. The size t(Gi) of a largest minimal transversal of Gi is 2i.

Proof:
Note that by the definition of Gi we have t(Gi) = 2 · t(Gi−1) and with the initial condition t(G0) = 1 we
get t(Gi) = 2i by iteration. ut



We can now prove a superpolynomial lower bound for the HBC-algorithm that also falsifies the originally
claimed upper bound on the running time.

Theorem 3.4. The HBC-algorithm is not output-polynomial. Its running time is at least nΩ(log logn),
where n denotes the combined size of input and output. Furthermore, the O(2t(H)|Tr(H)|) upper time
bound stated in [13] is wrong.

Proof:
We consider the HBC-algorithm on input Gi. Bymi = |VGi | ·(|Gi|+ |Tr(Gi)|) we denote an upper bound
on the size of Gi and Tr(Gi). From Lemma 3.1 we have mi = 4i · (22(2i−1) + 22i−1), which results
in mi ≤ 22i+2

.
Let γ(i) denote the number of candidates generated by the HBC-algorithm on input Gi. The time,

the HBC-algorithm needs to compute Tr(Gi), is at least the number of candidates generated. With
Lemma 3.2 we have γ(i) ≥ 2(i−2)2i+1 for i ≥ 2. Thus, to analyze the running time we will show
that γ(i) is superpolynomial in mi. It suffices to show that 2(i−2)2i > (22i+2

)c, for any constant c. This
is equivalent to i − 2 > 4c, for any constant c. Since this obviously holds for large enough i, we have
proven that γ(i) is superpolynomial in mi, namely γ(i) = m

Ω(log logmi)
i which gives the stated lower

bound.
To prove the second part, namely that O(2t(H)|Tr(H)|) is not an upper time bound for the HBC-

algorithm we shall show thatγ(i) is superpolynomial in m′i = 2t(Gi)|Tr(Gi)| for large enough i. From
Lemmata 3.1 and 3.3 we have m′i = 22i22i−1 = 22·2i−1. Hence, it suffices to show that 2(i−2)2i >

(22·2i)c, for any constant c. This is equivalent to i−2 > 2c, for any constant c. Since this obviously holds
for large enough i, we have proven that γ(i) is superpolynomial in m′i and hence the O(2t(H)|Tr(H)|)
upper time bound claimed in [13] is wrong. ut

4. Concluding Remarks

In this short addition to a paper by Hagen [12], we have proven a superpolynomial lower bound for the
HBC-algorithm in terms of the combined size of input and output. Thus, like the sequential method,
the DL-, the BMR-, and the KS-algorithm, the HBC-algorithm is not output-polynomial. At the same
time, the proven lower bound also falsifies the originally claimed upper bound on the HBC-algorithm’s
running time.

We are not aware of any other nontrivial lower bounds for algorithms generating the transversal
hypergraph although we hypothesize that none of the known algorithms is output-polynomial. Extend-
ing the existing lower bounds to other algorithms seems to be not that straightforward. Consider for
instance the multiplication method suggested by Takata [17]. Elbassioni proved a quasi-polynomial up-
per bound on the running time [6]. But giving a superpolynomial lower bound for the multiplication
method requires the construction of new hypergraphs. Takata’s hypergraphs Gi are solved too fast by the
multiplication method.

There are also no known nontrivial lower bounds for the Fredman-Khachiyan-Algorithm A and its
improved version Algorithm B [8]. Though Gurvich and Khachiyan [9] note that it should be possible to
give a superpolynomial lower bound for Algorithm A using hypergraphs very similar to the Gi, the proof
is still open. Giving a lower bound for Algorithm B—considered to be the fastest known transversal
hypergraph algorithm—seems to be even more involved.
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