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Abstract

We consider the problem MONET—given two monotone formulas ¢ in DNF and
in CNF, decide whether they are equivalent. While MONET is probably not coNP-
hard, it is a long standing open question whether it has a polynomial time algorithm
and thus belongs to P. In this paper we examine the parameterized complexity of
MONET. We show that MONET is in FPT by giving fixed-parameter algorithms for
different parameters.
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1 Introduction

The problem MONET—MoO(notone) N(ormal form) E(quivalence) T(est)—asks
for the equivalence of two monotone formulas ¢ in DNF and ¢ in CNF. Algo-
rithms solving the computational variant MONET’—given a monotone DNF,
compute the equivalent CNF—can be easily transformed to solve MONET and
vice versa. MONET and MONET’ are equivalent in the sense of solvability in ap-
propriate terms of polynomial time [1]. Furthermore, MONET' is polynomially
equivalent to the fundamental problems of dualizing monotone CNF's and the
transversal hypergraph generation. Hence, MONET and MONET’ have many
applications in such different fields like artificial intelligence and logic [6,7],
computational biology [3], database theory [18], data mining and machine
learning [12], mobile communication systems [22], distributed systems [10],
and graph theory [13,16]. The currently best known algorithms for MONET
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run in quasi-polynomial time or use O(log” n) nondeterministic bits [8,9,14].
Thus, on the one hand, MONET is probably not coNP-complete, but on the
other hand a polynomial time algorithm is not yet known. Actually there
are polynomial time algorithms for many special classes—e.g. when ¢ is a k-
DNF, 2-monotonic, p-equivalent, or acyclic [2,5,6]—but the complexity of the
general problem MONET is a long standing open question [20].

In this paper we analyze the parameterized complexity of MONET. We show
that MONET is in FPT for the parameters number v of variables in ¢ and
1, number m of monomials in ¢, and a parameter ¢ describing the variable
frequencies in .

2 Preliminaries

Two Boolean formulas are equivalent if they have the same truth table. Mono-
tone formulas are Boolean formulas with A and V as only connectives. No
negation signs are allowed. A monomial (resp. clause) is the conjunction (dis-
junction) of variables. We often refer to monomials or clauses simply as terms.
A monotone DNF' (resp. CNF) is the disjunction (conjunction) of monomials
(clauses). A monotone normal form p is said to be irredundant if there are no
two terms in p such that one is contained in the other. Since the irredundant
DNF and CNF of monotone formulas are unique [21] and can be obtained from
respective redundant normal forms in quadratic time, we only concentrate on
irredundant inputs yielding the following formal definition.

MONET: nstance: irredundant, monotone formulas ¢ in DNF and
1 in CNF with variable set V'

question: are @ and v equivalent?

Note that irredundant formulas with different sets of variables cannot be equiv-
alent. As this can be tested in quadratic time, we assume that ¢ and 1 contain
the same variables. The size of the MONET-instance (¢, ) is the number of
variable occurrences in ¢ and ¥. An assignment for ¢ and 1) is a subset A C V.
Thereby, the notion is that variable z is set to true iff + € A. This means that
the powerset P(V') can also be seen as the set of all assignments for ¢ and .
In the same way we consider the monomials of ¢ and the clauses of ¥ to be
sets of variables. Hence, they can also be viewed as assignments.

In this paper we analyze versions of MONET that have some parameters as
input in addition to the DNF ¢ and the CNF . Briefly, a parameterized
problem with parameter k is fized-parameter tractable if it can be solved by an
algorithm running in time O(f (k) - poly(n)), where f is a function depending



on k only, n is the size of the input, and poly(n) is any polynomial in 7.
The class FPT contains all fixed-parameter tractable problems. For a more
general survey on fixed-parameter tractability we refer to the monograph of
Niedermeier [19].

3 Results

3.1 Number v of Variables as Parameter

A first super-naive fixed-parameter tractability result for the number v of
variables is at hand by simply checking all of the possible 2V assignments for
an instance (i, 1) of size n. This yields an O(2"-n)-time algorithm for MONET.
To considerably improve this time bound, we use the notion of the maximum
latency introduced by Makino and Ibaraki [17].

For a monotone formula ¢ we denote by T'(9) (resp. F'(g)) the set of assign-
ments that satisfy o (do not satisfy g). We say that a MONET-instance (¢, 1)
is well-formed if ¢ and 1 are not empty but T'(p) N F() is. Testing whether
a given MONET-instance is well-formed can be accomplished in polynomial
time. The first condition is obviously trivial and the second is equivalent to
testing the validity of ¢ — 9, which is an easy quadratic time procedure [4].

Definition 3.1 (Maximum Latency) Let (¢,v) be a well-formed MONET-
instance. By U we denote the set of assignments that are neither in T'(¢) nor

in F(¥), i.e., U= F(p)NT(). The latency of (¢,1) is defined as
A, ) =min{| Ay A t| : Ay € U, t is a term of ¢ or ¢},

where A denotes the symmetric difference. For well-formed MONET-instances
with v variables the maximum latency is defined as

A(v) = max{ A(p,¥) : ¢ and ¥ have v variables}.

Makino and Ibaraki proved the following tight bound on the maximum latency.
Proposition 3.2 ([17]) A(v) = [v/4] + 1.

Finding an assignment Ay € U that does not satisfy ¢ but satisfies v is
equivalent to prove (p,1) ¢ MONET. Hence, with Proposition 3.2 a well-
formed MONET-instance (p,1) can be tested for equivalence by checking all
the assignments that differ in at most [v/4] 4+ 1 variables from any term of ¢
and 1. We will use this idea in an algorithm that has a better running time



than the first super-naive approach. For the analysis we will need the following
combinatorial observation.

Lemma 3.3 Let 0 <e < % Then we have

S (o[0T %)

PROOF. It is well-known (see, e.g., [11]) that asymptotically ZEBJ (k) =

okh(€)=510gk+O0() " where h(e) = —eloge — (1 — ¢)log(l — ¢) is the entropy
function. Expanding the asymptotic equation yields the lemma. O

Theorem 3.4 Let (p,1) be a MONET-instance of size n having v variables.
Then (¢,v) € MONET can be decided in time

1 ity 1 31" 1
o) =) )
()65 %

PROOF. If the instance is not well-formed, it is rejected in quadratic time.
Otherwise, for v < 4, we check all the at most 16 assignments in a brute-force
manner in constant time.

For v > 5, we check all assignments that differ from any term of ¢ or ¢ in at
most A(v) variables. This means that we check the (|v/4] 4+ 1)-neighborhoods
of the terms of ¢ and 1, which suffices as follows from Proposition 3.2. For
each such assignment A we test in O(n) time whether ¢ and 1 get the same
value. There are at most n terms in ¢ and . Hence, the running time of an
algorithm checking all the necessary assignments can be bounded by O(s-n?),
where s denotes the number of assignments in a A(v)-neighborhood. We have
s = ZE}J (1’), where € = i+%. For v > 5 we have ¢ < % Hence, the estimation
of Lemma 3.3 can be applied and the theorem follows. O

Table 1 contains the running time stated in Theorem 3.4 for special v in a more
readable format. Note that an estimation for v — oo yields a lower bound of

1
Q(1.7547° - — - n?).
( =)



v running time
> 5 0(1.991”-%-712)
> 10 0(1.911%)-%-712)
> 20|O(L.843" - o= -n?)
> 50 0(1.7921)-%-712)
> 100 0(1.7741)-%-712)
> 1000|O(1.757" - %-rﬂ)

Table 1
Running time from Theorem 3.4 for special values of v

3.2 Number m of Monomials as Parameter

We show that MONET is fixed-parameter tractable with the number m of
monomials in ¢ as parameter.

Theorem 3.5 Let (p,1)) be a MONET-instance of size n with m monomials
in . Then (¢,1) € MONET can be decided in time O(2m(m=1eem+4),3 1 p2),

PROOF. Note that m monomials can split the set of variables into at most
2™ classes of variables that appear in exactly the same monomials (actually
there are at most 2™ — 1 classes but this would only complicate the below
estimations). Choosing representatives for each class and replacing variables
by them yields a modified DNF ¢’ with m monomials and at most 2 variables.
Hence, the irredundant, equivalent CNF ¢’ of ¢/ cannot have clauses that
contain more than m variables. We compute ¢’ by adapting the KS-algorithm
of Kavvadias and Stavropoulos [15] for hypergraph transversal generation. The
main idea of the KS-algorithm is to process a depth-first search in a search
tree that is built as follows. The root of the tree corresponds to a monomial
of ¢'. If the subset of variables on the path from the root to the current
node (this subset forms a clause candidate) does not intersect all monomials
of ¢, the KS-algorithm expands it by picking a monomial that is not yet
intersected and generating edges for each so-called appropriate variable in
this monomial. Briefly, a variable is appropriate if adding it to the current
candidate set does not result in a set where another variable could be left
out and still all monomials except the last one are intersected. Checking a
monomial for appropriate vertices can be done in time O((2™ - m)?) since a
monomial contains at most 2™ variables, the current clause candidate set has
size at most m, and the size of ¢ is bounded by 2™ - m. Expanding only by
appropriate variables ensures that generated clauses are minimal and that no
repetitions occur [15].



If all monomials are covered, the KS-algorithm puts out the clause and starts
backtracking. In the worst case the search tree that is traversed by the KS-
algorithm contains a node corresponding to each variable subset of size at most
m (written on the paths from the root to the nodes). There are 31" (27) <

m- (27:) such subsets. Using Stirling’s formula and the fact that e < 4 we get

(27:) < 2m(m-logm+2) "GQince in the worst case for each node the appropriate

variables have to be determined, the KS-algorithm needs O(2m(m=legm+4);,3)
time to compute the CNF '

From ¢’ we compute a CNF 9" without representatives. This is done by
systematically processing the representatives one after the other. Let y be the
currently processed representative that stands for the variables z;,,..., z;,.
For each occurrence of y the respective clause is copied k times and in the
J-th copy we replace y by z;;. Since ¢ is irredundant, all the intermediate
results of the computation and ¢" are irredundant. Thus, we can immediately
reject whenever an intermediate result gets larger than . Hence, the time
needed to compute ¥” is O(n) as n is an upper bound on the size of 1. When
there is no representative left we have to check whether ¢” and ¢ are identical.
This can be accomplished in time O(n?). O

Note that we have the same result with the number of clauses of ¢ as parameter
since we could simply exchange the roles of DNF and CNF.

3.3  Variable Frequencies as Parameter

For a MONET instance (i, 1) we denote by ¢ the largest number of monomials
over all variables x that do not include z, i.e.,

q= m€a§{|{u :x & p, where p is a monomial of ¢}|}.

We show that MONET is fixed-parameter tractable with ¢ as parameter.

Theorem 3.6 Let (p,1) be a MONET-instance of size n and q as defined
above. Then (p,1) € MONET can be decided in time O(29@718a+4) g3n 4 n3).

PROOF. For an irredundant monotone normal form ¢ we denote by o*=°
(resp. ¢®=') the normal form that is obtained by setting x to false (true)
and removing redundant terms. These irredundant forms ¢*=° and ¢*=! can
be easily computed in quadratic time.



Note that testing (p,7%) € MONET is equivalent to testing (©*=% *=0) €
MONET and (p*=!,¢*=!) € MONET for any variable z from . Our fixed-
parameter algorithm exactly processes these tests. Note that setting z = 0
yields a DNF ¢*=% with at most ¢ monomials. Hence, we can apply Theo-
rem 3.5 and decide (¢"=°,¢4*=%) € MONET in time O(2147184+4) g3 4 n?2),

For the second test we recursively call the algorithm with (©*=!,4*=!) as input.
Note that ¢*=! contains at most n — 1 variables. If ©*=! does not contain any
variable, the equivalence test is trivial. Hence, there are at most n—1 recursive
calls which results in an overall running time of O (294718 a4 43p 4 n3). O

Note that again the roles of DNF and CNF may be exchanged to get the
statement for variable frequencies in ¢ as well. Furthermore, the algorithm
runs in polynomial time if ¢ is a constant. This yields a new polynomial time
special case of MONET.

4 Conclusion

We have shown MONET to be fixed-parameter tractable for the parameters
number v of variables in ¢ and ¢/, number m of monomials in ¢, and a param-
eter ¢ describing the variable frequencies in ¢. Obvious open questions are to
further improve the running times. Especially interesting would be algorithms
with running times that are subexponential in the parameters.

Furthermore of interest are parameterized results for other parameters like the
size of a largest monomial.
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