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ABSTRACT
We introduce the first candidate Lattice-based designated verifier

(DV) zero knowledge sUccinct Non-interactive Argument (ZK-

SNARG) protocol, named LUNA, with quasi-optimal proof length
(quasi-linear in the security/privacy parameter). By simply relying

on mildly stronger security assumptions, LUNA is also a candidate

ZK-SNARK (i.e. argument of knowledge). LUNA achieves signif-

icant improvements in concrete proof sizes, reaching below 6 KB

(compared to > 32 KB in prior work) for 128-bit security/privacy

level. To achieve our quasi-optimal succinct LUNA, we give a new

regularity result for ‘private’ re-randomization of Module LWE

(MLWE) samples using discrete Gaussian randomization vectors,

also known as a lattice-based leftover hash lemma with leakage,

which applies with a discrete Gaussian re-randomization parameter

that is polynomial in the statistical privacy parameter (avoiding

exponential smudging), and hides the coset of the re-randomization

vector support set. Along the way, we derive bounds on the smooth-

ing parameter of the intersection of short integer solution (SIS),

gadget, and Gaussian perp module lattices over the power of 2 cy-

clotomic rings. We then introduce a new candidate linear-only ho-

momorphic encryption scheme called Module Half-GSW (HGSW),

and apply our regularity theorem to provide smudging-free circuit-

private homomorphic linear operations for Module HGSW. Our

implementation and experimental performance evaluation show

that, for typical instance sizes, Module HGSW provides favourable

performance for ZK-SNARG applications involving lightweight

verifiers. It enables significantly (around 5×) shorter proof lengths
while speeding up CRS generation and encryption time by 4 − 16×
and speeding up decryption time by 4.3×, while incurring just

1.2 − 2× time overhead in linear homomorphic proof generation

operations, compared to a Regev encryption used in prior work in

the ZK-SNARG context. We believe our techniques are of indepen-

dent interest and will find application in other privacy-preserving

applications of lattice-based cryptography.

1 INTRODUCTION
Zero-knowledge proof (ZKP) systems were introduced by the au-

thors of [45] in 1985 to allow a prover holding some secret witness

𝑤 for a statement 𝑥 satisfying some NP relation 𝑅, to prove to

a verifier holding 𝑥 that such a witness 𝑤 satisfying the relation

exists (the soundness property), without revealing any informa-

tion on 𝑤 to the verifier beyond that revealed by the statement

𝑥 (the zero-knowledge property). ZKPs have a myriad of applica-

tions in privacy-preserving cryptographic protocols. However, for

statements with large witnesses𝑤 , the main limitation of classical

ZKPs is that their proof size is proportional to the witness size. To

support such applications, including verifiable computation [61]

and privacy-preserving cryptocurrencies [12] it is desirable to have

succinct ZKPs in which the proof (or argument) size is only poly-
logarithmic in the running time of the NP relation’s verification

algorithm and the witness size. The first such Zero-Knowledge

Succinct Non-interactive ARGument (ZK-SNARG)
1
system for NP

languages was proposed by Kilian [48]. While the first ZK-SNARGs

were theoretical results and resulted in long proofs in practice,

significant practical improvements followed over the last decade.

The shortest known ZK-SNARG constructions [46] achieve proof

lengths in the order of a few hundred bytes but rely on quantum-

insecure discrete-log assumptions.

Prior work on quantum-safe and lattice-based ZK-SNARGs.
A large number of earlier works (see, e.g., [34, 35, 54] and refer-

ences therein) focus on building quantum-safe ZKPs, but without

succinctness. Towards achieving succinctness, ZK-SNARGs based

on quantum-safe assumptions from symmetric-key cryptography

are proposed [8, 11, 13, 14], but they currently do not achieve proof

lengths below around 100KB for typical security parameters. For

ZK-SNARGs based on conjectured quantum-safe lattice problems,

there are currently two main approaches. The first approach con-

structs lattice-based ZK-SNARGs that are publicly verifiable but

currently yield long proof sizes [5, 6, 15, 19, 20, 26, 27, 37]. The

recent work [15] constructs significantly shorter publicly verifiable

(PV) lattice-based ZK-SNARGs (LaBRADOR). However, the veri-

fication time of [15] is linear in the witness length and moreover,

the LaBRADOR proof lengths reported in [15] for typical security

parameters are still an order of magnitude longer than the proof

lengths of our designated verifier ZK-SNARGs constructed in this

paper for similar security parameters. The concrete proof length

for other recent lattice-based PV SNARG constructions we cite

above are expected to be longer than LaBRADOR due to the larger

asymptotic lattice ‘stretch’ and ‘slack’ factors for the underlying

1
For most of the remainder of the paper, we write ZK-SNARGs for simplicity; however

most of the discussion also applies to ZK-SNARKs, i.e. Zero-Knowledge Succinct

Non-interactive ARguments of Knowledge.
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polynomial commitment schemes; see the comparison in Table 1

of [6]. The second approach, which we focus on in this paper, con-

structs lattice-based Designated-Verifier (DV) ZK-SNARGs, which
require a preprocessing setup procedure by a designated-verifier

run before the relations to be proved are known. In such a prepro-

cessing DV (DV for short) model of ZK-SNARGs, proofs can only be

verified by the DV holding a secret verification key. DV ZK-SNARGs

still suffice for important privacy-preserving applications such as

verifiable computation and indistinguishability obfuscation [9, 17].

The first lattice-based DV SNARG following the latter approach was

introduced by Boneh et al. [17], and this lattice-based DV SNARG

approach was later improved by [40, 47, 60]
2
. The approach in

these works constructs a DV SNARG using a cryptographic com-

piler introduced by Bitansky et al. [16], from two building blocks:

(1) a linear-only (LO) homomorphic vector encryption scheme (i.e.

a homomorphic encryption scheme with vector plaintexts where

only linear homomorphic operations are computationally feasible).

Throughout the rest of this paper, we will use the simulation-based

Linear Targeted Malleability (LTM) flavour [16, 17] of LO security

notion, rather than knowledge-based LOH assumptions that have

been shown invalid by recent attacks for LWE-based encryption,

see Appendix A for more discussion. (2) a Linear Probabilistically

Checkable Proof (LPCP) system. Authors of [16] observed that if the

linear-only encryption scheme satisfies a re-randomization prop-

erty (so that the randomness in a ciphertext can be re-randomized

without the secret key to produce a fresh ciphertext), then their

compiler can produce a DV ZK-SNARG, i.e. a SNARG satisfying

the zero-knowledge privacy property.

The work of [17] instantiated the candidate linear-only vector

encryption from the lattice-based Regev encryption scheme. A

follow-up work on quasi-optimal SNARGs was proposed by Boneh

et al. in [18] and provided a construction for Boolean circuits from

a Multi-Prover Interactive Proof (MIP) system. The main advan-

tage over the first result in [17], this SNARG construction is the

reduction of computational overhead on the prover side. Although

achieving sub-optimal proof length, these lattice-based construc-

tions do not provide succinct re-randomizable ciphertexts, so those

constructions only provide plain SNARGs, but not ZK-SNARGs (i.e.

no zero-knowledge property).

Gennaro et al. [40] introduced the first lattice-based construction

of SNARGs that also achieved the zero-knowledge property and

is built from square span programs (SSP). However, the proof size

is very large, exceeding 0.5 GB. Nitulescu [60] presented a lattice

ZK-SNARG from a quadratic arithmetic program (QAP), which is

defined for arithmetic circuit satisfaction.

2
We remark that the works [40, 47] aim to construct quantum-safe arguments of knowl-
edge (i.e. ZK-SNARKs), where the knowledge soundness relies on a knowledge-based

linear-only (LO) hardness assumption on the underlying homomorphic encryption

scheme. However, this lattice LWE knowledge assumption has very recently been

shown to be invalid against quantum attacks [31]. Still, as shown in [16, 17] and re-

marked in [31], the same protocols [40, 47, 60], as well as our protocol in this paper,

are also ZK-SNARGs with soundness under a weaker flavour of LO lattice assumption

on the homomorphic encryption scheme called (statistically simulatable, strict) Linear
Targeted Malleability (LTM), which is unaffected by the quantum attacks of [31]. More-

over, with a stronger (computationally simulatable) LTM assumption on the encryption

scheme (also seemingly unaffected by the attacks in [31]), and a LPCP with knowledge-

based soundness, the above protocols (and our LUNA) are also ZK-SNARKs [16]. We

refer to Sec. 5.1 and Appendix A for further discussion.

The state-of-the-art work on lattice-based DV ZK-SNARGs by

authors of [47] (called ISW21 or simply ISW from hereon) provided

a new construction of a shorter ZK-SNARG from LPCP for rank-one

constraint systems (R1CS) using new approaches. An important

new ingredient for the concrete proof succinctness of the ISW

construction versus earlier lattice-based constructions is the use

of a large extension field plaintext space for the underlying linear-

only Regev encryption scheme (where the large extension field size

provides a low ZK-SNARG soundness error), while keeping the field

characteristic moderately small. The smaller field characteristic for

fresh ciphertexts gives a smaller fresh ciphertext modulus length

and leads to shorter proofs
3
. To support extension field plaintext

spaces for Regev encryption, ISW uses a structured lattice variant

of Regev encryption based on the hardness of the Module Learning

With Errors (MLWE) problem over a polynomial ring 𝑅. The main

advantage of the ZK-SNARG in [47] is a significant reduction of

the proof size compared to earlier work in [40].

Lattice ZK-SNARG succinctness problem: smudging-based
ZK. However, even with the improvements of the ISW scheme,

the resulting ZK-SNARG proof length remains significantly higher

than one would like, both from an asymptotic theoretical view, as

well as a practical concrete parameters view. In particular, from the

asymptotic theoretical view, the ZK-SNARG proof length in ISW is

quadratic in the security parameter _. For our asymptotic security

analysis in this paper, we set the statistical ZK privacy security

parameter ^ of ISW to be equal to the computational soundness

security parameter _ so there is just a single security/privacy pa-

rameter _. For concrete estimates, ISW set the statistical privacy

parameter to a low figure of ^ = 40, but this would potentially allow

ZK attacks with a non-negligible advantage 2
−40

; ideally, one would

want ^ ≈ 128 to match the typical soundness security parameter

_. In any case, this does not affect asymptotic estimates when ^ is

linear in _. This is suboptimal, as one could hope to have a proof

length quasilinear in _ (i.e. linear up to polylog factors). Also from

a practical concrete parameter view, the shortest proof lengths in

ISW are more than 15KB (even for a relatively low statistical ZK

security parameter ^ = 40) which is still about 20× the ciphertext
length of the standard MLWE-based Kyber encryption scheme [21]

for typical 128-bit soundness security parameter (the ISW proof

length would increase significantly more if we aim, as in this paper,

for a more standard privacy parameter such as ^ = 128, see Table 1).

The main reason behind the suboptimal proof length of ISW

and prior lattice-based ZK-SNARGs is the use of the exponential
smudging technique to circumvent the difficulty of re-randomizing

lattice-based ciphertexts of the underlying LO encryption scheme 𝐸

for achieving circuit privacy of the underlying encryption scheme

when used inside the Bitansky et al. [16] DV ZK-SNARG compiler.

In particular, the first step of the SNARG prover algorithm in ISW

and schemes based on the compiler in [16] consists in comput-

ing a linear combination 𝑐 of fresh ciphertexts {𝑐𝑖 = 𝐸(`𝑖 , 𝑒𝑖 )}𝑖
from the preprocessing step: 𝑐 =

∑
𝑖 𝑎𝑖 · 𝑐𝑖 =

∑
𝑖 𝑎𝑖 · 𝐸(`𝑖 , 𝑒𝑖 ) =

𝐸(

∑
𝑖 𝑎𝑖`𝑖 ,

∑
𝑖 𝑎𝑖𝑒𝑖 ). Here, the plaintexts `𝑖 are the verifier’s query

3
The reduction in proof length arises due to the harder underlying lattice problem with

a smaller fresh ciphertext modulus, allowing a smaller lattice dimension parameter.

The fresh ciphertext modulus does not directly impact proof lengths, as the ISW

construction uses modulus switching techniques to reduce the final proof ciphertext

modulus size.
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Base Quasi-opt. Size ZK ZK Base Encryption Runtimes

SNARG encryption proof size CRS (GB) Proof property technique Setup (in secs)

scheme scheme (Yes/No) (compressed, full) (KB) (Yes/No) +Enc Add Decrypt

BISW17 [17] LWE-Regev Yes - - No N/A - - -

BISW18 [18] RLWE-Regev Yes - - No N/A - - -

GMNO18 [40] LWE-Regev No ?
∗

?
∗

Yes exp. smudging - - -

ISW21 [47] MLWE-Regev No (0.65, 21) 32.6 Yes exp. smudging 626 11 0.0030

(0.63, 11) 8.3

LUNA MLWE-HGSW Yes (1.25, 18) 5.8 Yes poly. rerandom. 159 22 0.0007

(Our work) (2.06, 28) 5.6

Table 1: Comparison of lattice (ZK-)SNARGs for R1CS size of 𝑁𝑔 = 2
16 for both soundness and zero-knowledge (if applicable) security level at 128 bits. Here, we

estimated the sizes for the ISW21 protocol [47] for ^ = 128 bit ZK privacy level, by extending the ‘Shorter Proofs’ parameters in [47] for ^ = 40 bit ZK privacy level,
while keeping their parameter choices for the initial noise (𝑠 = 64) and plaintext space modulus (𝑝 = 2

13 − 1) (see Sec. 5.2 for further details). The two sizes given in
CRS are those for compressed and non-compressed versions, respectively. The former version ignores the uniformly random part of the CRS that can be generated
from a small seed. See Table 2 for more on parameter settings. The Setup, Prove and Verify computations of ZK-SNARG roughly correspond to Setup+Enc, Add,
Decrypt computations of the base encryption, respectively. See Sec. 6 for more on implementation and runtimes. ∗We note that [47] pointed out that the suggested
parameters in [40] provide only 15 bits of provable soundness. Therefore, in our table, we skip the proof and CRS sizes for [40].

challenges in the underlying linear PCP and 𝑒𝑖 is the corresponding

fresh randomness used to encrypt `𝑖 . The coefficients 𝑎𝑖 are com-

puted using the underlying linear PCP from the prover’s witness. In

the underlying SNARG with no ZK privacy, the proof consists of 𝑐 ,

and the verifier knowing the decryption key for 𝐸 can decrypt 𝑐 to

get the plaintext ` :=

∑
𝑖 𝑎𝑖`𝑖 , which can then be verified using the

underlying linear PCP verification. However, as the decryption key

is known to the verifier, 𝑐 may also reveal the final ciphertext ran-

domness 𝑒 :=

∑
𝑖 𝑎𝑖𝑒𝑖 to the verifier; this may in turn leak additional

information about the prover’s witness beyond what is revealed

in ` and invalidate the ZK property. To prevent this leakage and

obtain the ZK property, the exponential smudging technique is

used in ISW and earlier lattice-based schemes consists in the prover

masking 𝑒 by adding an independent masking randomness 𝑒′ and
sending 𝑐′ = 𝑐 + 𝐸(0, 𝑒′) = 𝐸(`, 𝑒 + 𝑒′) as the proof. However, in
lattice-based schemes, the 𝑒 + 𝑒′ addition is over integer vectors, so

to obtain ^-bit statistical ZK privacy with this smudging method
4
,

the size (standard deviation) of the entries of the smudging term 𝑒′

must exceed the size of the entries of 𝑒 by a factor exponential in

^. This exponential smudging then leads to ciphertext and hence

ZK-SNARG proof lengths of at least Ω(^_) = Ω(_2
) assuming that

^ = \ (_). The above problem with ISW leads us to ask the following

main open questions:

From a theoretical viewpoint, can we construct candidate lattice-
based ZK-SNARGs with proof length quasilinear in the security pa-
rameter _ = ^? From a practical viewpoint, can we construct candidate
ZK-SNARGs with concretely shorter proofs than those of ISW?

Ourmain goal in this paper is to address these questions, focusing

on the minimization of ZK-SNARG proof length, perhaps by trading

off other aspects, such as the computational runtimes.

Directions and challenges.
The first direction is to devise a more efficient method for circuit

privacy of the underlying linear-only encryption scheme 𝐸, with-

out resorting to exponential smudging. A natural approach is to

look at circuit privacy techniques developed for lattice-based fully

homomorphic encryption (FHE) schemes. Gentry’s technique [41]

relies on exponential smudging. The later works [23, 33] provide

FHE circuit privacy without exponential smudging. However, [33]

4
i.e. to make the distribution of 𝑒 + 𝑒′ within statistical distance ≤ 2

−^
of that of 𝑒′

crucially relies on FHE-based bootstrapping, which is incompatible

with LO encryption required for our ZK-SNARG setting, while [23]

relies on the use of a general Leftover Hash Lemma with Leakage

(LHLL), which applies over unstructured LWE over Z𝑞 , but not over
polynomial rings 𝑅𝑞 used in efficient constructions. Two recent

concurrent and independent works to ours [22, 50] introduce ex-

tensions of the LHLL re-randomization result from [23], applied in

the context of circuit privacy for FHE (rather than our ‘Half-GSW’

ZK-SNARG context). However, the result in [22] applies over 𝑅𝑞
but is restricted to non-standard power-of-2 𝑞, while the result

of [50] is restricted to Z𝑞 rather than 𝑅𝑞 . We refer the reader to

Appendix C for further discussion of these and other related works

on re-randomization.

A second direction towards answering the above open questions

was suggested by ISW [47], who asked whether the circuit pri-

vacy requirement for the underlying encryption scheme 𝐸 and its

associated smudging technique is needed for the ZK property of

the resulting SNARG constructed with the compiler in [16] from

the QAP-based Linear PCP (LPCP) used in [47]. In particular, ISW

defined an ‘honest-verifier ZK with leakage’ (HVZKL) property

for the underlying LPCP. This property essentially asserts that the

ZK property of the LPCP is preserved even in the presence of the

leakage of the final randomness 𝑒 revealed to the verifier when

no smudging is used in ISW SNARG. They observed that if this

HVZKL property is satisfied for the underlying LPCP, then the ISW

SNARG with no smudging achieves ZK. If the latter is true, it would

give shorter ZK-SNARG proofs.

1.1 Our Contributions
In this paper, we make progress on the open question of construct-

ing lattice-based ZK-SNARGs with quasi-optimal succinct proofs,

addressing both directions mentioned above.

LUNA: a new candidate Lattice-based sUccinctNon-interactive
Argument with quasi-optimal succinct proofs. Our main re-

sult addresses the first direction discussed above. We construct

the first candidate Lattice-based sUccinct Non-interactive Argu-

ments (LUNA) with quasi-optimal succinct proofs, namely proof

length quasi-linear in the security parameter _. By simply relying

on mildly stronger security assumptions, LUNA is also a candi-

date ZK-SNARK, i.e. argument of knowledge, (see Sec. 5.1 and

3
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Appendix A). LUNA avoids the use of exponential smudging for

achieving the ZK property with its inherent inefficient parame-

ters. Following the first direction discussed above, we address the

technical challenges of constructing a LO encryption scheme 𝐸

with a circuit-private re-randomization procedure that does not

require exponential smudging and preserves the algebraic structure

of Module LWE needed in the ISW ZK-SNARG construction. Our 𝐸

is derived from a suitable modification of a Module LWE variant of

the GSW homomorphic encryption scheme [44]. We compare the

main properties of LUNA to prior lattice-based SNARG construc-

tions in Table 1. LUNA not only achieves the shortest asymptotic

proof length to date in theory but also gives concrete practical

savings of more than 5× in proof length versus ISW at the same

security/privacy level of 128 bits. More concretely, our approach

can achieve almost 4× proof size and 2× full CRS size reduction

while having also smaller compressed CRS size. For increasing CRS

sizes, the proof size can be further reduced as shown in Table 1.

Our proof lengths aimed at 128-bit security/privacy level are even

smaller than the 15-20KB proof lengths of the original ISW protocol

at 40-bit privacy level. To obtain our main result, we introduce new

tools of independent interest described next.

New regularity results for private re-randomization ofMLWE
samples. Our main technical contribution is a new regularity the-

orem for the following ‘gadget-based’ private re-randomization of

Module LWE (MLWE) samples over the standard polynomial ring

𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 +1) (for𝑑 a power of 2) without smudging. Let 𝑮 de-

note a ‘power of 2’ gadget matrix [57]. Take a set of MLWE samples

(𝑨,𝑩) with𝑩 = 𝑨𝑺+𝑬 over the polynomial ring 𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 +1)

with 𝑞 prime (or a product of two primes), where 𝑨 is a uniformly

randomMLWEmatrix, 𝑺 is the MLWE secret matrix and 𝑬 the small

MLWE error matrix. The re-randomizedMLWE sample is computed

as (𝒖𝑇 , 𝒗𝑇 ) := (𝒙𝑇𝑨, 𝒙𝑇𝑩 +𝒚𝑇 ) = (𝒙𝑇𝑨, 𝒙𝑇𝑨𝑺 + 𝒙𝑇 𝑬 +𝒚𝑇 ), where

𝒙 is a re-randomization vector sampled from a discrete Gaussian

distribution with small width parameter 𝑟 satisfying 𝒙𝑇 𝑮 = 𝒂𝑇 for

some scaling vector 𝒂𝑇 and 𝒚 is an independent discrete Gaussian

with same parameter 𝑟 . In the application to homomorphic scaling

of GSW ciphertexts, the scaling vector 𝒂𝑇 contains the homomor-

phic scaling factors for a corresponding vector of plaintexts. Our

regularity result shows that the distribution of the re-randomized

MLWE sample (𝒖𝑇 , 𝒗𝑇 ) is statistically close to a distribution that

is independent of the scaling vector 𝒂𝑇 (ensuring circuit privacy

in the Module GSW homomorphic scaling application), and more-

over, the latter statistical distance can be made exponentially small

(≤ 2
−^

) in the desired statistical security parameter ^ for some

polynomial choice of Gaussian parameter 𝑟 = poly(^). Our new

result avoids the exponential blowup (𝑟 = 2
Ω(̂ )

) in smudging-based

re-randomization results as used in [47]. We therefore obtain a

Module LWE analogue of the regularity theorem for private re-

randomization of (unstructured) LWE samples in [23]. The latter

LWE-based regularity result over Z𝑞 uses general leftover hash lem-

mas over fields and does not directly extend to MLWE over rings

𝑅𝑞 with non-trivial sub-ideals. Technically, our regularity proof

for MLWE requires different and more involved lattice smoothing-

based techniques to deal with this issue (see overview in Sec. 3). In

particular, as a core result underlying our LHL with leakage (LHLL),

which may be of independent interest, we study the smoothing

parameter of the intersection of the three underlying perp lattices

associated with the matrices 𝑨, 𝑬 , 𝑮 . Along the way, we also give
a simple lower bound on the minimum of the well-known Gadget

primal lattice Λ𝑞(𝑮), which to our knowledge, has not explicitly

appeared in the literature and may also be of independent interest.

We refer to App. C for a further discussion of LHLL related work.

Half GSW and application to ZK-SNARGs.We present a new

candidate LO (in the sense of Linear Targeted Malleability [16, 17],

or LTM for short) vector encryption scheme with succinct cipher-

texts that we call Half GSW (HGSW), whose IND-CPA security is

based on the hardness of MLWE. Our HGSW scheme is obtained

via simple modifications to an MLWE variant of the GSW fully

homomorphic encryption scheme that involves removing a portion

(typically half) of the GSW ciphertext. Our modifications of GSW

are designed to remove the undesirable (in the context of linear-

only encryption needed in ZK-SNARG applications) multiplicative

homomorphism while supporting succinct circuit-private homo-

morphic linear scaling based on our above MLWE re-randomization

regularity result, with ciphertext length quasilinear in the security

and circuit privacy parameter _ = ^. Similar to previous candi-

date LO lattice-based encryption schemes (e.g. [17, 18, 47]), the

LO property of our HGSW scheme relies on a plausible conjecture

that we call ‘HGSW Linear Targeted Malleability’ (we remark that

our HGSW LTM conjecture is simulation-based, and unaffected

by recent attacks [31, 67] on LWE knowledge-based assumptions;

see Appendix A for further discussion). This conjecture enjoys

a ‘win-win’ flavour; if the conjecture turns out to be false, it is

likely to imply more succinct somewhat homomorphic encryption

schemes (as HGSW is more succinct than GSW). We note that our

HGSW scheme can also be viewed as a collection of ciphertexts of

the Regev encryption scheme for the message vector `𝒈𝑇 , where
𝒈𝑇 = (1, 2, . . . , 2𝑚𝑞−1

) with𝑚𝑞 = log
2
𝑞 is the power of 2 gadget

vector. Note that our optimized construction uses powers of some

integer 𝛽 > 2 in the gadget vector, to reduce CRS length. Thus the

HGSW construction itself is not new, and indeed such an encryption

scheme has been used in other contexts, e.g. [42]. However, to our

knowledge, our work is the first application of such an encryption

scheme in the context of linear-only encryption.

HGSWImplementation andPerformance Evaluation of LUNA.
To demonstrate the practicality of our HGSW encryption scheme

in the context of ZK-SNARGs, we implemented HGSW and evalu-

ated its performance for typical parameters
5
. Our implementation

takes advantage of fast NTT-based ring arithmetic. Thanks to the

shorter LWE dimension and modulus parameters enabled by our re-

randomization result (avoiding the exponential smudging blowup

in [47]) and our fast ring arithmetic, our Module HGSW imple-

mentation provides a performance speedup of 4 − 16× versus the
ISW Regev encryption implementation used in [47]’s ZK-SNARG,

at the same 128-bit security level, for the total time of generating

keys and encrypting the CRS in the ZK-SNARG setup phase, and

a speed-up in decryption time by 4.3×. Our Module HGSW im-

plementation incurs a 1.2 − 2× time overhead for 128-bit security

compared to the Regev encryption implementation used in the

5
Our implementation is available at https://github.com/yassimert/LUNA
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ISW ZK-SNARG [47], when used to perform homomorphic opera-

tions in generating ZK-SNARG proofs for R1CS instance sizes 𝑁𝑔

up to 2
20
. This overhead in proof generation is due to the gadget

lattice Gaussian sampling re-randomization procedure in HGSW.

However, for many DV ZK-SNARG applications, such as verifying

delegated computations, where the prover is a powerful server and

the client may be lightweight, we believe this may be an acceptable

encryption performance overhead, considering the significantly

shorter proof lengths sent to the verifier and faster verification in

our HGSW-based LUNA.

Attack on the ZK property of the short SNARG in [47] with
no smudging. As a bonus contribution, we present in Appendix D

a negative result in the second direction mentioned above, namely

a simple attack (based on heuristic assumptions) on the Zero-

Knowledge property of the SNARG in ISW [47] with no smudg-

ing, instantiated with the QAP LPCP presented in [47]. Our attack

demonstrates that the Honest Verifier ZK with Leakage (HVZKL)

property assumed in [47] does not hold in general for existing

LPCPs. To bypass this issue, LUNA does not rely on HVZKL of the

LPCP.

Roadmap. In Sec. 2, we provide preliminaries (see supp. materials

for further definitions). In Sec. 3, we present our new regularity

results for private re-randomization of MLWE. Sec. 4 contains our

construction of the module-based Half-GSW (HGSW) scheme. In

Sec. 5, we apply HGSW and our re-randomization results to lattice-

based ZK-SNARGs and ZK-SNARKs, and present LUNA and its

concrete parameters. Sec. 6 presents our HGSW implementation

and evaluation results. Some proofs and our attack are provided in

the Appendices.

2 PRELIMINARIES
We denote column vectors by bold lower case and matrices by bold

upper case. For a column vector 𝒙 , we denote the corresponding row
vector by 𝒙𝑇 . For a matrix 𝑴 we use ∥𝑴 ∥ (resp. ∥𝑴 ∥∞) to denote

the maximal Euclidean norm (resp. infinity norm) over all rows of

𝑴 . The integer set {1, . . . , 𝑛} is denoted by [𝑛]. The zero matrix and

identity matrix of dimensions𝑚×𝑛 and 𝑛 are denoted by 0𝑚×𝑛 and

𝑰𝑛 , respectively. The transpose and inverse operations on a matrix

𝑴 are written as 𝑴𝑇
and 𝑴−1

, respectively. For a distribution D,

we write 𝑥 ←↪ D to say that 𝑥 is sampled fromD. For an algorithm

𝐴, we use 𝑎 ← 𝐴 to show the output of 𝐴 is assigned to 𝑎. We use

U(𝑋 ) to denote a uniform distribution over 𝑋 . We denote the base

2 and natural logarithm by log and ln, respectively. For a lattice Λ, a

shift vector 𝒄 and 𝑠 > 0, we denote byDΛ+𝒄,𝑠 the discrete Gaussian

distribution on the coset Λ + 𝒄 of Λ with parameter 𝑠 (see App. B).

2.1 Lattice Preliminaries
Lattices. A 𝑛-dimensional lattice Λ is a discrete additive subgroup

of R𝑛 . For an integer 𝑡 ≤ 𝑛 and a basis matrix 𝑩 ∈ R𝑛×𝑡 of rank 𝑡 ,
Λ(𝑩) = {𝑩𝒙 ∈ R𝑛 |𝒙 ∈ Z𝑡 } is the lattice generated by the column

vectors (i.e. basis vectors) of 𝑩. If 𝑛 = 𝑡 , the lattice Λ(𝑩) is called

full-rank. The dual lattice Λ
∗
of lattice Λ is defined as Λ

∗
:= {𝒘 ∈

R𝑛 : ∀𝒗 ∈ Λ,𝒘𝑇 𝒗 ∈ Z}. For 𝑖 ∈ [𝑡], the 𝑖’th successive minimum

_𝑖 (Λ) is defined as _𝑖 (Λ) := inf{𝑟 : dim(Span(Λ ∩ 𝐵(𝑟 ))) ≥ 𝑖}, where
𝐵(𝑟 ) denotes the closed zero-centered Euclidean ball of radius 𝑟 .

Definition 1 (q-ary Lattices). For any positive integer 𝑛 ≤ 𝑙 and 𝑞,
and matrix 𝑨 ∈ Z𝑙×𝑛𝑞 define the following 𝑙-dimensional lattices:

Λ
⊥
𝑞 (𝑨) = {𝒙 ∈ Z𝑙 |𝒙𝑇𝑨 = 0 mod 𝑞},

Λ𝑞 (𝑨) = {𝒗 ∈ Z𝑙 |𝒗 = 𝑨𝒔 mod 𝑞, for some 𝒔 ∈ Z𝑛}.

Definition 2 (Module Learning With Errors (MLWE) [51]). Let _
be a fixed security parameter and 𝑛 = 𝑛(_), 𝑙 = 𝑙 (_), 𝑞 = 𝑞(_), 𝑑 = 𝑑(_),
where 𝑑 is a power of two. Let 𝑅 = Z[𝑥]/(𝑥𝑑 + 1) and 𝑅𝑞 = 𝑅/𝑞𝑅 and
𝜒 = 𝜒(_) be an error distribution over 𝑅𝑞 . The (decisional) module
learning with errors (MLWE) assumption𝑀𝐿𝑊𝐸𝑛,𝑙,𝑑,𝑞,𝜒 states that
for 𝑨←↪ U(𝑅𝑙×𝑛𝑞 ), 𝒔 ←↪ 𝜒𝑛, 𝒆 ←↪ 𝜒𝑙 and 𝒖 ←↪ U(𝑅𝑙𝑞 ) the following
two distributions are indistinguishable

(𝑨,𝑨𝒔 + 𝒆) and (𝑨, 𝒖).

Definition 3 (The 𝑔−1

rand Algorithm [57]). Let 𝛽, 𝑞 ∈ Z, with 𝛽 ≥ 2,
𝒈𝑇 = (1, 𝛽, 𝛽2, . . . , 𝛽𝑚𝑞−1

) ∈ 𝑅1×𝑚𝑞 , where 𝑚𝑞 = ⌈log𝛽 𝑞⌉. There
is a randomized, efficiently computable function 𝒈−1

rand(·) : 𝑅𝑞 →
𝑅1×𝑚𝑞 such that 𝒙𝑇 ← 𝒈−1

rand(𝑎) is sampled from a discrete Gaussian
distribution with parameter 𝑟 , such that 𝒙𝑇𝒈 = 𝑎 mod 𝑞 (i.e. 𝒙 ←↪
D

Λ
⊥
𝑞 (𝒈)+𝒄,𝑟 , where 𝒄 is any fixed vector satisfying 𝒄𝑇𝒈 = 𝑎 mod 𝑞).

Note that the output of 𝒈−1

rand is always a row vector. We extend the
definition to vector inputs where 𝒈−1

rand is applied to each entry and

the result is concatenated. Furthermore, let 𝑮 = 𝐼𝜌 ⊗ 𝒈 ∈ 𝑅𝐿×𝜌𝑞 with
𝜌 := 𝐿/𝑚𝑞 . For a vector 𝒂 ∈ 𝑅

𝜌
𝑞 , the vector 𝒙𝑇 = 𝒈−1

rand(𝒂) satisfy
𝒙𝑇 𝑮 = 𝒂 mod 𝑞, where 𝒙 ←↪ D

Λ
⊥
𝑞 (𝑮)+𝒄,𝑟 and 𝒄 is any fixed vector

satisfying 𝒄𝑇 𝑮 = 𝒂 mod 𝑞.

Definition 4 (Smoothing Parameter [58]). For an 𝑛-dimensional
lattice Λ ⊆ Z𝑛 and a positive real 𝜖 > 0, the smoothing parameter
[𝜖 (Λ) is the smallest real 𝑟 > 0, such that 𝜌

1/𝑟 (Λ
∗ \ {0}) ≤ 𝜖 .

3 NEW REGULARITY RESULTS FOR PRIVATE
RE-RANDOMIZATION OF MLWE SAMPLES

Overview.We now give an overview of our re-randomisation The-

orem 1 and its proof. The theorem asserts that givenMLWE samples

(𝑨,𝑩 = 𝑨𝑺 + 𝑬 ) ∈ 𝑅𝐿×𝑛𝑞 × 𝑅𝐿×ℓ
′

𝑞 and a coset-supported discrete

Gaussian re-randomisation vector �̄�𝑇 := (𝒙𝑇 ,𝒚𝑇 )←↪ D
Λ
⊥
𝑞 (𝑮)+𝒄,𝑟 ×

D𝑅ℓ ′ ,𝑟 for some coset vector 𝒄 , the re-randomised MLWE sample

(𝑨′,𝑩′) = (𝒙𝑇𝑨, 𝒙𝑇𝑩 +𝒚𝑇 ) = (𝒙𝑇𝑨, 𝒙𝑇𝑨𝑺 + 𝒙𝑇 𝑬 +𝒚𝑇 ) has a distri-

bution that is, up to a negligible statistical distance, independent

of the coset vector 𝒄 . We prove Theorem 1 below using the subse-

quent Lemmas 1–5. The proof of the Theorem consists of two parts

presented in the following two subsections: (1) The first part (Part

1: LHL over 𝑅𝑞 with leakage), given in Lemma 1, shows that the

re-randomized matrix 𝑨′ = �̄�𝑇 ¯𝑨 mod 𝑞 (here,
¯𝑨 denote 𝑨 with 0

matrix appended at bottom ℓ′ rows) is statistically close to uniform

over 𝑅𝑞 with respect to the short randomizing randomness �̄� , even

conditioned on the leakage on �̄� given by �̄� �̄� = 𝒙𝑇 𝑬 +𝒚𝑇 , and (2)

The second part (Part 2: Gaussian LHL), given in Corollary 5, shows

that the distribution of the leakage component 𝒙𝑇 �̄� is statistically

close to a skewed discrete Gaussian. This part 2 is followed by a

natural adaptation of the arguments in [23] to the structured ring

case, so we focus in this overview on part (1).
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The proof of part (1) analyzes the uniformity of the conditional

distribution of 𝒙𝑇𝑨 mod 𝑞, given 𝑬 ′ := 𝒙𝑇 𝑬 +𝒚𝑇 and (𝑨, 𝑬 ). Prior

work [23] on an analogous regularity with leakage result over

the field Z𝑞 for 𝑞 prime applied a generalized leftover hash argu-

ment [32] based only on the entropy of 𝒙𝑇 and the leaked entropy

in 𝑬 ′. Such an entropy-based approach fails over a ring with non-

trivial subideals such as our ring 𝑅𝑞 (for instance, if all coordinates

of 𝒙𝑇 are in such a subideal of 𝑅𝑞 , then so will 𝑨′ and uniformity

over 𝑅𝑞 will not be achieved).

Instead, we give a very different and more technically involved

proof from [23], that applies over𝑅𝑞 , based on lattice discrete Gauss-

ian smoothing arguments [58] and directly analyzing the unifor-

mity of the conditional distribution in scope using the relevant

geometric smoothing bounds of the underlying lattices. Our proof

combines and extends prior smoothing bounds for related lattices.

In particular, we show that the conditional distribution in scope

𝐷(𝒗 |𝒆) := Pr[𝒙𝑇𝑨 = 𝒗𝑇 |𝒙𝑇 𝑬 + 𝒚𝑇 = 𝒆𝑇 ] is proportional to a sum

of a Gaussian with parameter 𝑟 over a coset 𝒙𝑇
0

+ Λ
′
of the lattice

Λ
′

:= Λ
⊥
𝑞 (

¯𝑨) ∩ Λ
⊥

(�̄� ) ∩ Λ
⊥
𝑞 (

¯𝑮). The lattice Λ
′
consists of the in-

tersection of the orthogonal 𝑞-ary (also known as ‘SIS’) lattices

corresponding to the matrices 𝑨 and 𝑮 and the orthogonal lattice

(over Z, not mod 𝑞) of 𝑬 :=

(
𝑬
𝑰 ℓ ′

)
, where the coset 𝒙𝑇

0
depends

on 𝒗, 𝒆 and 𝒄 , and ¯𝑮 denote 𝑮 with 0 matrix appended at bottom

ℓ′ rows. Smoothing arguments [58] imply that the above coset

Gaussian sum is almost independent of the coset if 𝑟 exceeds the

smoothing parameter [(Λ
′
) of the intersection lattice Λ

′
.

The uniformity proof for our distribution, therefore, reduces to

studying upper bounds on [(Λ
′
). To our knowledge, the smoothing

parameter for such intersection lattices has not been previously

studied, and it does not seem possible to give a ‘black box’ bound

on the smoothing parameter of intersection lattices from bounds on

the underlying lattices being intersected. Instead, we provide such

a novel bound by careful usage of the properties of the underlying

lattices and extension of bounds on their minima. To do so, we

generalize a transference bound approach used in [2] to study

the smoothing parameter of Λ
⊥

(�̄� ) (not mod 𝑞) by looking at the

corresponding 𝑞-ary lattice and its dual. Namely, our proof gives

an upper bound for the smoothing parameter [(Λ
′
) of the rank 𝐿𝑑

lattice Λ
′
using an upper bound on the 𝐿𝑑-minimum _𝐿𝑑 (Λ) of the

(𝐿 + ℓ′)𝑑-dimensional 𝑞-ary lattice Λ := Λ
⊥
𝑞 (

¯𝑨) ∩ Λ
⊥
𝑞 (�̄� ) ∩ Λ

⊥
𝑞 (

¯𝑮),

which in turn reduces by a transference bound to lower bounding

the ℓ′𝑑 + 1 minimum of the dual lattice Λ
∗
. The dual lattice Λ

∗
is

a scaled sum Λ𝑞(𝑨) + Λ𝑞(�̄� ) + Λ𝑞(𝑮) of the three underlying dual

lattices. Note that the ℓ′𝑑+1 minimum of Λ
∗
may be lower than that

of any one of the underlying three lattices due to cancellations in

the sum. To handle this difficulty, our proof considers three subcases

of lattice vectors of the form𝒘 = 𝑨𝒗𝐴 + 𝑬𝒗𝐸 +𝑮𝒗𝐺 in Λ
∗
achieving

the ℓ′𝑑 + 1 lattice minimum, and lower bounding the norm of𝒘 in

each subcase:

1 Subcase 1: 𝒗𝐴 ̸= 0 mod 𝑞. Here, we lower bound the norm of𝒘
by extending the probabilistic union bound argument for lower

bounding Λ𝑞 (𝑨) over modules in [59, 65]; the components 𝑬𝒗𝐸 +

𝑮𝒗𝐺 are handled by including those components in the union

probability argument.

2 Subcase 2: 𝒗𝐴 = 0 mod 𝑞 and 𝒗𝐸 has ‘small’ norm compared to

𝑞. Here, if 𝒗𝐺 ̸= 0 then the norm of𝒘 differs by the ‘small’ error

𝑬𝑣𝐸 from the minimum of the Gadget lattice Λ𝑞(𝑮); we lower

bound the latter Gadget lattice minimum by a direct argument,

which may be of independent interest. If 𝒗𝐺 = 0, 𝒘 is in the

column span of the rank ℓ′𝑑 matrix 𝑬 and cannot be an ℓ′𝑑 + 1th

minimum (except with neg. probability if a wrap around mod q

occurs), as also observed in [64].

3 Subcase 3: 𝒗𝐴 = 0 and 𝒗𝐸 is ‘large’ compared to 𝑞. Due to the

identity matrix at the bottom of 𝑬 , this causes bottom part of𝒘
to be large.

Application of the re-randomization Theorem. In the next Section,

we will apply this Theorem for circuit-private linear homomorphic

computation of our HGSW encryption scheme. Namely, given a

block of a ciphertexts 𝑪1, . . . , 𝑪a for message vectors 𝝁
1
, . . . , 𝝁a , we

will compute a ciphertext 𝑪 for the linear combination message vec-

tor 𝝁 =

∑
𝑖 𝑎𝑖𝝁𝑖 as 𝑪 =

∑
𝑖 𝒙

𝑇
𝑖
𝑪𝑖 +𝒚𝑇 . Here, each randomized vector

𝒙𝑇
𝑖
encodes the corresponding scaling coefficient 𝑎𝑖 by sampling

𝒙𝑇
𝑖
from a discrete Gaussian over the set of solutions to 𝒙𝑇

𝑖
𝒈 = 𝑎𝑖 ,

i.e the Gadget lattice coset Λ
⊥
𝑞 (𝒈) + 𝒄𝑖 , where 𝒄𝑖 is any solution to

𝒄𝑇
𝑖
𝒈 = 𝑎𝑖 . The vector 𝒄 = (𝒄1, . . . , 𝒄a ) in Theorem 1 will therefore

encode the scaling coefficients (𝑎1, . . . , 𝑎a ) and we will apply it to

show that the final ciphertext 𝑪 hides the coefficients encoded in 𝒄
(note also that �̄�𝑇 = (𝒙𝑇

1
, . . . , 𝒙𝑇a ,𝒚

𝑇
) in Theorem 1).

Theorem 1 (Private Re-randomization of MLWE Samples). Let
𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 + 1) with 𝑑 a power of 2, 𝑞 = 𝑝𝑞 with prime 𝑞 =

2ℓ𝑞 + 1 mod 4ℓ𝑞 , where ℓ𝑞 ≥ 2 is a power of 2 so that 𝑥𝑑 + 1 splits
into ℓ𝑞 irreducible factors 𝑓 (𝑢)

(𝑥) mod 𝑞 for 𝑢 ∈ [ℓ𝑞], where each
𝑓 (𝑢)

(𝑥) has degree 𝑑/ℓ𝑞 . Let 𝐿, a ∈ Z, 0 < 𝜖 ≤ 1/2, 𝑮 = 𝐼a ⊗ 𝒈 ∈
𝑅𝐿×a𝑞 with 𝒈𝑇 = (1, 𝛽, . . . , 𝛽𝑚𝑞−1

) for an integer 𝛽 ≥ 2, 𝒄 ∈ 𝑅𝐿𝑞 be
arbitrary, 𝑚𝑞 := ⌈log𝛽 (𝑞)⌉, a := 𝐿/𝑚𝑞 ≥ 1, and 𝑞 ≥ 3𝛽2/(𝛽 − 1).

For 𝑨 ←↪ U(𝑅𝐿×𝑛𝑞 ), 𝑬 ←↪ D𝐿×ℓ ′
𝑅,𝑠

, and �̄� ←↪ D
(Λ
⊥
𝑞 (𝑮)+𝒄)×𝑅ℓ ′ ,𝑟 , let

𝑬 :=

(
𝑬
𝑰 ℓ ′

)
∈ 𝑅(𝐿+ℓ ′)×ℓ ′ and �̄� :=

(
𝑨

0ℓ ′×𝑛

)
∈ 𝑅(𝐿+ℓ ′)×𝑛 . Let

𝐸∞ := 𝑠

√︃
2 ln(𝐿ℓ ′𝑑/𝜖)+ln ln(𝐿ℓ ′𝑑/𝜖)

2𝜋 ≥ 1 with 𝜖/(𝐿ℓ′𝑑) ≤ 0.001. If

𝑞 > max

(
2(𝐿 + ℓ′)𝑑𝑐𝑝

√︃
1 + 4𝑠2𝐿𝑑/(2𝜋 ), 2𝑟 (𝑠

√
𝐿𝑑 + 1)

√︁
ln(2ℓ′𝑑/𝜖)/𝜋

)
, (1)

𝑟 ≥ max

(
(𝐿 + ℓ′)𝑑𝑐

√︃
ln(2𝐿𝑑(1 + 𝜖−1

))/𝜋, 𝑟𝐺

)
and ℓ′𝑑2

−𝐿𝑑 ≤ 𝜖, (2)

with 𝑐 := max(𝑐1, 𝑐2, 𝑐3), where 𝑐1 ≥ 2 satisfies

𝑝1(𝑐1) :=

ℓ𝑞−1∑︁
𝑟=0

(ℓ𝑞
𝑟

)
𝑞((1−𝑟/ℓ𝑞 )𝑛+a+ℓ ′)𝑑 · (2

√
𝑑𝑞1−𝑟/ℓ𝑞 /𝑐1 + 1)

𝐿𝑑

𝑞𝐿𝑑(1−𝑟/ℓ𝑞 )

≤ 𝜖, (3)

𝑐2 := 4𝛽, and 𝐿𝑑2
−ℓ ′𝑑 ≤ 𝜖, (4)

𝑐3 := 8𝛽𝑠
√︁
𝑑ℓ′/(2𝜋 ) with 4𝑠2𝑑ℓ′ ≥ 2𝜋, (5)

𝑟𝐺 :=

(√
𝑚𝑞 (𝛽 − 1) +

√
ℓ′𝑑((𝑚𝑞 − 1)(𝛽 − 1) + 1)𝐸∞

)
·
√︂

ln(2𝐿𝑑(1 + 𝜖−1
))

𝜋
, (6)

then we have

∆

(
(�̄�𝑇 ¯𝑨 mod 𝑞, �̄�𝑇 �̄� mod 𝑞,𝑨, 𝑬 ), (U(𝑅𝑛𝑞 ),DZℓ ′𝑑 ,𝑟 ·rot(

¯𝑬 )
,𝑨, 𝑬

)
≤ 26𝜖.

Remark 1. We note that Theorem 1 still holds if 𝑮 is replaced by
any other lattice with a minimum distance greater than a constant
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fraction of 𝑞. The only reason we stated this result specific to 𝑮 is that
later we will use this in or HGSW and ZK-SNARG constructions.

Asymptotic parameter setting. We give sample asymptotic

parameter settings for Theorem 1 to show how it can be instantiated

with parameters 𝑞, 𝑟, 𝐿 = poly(̂ ) for 𝜖 := 2
−^

, to achieve a desired

statistical distance security parameter ^. Let 𝑗∗ be defined as the

large integer such that 2𝑞1− 𝑗∗/ℓ𝑞 /𝑐1 ≤ 1. A straightforward com-

putation shows that the sum of the first 𝑗∗ terms in condition (3)

is at most 2
−^

if 𝑐1 := 2
𝑘/(𝐿𝑑)+2𝑞1/𝛼

, where 𝛼 := 𝐿/(𝑛 + a + ℓ′),
and the sum of the remaining ℓ𝑞 − 𝑗∗ terms is at most 2

−^
if

𝐿 ≥ 𝑛 + (a + ℓ′)ℓ𝑞 + ℓ𝑞/log(𝑞)(1 + (log(𝑑) + ^)/𝑑). With this set-

ting for 𝑐1, the condition on the left hand side of (1) is satisfied

if 𝑞 >

(
(2(𝐿 + ℓ′)𝑑)

√︁
1 + 9𝑠2𝐿𝑑/(2𝜋 )2

𝑘/𝐿𝑑+2

)𝛼/(𝛼−1)

which leads

to 𝑐1 ≥ 2
^/𝐿𝑑+2

[(2(𝐿 + ℓ′)𝑑)

√︁
1 + 9𝑠2𝐿𝑑/(2𝜋 )]

1/𝛼
. For example, if

we choose some 𝑑 = \̃ (^), 𝑛, ℓ′, 𝑠 = 𝑂(1), then it is sufficient to

set some 𝛽 = \ (1), ℓ𝑞 = 𝑜(log^) = 𝑂(1), 𝛼 = \ (log^) = 𝑂(1),

𝐿 = 𝛼 · (𝑛 + ℓ′ + a) = 𝑂(1) to get 𝑐 = 𝑂(^max(0.5,1.5/(𝛼−1)
) = 𝑂(^0.5

),

𝑟 = 𝑂 (̂
2
), and 𝑞 = 𝑂 (̂

2
).

3.1 Private rerandomization of MLWE - Part 1:
LHL over 𝑅𝑞 with leakage

The LHL Lemma used in [23] (Lemma 3.5) uses a general LHL

with leakage result over Z𝑞 , which is not known to work over 𝑅𝑞 .

Instead, we aim to derive a LHL over 𝑅𝑞 with linear leakage, using

smoothing arguments.

Lemma 1 (LHLwith leakage over𝑅𝑞 ). Let𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 +1)with
𝑑 a power of 2, 𝑞 = 𝑝𝑞 with prime 𝑞 = 2ℓ𝑞 + 1 mod 4ℓ𝑞 , where ℓ𝑞 ≥ 2

is a power of 2 so that 𝑥𝑑 + 1 splits into ℓ𝑞 irreducible factors 𝑓 (𝑢)
(𝑥 )

mod 𝑞 for 𝑢 ∈ [ℓ𝑞], where each 𝑓 (𝑢)
(𝑥) has degree 𝑑/ℓ𝑞 . Let 𝐿, a ∈ Z,

0 < 𝜖 ≤ 1/2, 𝑮 = 𝐼a ⊗ 𝒈 ∈ 𝑅𝐿×a𝑞 with 𝒈𝑇 = (1, 𝛽, . . . , 𝛽𝑚𝑞−1
) for

an integer 𝛽 ≥ 2,𝑚𝑞 := ⌈log𝛽 (𝑞)⌉, a := 𝐿/𝑚𝑞 , and 𝑞 ≥ 3𝛽2/(𝛽 − 1).

For 𝑨 ←↪ U(𝑅𝐿×𝑛𝑞 ), 𝑬 ←↪ D𝐿×ℓ ′
𝑅,𝑠

, and �̄� ←↪ D
(Λ
⊥
𝑞 (𝑮)+𝒄)×𝑅ℓ ′ ,𝑟 , let

𝑬 :=

(
𝑬
𝑰 ℓ ′

)
∈ 𝑅(𝐿+ℓ ′)×ℓ ′ , �̄� :=

(
𝑨

0ℓ ′×𝑛

)
∈ 𝑅(𝐿+ℓ ′)×𝑛 . If

𝑞 > max

(
2(𝐿 + ℓ′)𝑑𝑐𝑝

√︃
1 + 4𝑠2𝐿𝑑/(2𝜋 ), 2𝑟 (𝑠

√
𝐿𝑑 + 1)

√︁
ln(2ℓ′𝑑/𝜖)/𝜋

)
, (7)

𝑟 ≥ (𝐿 + ℓ′)𝑑𝑐
√︃

ln(2𝐿𝑑(1 + 𝜖−1
))/𝜋 and ℓ′𝑑2

−𝐿𝑑 ≤ 𝜖, (8)

with 𝑐 := max(𝑐1, 𝑐2, 𝑐3), where 𝑐1 ≥ 2 satisfies

𝑝1(𝑐1) :=

ℓ𝑞−1∑︁
𝑟=0

(ℓ𝑞
𝑟

)
𝑞((1−𝑟/ℓ𝑞 )𝑛+a+ℓ ′)𝑑 · (

√
𝑑𝑞1−𝑟/ℓ𝑞 /𝑐1 + 1)

𝐿𝑑

𝑞𝐿𝑑(1−𝑟/ℓ𝑞 )

≤ 𝜖, (9)

𝑐2 := 4𝛽, and 𝐿𝑑2
−ℓ ′𝑑 ≤ 𝜖, (10)

𝑐3 := 8𝛽𝑠
√︁
𝑑ℓ′/(2𝜋 ) with 4𝑠2𝑑ℓ′ ≥ 2𝜋, (11)

then we have

∆

(
(�̄�𝑇 ¯𝑨 mod 𝑞, �̄�𝑇 �̄� mod 𝑞,𝑨, 𝑬 ), (U(𝑅𝑛𝑞 ), �̄�𝑇 �̄� mod 𝑞,𝑨, 𝑬 )

)
≤ 21𝜖.

We have already outlined above the main steps of the proof of

Lemma 1 based on lattice smoothing arguments, and how it reduces

the problem to lower bounding the ℓ′𝑑 + 1’th minimum of the sum

lattice Λ
∗

:= Λ𝑞(
¯𝑨) + Λ𝑞(�̄� ) + Λ𝑞(

¯𝑮) of the three underlying dual

lattices. Here, due to space limits, we summarize the results for the

subcases studied for vectors𝒘 =
¯𝑨𝒗𝐴 + �̄�𝒗𝐸 +

¯𝑮𝒗𝐺 in Λ
∗
to obtain

the lower bound, and refer to the Appendix for the complete proofs.

Subcase 1. For Subcase 1 (𝒗𝐴 ̸= 0 mod 𝑞) we use a probabilistic

approach to lower bound ∥𝒘 ∥ over the randomness of 𝑨 and using

a union bound over 𝒗𝐸 , 𝒗𝐺 by extending the approach from [59, 65]

for lower bounding the minimum of Module SIS lattices, and obtain

the following result.

Lemma 2. Let 𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 + 1) with 𝑑 a power of 2, 𝑞 =

2ℓ𝑞 + 1 mod 4ℓ𝑞 , where ℓ𝑞 ≥ 2 is a power of 2 so that 𝑥𝑑 + 1 splits
into ℓ𝑞 irreducible factors 𝑓 (𝑢)

(𝑥) mod 𝑞 for 𝑢 ∈ [ℓ𝑞], where each
𝑓 (𝑢)

(𝑥) has degree 𝑑/ℓ𝑞 . Let 𝒘 := 𝑨𝒗𝐴 + 𝑬𝒗𝐸 + 𝑮𝒗𝐺 ∈ 𝑅𝐿𝑞 with

(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 ) ∈ 𝑅𝑛𝑞 \ 0 × 𝑅ℓ ′𝑞 × 𝑅a𝑞 and 𝑐1 ≥ 2. Then

∥𝒘 ∥2≥ 𝑞/𝑐1 (12)

except with probability 𝑝1 over the choice of 𝑨←↪ U(𝑅𝐿×𝑛𝑞 ), where

𝑝1 ≤
ℓ𝑞−1∑︁
𝑟=0

(ℓ𝑞
𝑟

)
𝑞((1−𝑟/ℓ𝑞 )𝑛+a+ℓ ′)𝑑 · (2

√
𝑑𝑞1−𝑟/ℓ𝑞 /𝑐1 + 1)

𝐿𝑑

𝑞𝐿𝑑(1−𝑟/ℓ𝑞 )

. (13)

Subcase 2. For subcase 2, with𝒘 ∈ Λ𝑞(𝑴) but not in the column

span of 𝑬 over Z where 𝒗𝐴 = 0 mod 𝑞 and 𝒗𝐸 ̸= 0 mod 𝑞 with

‘short’ 𝑣𝑒𝑐𝑣𝐸 , write 𝒘 = 𝑬𝒗𝐸 + 𝑮𝒗𝐺 mod 𝑞. We first prove the

following lemma, which upper bounds the minimum distance of

a lattice generated by Gadget matrix 𝑮 . This result is stated as

general as possible as it might be of an independent interest in

other cryptography contexts.

Lemma 3 (Minimum Distance of Gadget Matrix 𝑮). Let 𝑮 = 𝐼a ⊗
𝒈 ∈ 𝑅𝐿×a𝑞 with 𝒈𝑇 = (1, 𝛽, . . . , 𝛽𝑚𝑞−1

) for an integer 𝛽 ≥ 2,𝑚𝑞 ≥
⌈log𝛽 (𝑞)⌉ and a := 𝐿/𝑚𝑞 , with gcd(𝛽, 𝑞) = 1 and 𝑞 ≥ 3𝛽2/(𝛽 − 1).
Then we have

_∞
1

(Λ𝑞 (𝑮)) ≥ 𝑞

2𝛽
. (14)

Using the above lower bound on the norm of 𝑮𝒗𝐺 and a Schwarz

inequality upper bound on the norm of 𝑬𝒗𝐸 for ‘short’ 𝒗𝐸 , we obtain
the following main result of Subcase 2.

Lemma 4. Let 𝐿,𝑑, 𝑞, ℓ′, a ≥ 2 be integers. Let also 𝑐2 := 4𝛽 for an
integer 𝛽 ≥ 2, 𝑐3 := 8𝛽𝑠

√︁
𝑑ℓ′/(2𝜋 ) with 4𝑠2𝑑ℓ′ ≥ 2𝜋 , gcd(𝛽, 𝑞) = 1

and 𝑞 ≥ 3𝛽2/(𝛽 − 1). Let �̄� := (�̄� , ¯𝑮) ∈ 𝑅
(𝐿+ℓ ′)×(ℓ ′+a)

𝑞 with (�̄� , ¯𝑮)

as defined above, so that every 𝒘 ∈ Λ𝑞(�̄�) can be written as 𝒘 =

�̄�𝒗𝐸 +
¯𝑮𝒗𝐺 with (𝒗𝐸 , 𝒗𝐺 ) ∈ 𝑅ℓ ′𝑞 × 𝑅a𝑞 . Then

Pr

𝑬←↪D𝐿×ℓ ′
𝑅,𝑠

[
∃(𝒗𝐸 , 𝒗𝐺 ), ∥𝒗𝐸 ∥≤ 𝑞/𝑐3 : 𝒘 ∈ Λ𝑞 (�̄�) \ �̄�Zℓ

′𝑑 ,

∥𝒘 ∥< 𝑞/𝑐2

]
≤ 𝐿𝑑2

−𝑑ℓ ′ . (15)

3.2 Private Rerandomization of MLWE - Part 2:
Gaussian LHL

We now state our adaptation of the Gaussian Leftover Hash Lemma

from [23] to our module case with Gaussian 𝑬 .

Lemma 5 (Gaussian LHL over modules with Gaussian 𝑬 ). Let
0 ≤ 𝜖 < 1/2, 𝑮 = 𝐼a ⊗ 𝒈 ∈ 𝑅𝐿×a𝑞 with 𝒈𝑇 = (1, 𝛽, . . . , 𝛽𝑚𝑞−1

)

and a := 𝐿/𝑚𝑞 , 𝑬 ←↪ D𝐿×ℓ ′
𝑅,𝑠

, and �̄� as above, let 𝐸∞ :=

7
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𝑠

√︃
2 ln(𝐿ℓ ′𝑑/𝜖)+ln ln(𝐿ℓ ′𝑑/𝜖)

2𝜋 ≥ 1 with 𝜖/(𝐿′ℓ𝑑) ≤ 0.001. Then, if

𝑟 ≥
(√

𝑚𝑞 (𝛽 − 1) +

√
ℓ′𝑑((𝑚𝑞 − 1)(𝛽 − 1) + 1)𝐸∞

)
·
√︂

ln(2𝐿𝑑(1 + 𝜖−1
))

𝜋
, we have

∆

(
(𝒙𝑇 �̄� , �̄� ), (DZℓ ′𝑑 ,𝑟 ·rot(

¯𝑬 )
, �̄� )

)
≤ 5𝜖.

4 HALF-GSW CANDIDATE LO ENCRYPTION
4.1 Module Half-GSW (HGSW)

Sincewe only need the good private scaling property, we canmodify

the Full-GSW construction such that we keep the scaling property

and remove the multiplicative homomorphism property, which

is not needed for the ZK-SNARG construction. We introduce the

‘Half-GSW’ scheme, where we keep only the bottom𝑚𝑞 rows of

the Full-GSW ciphertext, which can also be viewed as a collection

of𝑚𝑞 Regev ciphertexts for the plaintexts 2
0`, . . . , 2𝑚𝑞−1`. For our

ZK-SNARG construction, it is necessary that the only way for an

adversary to create a valid ciphertext is to take linear combina-

tions of given valid ciphertexts. Therefore, as in [47], we include

a sparsification parameter 𝜏 and encrypt the extended message

�̄� = [𝝁𝑇 |(𝑻𝝁)
𝑇

] ∈ 𝑅ℓ ′𝑝 (instead of 𝝁), where 𝑻 is a random matrix.

The decryption checks that the recovered message has this form to

circumvent oblivious sampling of a valid ciphertext.

Module Half-GSWConstruction.We now define our Half-GSW en-

cryption scheme HGSW. For this scheme, we use a ciphertext mod-

ulus 𝑞 = 𝑝𝑞 for some prime plaintext modulus 𝑝 , and we work over

rings 𝑅𝑞 := Z𝑞[𝑥]/(𝑥𝑑 + 1) and 𝑅𝑝 := Z𝑝 [𝑥]/(𝑥𝑑 + 1) with 𝑑 a power

of 2 as in the previous section. The scheme consists of three al-

gorithmsHGSW.Setup,HGSW.Encrypt,HGSW.Decrypt. Let 𝒈𝑇 =

(1, 𝛽1, . . . , 𝛽𝑚𝑞−1
) ∈ 𝑅𝑚𝑞

𝑞 and ℓ′ = ℓ +𝜏 , where 𝜏 is the sparsification

parameter. HGSW is a stateful deterministic encryption scheme. It

takes the message index 𝑖 (a counter) as input and all randomness

is in secret key and generated in Setup. It encrypts ≤ 𝑚 vector

messages `𝑖 ∈ 𝑅ℓ𝑝 , 𝑖 ∈ [𝑚].

• HGSW.Setup(1
_, 1ℓ ): On input a security parameter _, sam-

ples 𝑺 ← D𝑛×ℓ ′
𝑅,𝑠

, the matrices 𝑨 ←↪ U(𝑅
𝑚𝑚𝑞×𝑛
𝑞 ) and 𝑬 ←↪

D𝑚𝑚𝑞×ℓ ′
𝑅,𝑠

and the transformation matrix 𝑻 ←↪ U(𝑅𝜏×ℓ𝑝 ). For

𝑖 ∈ [𝑚], we denote by 𝑬𝑖 ∈ 𝑅𝑚𝑞×ℓ ′
and 𝑨𝑖 ∈ 𝑅

𝑚𝑞×𝑛
𝑞 the 𝑖th

blocks of consecutive𝑚𝑞 rows from 𝑬 and 𝑨, respectively. The
secret key is sk = (𝑺, 𝑻 ,𝑨, 𝑬 ).

• HGSW.Encrypt(𝑖, sk, 𝝁): Given the message index 𝑖 , secret key

sk = (𝑺, 𝑻 ,𝑨, 𝑬 ) and a message vector 𝝁𝑇
𝑖

= (`𝑖,1, . . . , `𝑖,ℓ ) ∈
𝑅ℓ𝑝 , computes the vector �̄�𝑇

𝑖
= [𝝁𝑇

𝑖
|(𝑻𝝁 𝒊)𝑇 ] ∈ 𝑅ℓ

′
𝑝 . Parse �̄�𝑇

𝑖
=

( ¯̀𝑖,1, . . . , ¯̀𝑖,ℓ ′ ). The algorithm then computes the ciphertext

𝑪𝑖 =

[
𝑨𝑖 𝑨𝑖𝑺 + 𝑬𝑖

]
+

𝑞

𝑝
· 𝑯 𝑖 ∈ 𝑅

𝑚𝑞×(𝑛+ℓ ′)
𝑞 , where

𝑯 𝑖 :=

[
0𝑚𝑞×𝑛, ¯̀𝑖,1𝒈, . . . , ¯̀𝑖,ℓ ′𝒈

]
∈ 𝑅𝑚𝑞×(𝑛+ℓ ′)

𝑞 .

• HGSW.Add({𝑪𝑖 }𝑖∈[𝑚]
, {𝑎𝑖 }𝑖∈[𝑚]

): Let 𝐿 denote the add block

size parameter, where a := 𝐿/𝑚𝑞 is a positive integer (number of

ciphertexts per block). For each add block index 𝑗 ∈ [𝑚/a], and

each ciphertext index 𝑖 ∈ [a] in the 𝑗 ’th block, given the scaling

factor 𝑎 𝑗a+𝑖 ∈ 𝑅 for the ciphertext 𝐶 𝑗a+𝑖 , sample a randomized

scaling factor 𝑎𝑇
𝑗a+𝑖

:= 𝒈−1

rand(𝑎 𝑗a+𝑖 ) (see Def. 3) and compute the

re-randomized scaled ciphertext

˜𝑪 𝑗a+𝑖 := 𝑎𝑇𝑗a+𝑖 · 𝑪 𝑗a+𝑖 ∈ 𝑅1×(𝑛+ℓ ′)
𝑞

(Remark: note that ˜𝑪 𝑗a+𝑖 is equal to[
𝒃𝑇𝑖 𝑺 + 𝒆𝑇

𝑖

]
+

𝑞

𝑝
·
[
0𝑛, ¯̀𝑖,1𝑎𝑖 , . . . , ¯̀𝑖,ℓ ′𝑎𝑖

]
∈ 𝑅1×(𝑛+ℓ ′)

𝑞 ,

where 𝒃𝑇𝑖 = 𝑎𝑇
𝑗a+𝑖
· 𝑨𝑗a+𝑖 , and 𝒆𝑇

𝑖
= 𝑎𝑇

𝑗a+𝑖
· 𝑬 𝑗a+𝑖 ). Finally, for

𝑗 = 0, . . . ,𝑚/a − 1, sample 𝒚 𝑗 from discrete Gaussian Dℓ ′
𝑟 , and

compute the sum

𝒄∗ :=

𝑚/a−1∑︁
𝑗=0

(
a∑︁
𝑖=1

˜𝑪 𝑗a+𝑖 + [0𝑛,𝒚𝑇𝑗 ]

)
∈ 𝑅1×(𝑛+ℓ ′)

𝑞 .

(Remark: the output of HGSW.Add does not match the format

of a ciphertext created byHGSW.Encrypt. Instead, it is a one-row
Regev-type ciphertext).

• HGSW.Decrypt(𝑺, 𝒄∗): given a ciphertext 𝒄∗ and the secret key

sk = (𝑺, 𝑻 ,𝑨, 𝑬 ), computes the inner product of 𝒄∗ with ¯𝑺𝑇 =[
−𝑺𝑇 , 𝑰𝑇

ℓ ′
]
, i.e. �̄� := ⟨𝒄∗, ¯𝑺⟩ and computes �̄� := ⌈(𝑝/𝑞′) · �̄� ⌋ ∈ 𝑅ℓ ′𝑝 .

Parse �̄� = [�̄�
1
, �̄�

2
], where �̄�

1
= 𝝁 ∈ 𝑅ℓ𝑝 and �̄�

2
∈ 𝑅𝜏𝑝 . If �̄�2

̸=
𝑻 �̄�

1
then return ⊥, else return �̄�

1
∈ 𝑅ℓ𝑝 . (Remark: the given

decryption algorithm applies only to the output of HGSW.Add,
which was mentioned to be a one-row Regev-type ciphertext).

The main advantage of our Module HGSW is that it keeps the

property of homomorphic scaling and drops the multiplicative

homomorphism property. As a result, this scheme can be used in

our ZK-SNARG from LPCP construction.

As noted in Appendix A, knowledge-based notions of the linear-

only property for LWE-based encryption schemes have recently

been shown insecure against quantum attacks. Instead, we intro-

duce the following weaker (and not knowledge-based) linear only

hardness assumption on HGSW, which will still be sufficient for

our construction of a ZK-SNARG (i.e. argument with regular, rather

than knowledge-based, soundness).

Conjecture 1 (HGSW Linear Targeted Malleability). For security
parameter _ and the parameters 𝑝, 𝑑, 𝜏 as defined in the construction
of HGSW, if 1/|𝑅𝑝 |𝜏= 𝑝−𝑑𝜏 is negligible in _, then HGSW satisfies
strictly linear targeted malleability (see Def. 13 in Appendix).

Remark 2. For a ZK-SNARG from linear-only FHE construction, we
only require the properties of homomorphic scaling and homomor-
phic addition, as in the inner-product homomorphism in ZK-SNARG
[47]. Therefore it is sufficient if we compute only one row (one Regev
ciphertext) of the𝑚𝑞 rows of 𝒈−1

rand(𝑎𝒈), and apply the homomorphic
additions on that one. It means that the ZK-SNARG proof will only
consist of short Regev ciphertexts. The longer HGSW ciphertexts will
only be needed in the generation of the common reference string.

Lack of Multiplicative Homomorphism. As we have seen earlier, the

multiplicative homomorphism is undesirable for the soundness

of a secure ZK-SNARG construction. For our HGSW scheme, the

GSW multiplicative homomorphism idea seems to fail due to the

missing half of the GSW ciphertext. For example, suppose ℓ′ = 1 and

consider two HGSW ciphertexts 𝑪1 = [𝑪1,1, 𝑪1,2] = [𝑨1,𝑨1𝑺 +𝑬1 +

`1𝒈] and 𝑪2 = [𝑪2,1, 𝑪2,2] = [𝑨2,𝑨2𝑺 +𝑬2 + `2𝒈]. Then to compute

a ciphertext 𝑪3 for the product `1`2, we could try to compute 𝑪3 =

8
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𝒈−1

rand(𝑪2,2) · 𝑪1 = [𝑪3,1, 𝑪3,2] = [𝒈−1

rand(𝑪2,2)𝑨1,𝒈−1

rand(𝑪2,2)𝑨1𝑺 +

𝒈−1

rand(𝑪2,2)𝑬1+`1𝑪2,2] = [𝑪3,1, 𝑪3,1𝑺+𝒈−1

rand(𝑪2,2)𝑬1+`1𝑬2+`1`2𝒈+

`1𝑨2𝑺]. Note that 𝑪3 is not a valid ciphertext for `1`2 due to the

last ‘large’ term `1𝑨2𝑺 in 𝑪3,2. It seems that without the missing

‘top half’ of the GSW ciphertext, we cannot get rid of such extra

terms to get a multiplicative homomorphism. This is the motivation

for our linear targeted malleability conjecture for HGSW.

Modulus switching. To achieve noise reduction after applying the

required number of homomorphic additions, we use the modulus

switching technique introduced in [24]. While the initial modulus 𝑞

is needed to be large enough to allow the homomorphic operations,

it can be reduced to 𝑞′ by directly applying modulus switching from

[24] to our Regev ciphertext computed in HGSW.Add.

4.2 Correctness and Security Analysis
Theorem 2 (Additive Homomorphism (Correctness)). Let _ be a
security parameter and 𝑝, 𝑞, 𝑛,𝑚𝑞, 𝛽, ℓ

′, ℓ, 𝜏 be as defined in Module
HGSW Construction. Suppose D𝑠 be a Gaussian with parameter 𝑠 .
If 𝑝, 𝑞, 𝑛,𝑚𝑞, 𝛽, ℓ

′, ℓ, 𝜏 = poly(_), then this Construction is additively
homomorphic with respect to 𝑆 = D𝑚

𝑟 ⊆ 𝑅𝑚𝑝 for all 𝑚 = 𝑚(_). In
particular, if 𝑛 > 8 and

𝑞 > 2𝑝𝑠

√︃
(𝑟2

(𝑚𝑚𝑞 +𝑚/a)𝑑 + 1) ln(2((𝑚𝑚𝑞 +𝑚/a)𝑑 + 1)/𝜖)/𝜋, (16)

then (19) in Def. 12 (App. B.6) holds with probability 𝜖 for all 𝒚 ∈ 𝑆 .

Circuit Privacy Remark: the 𝑗 ’th non-zero component in 𝑅𝑞 of

𝑎
𝑞
𝑝 · 𝑯 has the form 𝑎` 𝑗

𝑞
𝑝 mod 𝑞 = (𝑎` 𝑗 mod 𝑝)

𝑞
𝑝 mod 𝑞, where

we have used the fact that 𝑝 divides 𝑞. Here, it seems that we cannot
obtain circuit privacy if 𝑝 does not divide 𝑞 and we replace in the

encryption scheme
𝑞
𝑝 by its rounded version ⌈𝑞𝑝 ⌋ =

𝑞
𝑝 + 𝜖 for |𝜖 |≤

1/2. With this, we get 𝑎` 𝑗 ⌈𝑞𝑝 ⌋ mod 𝑞 = (𝑎` 𝑗 mod 𝑝)
𝑞
𝑝 +𝑎` 𝑗𝜖 mod 𝑞,

and the term 𝑎` 𝑗𝜖 depends on 𝑎` 𝑗 mod 𝑞, not just 𝑎` 𝑗 mod 𝑝 , and

therefore can leak more about 𝑎.

Theorem 3 (Statistical Circuit Privacy of HGSW). Let 𝜖 > 0 and
𝑝, 𝑞, 𝑛,𝑚𝑞, 𝛽, ℓ

′, a, 𝐿, 𝑠, 𝑟 be as defined in the Module HGSW Construc-
tion. If these parameters satisfy the conditions of Theorem 1 , with
𝜖 = negl(_) then the HGSW construction is statistically circuit pri-
vate. In particular, for every circuit privacy adversary A, there exists
an efficient simulator S such that

Pr[Gamecirc−priv
ΠHGSW.Encrypt,A,S (1

_
) = 1] ≤ 1/2 + 18(𝑚/a) · 𝜖.

The IND-CPA security of our Module HGSW follows directly

from [44] and Module-LWE assumption.

Theorem 4 (CPA Security of Module HGSW). For a security pa-
rameter _ let 𝑝 = 𝑝(_), 𝑞 = 𝑞(_), 𝑛 = 𝑛(_),D = D(_) be the lattice
parameters and ℓ be the plaintext dimension. Let 𝑄 = poly(_) denote
the number of queries to the encryption oracle. Under the hardness of
MLWE𝑛,𝑚𝑞 ,𝑑,𝑞,D assumption with𝑚𝑞 = 𝑛 +𝑄 , the HGSW construc-
tion is 𝑄-query IND-CPA secure.

Asymptotic parameter settings. Based on the hardness of MLWE

against known lattice attacks (attack time 𝑇 = 2
Ω̃(𝑛𝑑 log𝑞/log

2
(𝑞/𝑠))

,

which we require to be ≥ 2
_
), we can satisfy conditions of the above

Theorems with HGSW ciphertext length quasi-linear in the securi-

ty/privacy parameter _ and poly-log in the number of homomorphic

plaintext additions𝑚. For example, similarly to Sec. 3, if choose

some 𝑑 = \̃ (_), 𝑛, ℓ′, 𝑝, 𝑠, a, 𝜏 = 𝑂(1), then it is sufficient to set some

𝛽 = \ (1), ℓ𝑞, ℓ𝑝 = 𝑂(1),𝛼 = \ (log(_𝑚)) = 𝑂(1),𝐿 = 𝛼 ·(𝑛+ℓ′+a) = 𝑂(1),

𝑟 = 𝑂(_2
), and 𝑞 = 𝑂(_3

√
𝑚). The HGSW ciphertext length be-

fore homomorphic addition is𝑚𝑞𝑑(𝑛 + ℓ′) log𝑞 = 𝑂(log
2𝑚) ·𝑂(_),

whereas after homomorphic addition the Regev ciphertext length

is 𝑑(𝑛 + ℓ′) log𝑞 = 𝑂(log𝑚) ·𝑂(_).

5 APPLICATION OF HGSW TO ZK-SNARG
This section is dedicated to an application of HGSW to ZK-SNARG.

Our construction of LUNA follows directly by applying the crypto-

graphic compiler from [16]. Similar to [47], we provide a construc-

tion based on linear PCPs for R1CS systems. The main difference to

[47] is the underlying linear-only encryption scheme. In our case,

we use HGSW defined in Section 4.1.

We propose to use the following encoding scheme of field el-

ements into the CRT slots of 𝑅𝑝 . According to the Chinese Re-

mainder Theorem it holds that 𝑅𝑝 = Z𝑝 [𝑥]/(𝑥𝑑 + 1) is isomorphic

(denoted by
∼
=) to

∏
𝑖∈[ℓ𝑝 ]

Z𝑝 [𝑥]/(𝑓𝑖 (𝑥 )) for irreducible polynomials

𝑓𝑖 (𝑥 ) which are factors of 𝑥𝑑 + 1 mod 𝑝 . As shown in [25], there is

an isomorphism 𝑅𝑝 ∼=
∏

𝑖∈[ℓ𝑝 ]
Z𝑝 [𝑥]/(𝑓𝑖 (𝑥 )) with deg(𝑓𝑖 ) = 𝑓 for all

𝑖 ∈ [ℓ𝑝 ]. Furthermore, Z𝑝 [𝑥]/(𝑓𝑖 (𝑥 ))
∼
= F(𝑝 𝑓 ) where 𝑓 = 𝑑/ℓ𝑝 . While

compiling LPCP into a ZK-SNARG, we encode ℓ𝑝 LPCP plaintexts

`1, . . . , `ℓ𝑝 ∈ F(𝑝 𝑓 ) of the HGSW encryption scheme into the ℓ

plaintext slots in Z𝑝 [𝑥]/(𝑓𝑖 (𝑥 )).

5.1 LUNA: Our ZK-SNARG Construction
For a family of R1CS systems CS = {CS𝑁 }𝑁 ∈N defined over a

finite field F, the ZK-SNARG construction consists of two build-

ing blocks: a linear PCP and an additively-homomorphic vector

encryption for F𝑘 .

• Let ΠLPCP = (ΠLPCP .Query,ΠLPCP .Prove,ΠLPCP .Verify) be a 𝑘-

query linear PCP for CS. Let𝑚 denote the query length of ΠLPCP.

• LetHGSW = (HGSW.Setup,HGSW.Encrypt,HGSW.Add,HGSW.

Decrypt) be our additively-homomorphic half-GSW symmetric

encryption over F𝑘 .

Our designated-verifier LUNA = (LUNA.Setup, LUNA.Prove,
LUNA.Verify) is defined as follows:

• LUNA.Setup(1
_, 1𝑁 ): On input the security parameter _ and

the system index 𝑁 , run (st,𝑸) ← ΠLPCP .Setup(1
𝑁

), where

𝑸 ∈ F𝑚×𝑘 with F = F(𝑝 𝑓 ) and 𝑓 is the degree of split-

ting factors of (𝑥𝑑 + 1) mod 𝑝 . For 𝑖 ∈ [𝑚], let 𝒒𝑇
𝑖
denote

the 𝑖-th row of 𝑸 . Run sk ← HGSW.Setup(1
_

) and compute

𝑪𝑖 = HGSW.Encrypt(𝑖, sk, 𝒒𝑖 ) for each 𝑖 ∈ [𝑚]. Output crs =

(𝑁, {𝑪𝑖 }𝑖∈[𝑚]
) and the verification key st = (stLPCP, 𝑺).

• LUNA.Prove(crs, 𝒙,𝒘): On input common reference string crs =

(𝑁, {𝑪𝑖 }𝑖∈[𝑚]
), a statement 𝒙 and a witness𝒘 , compute a proof

of the underlying LPCP system 𝝅 ← ΠLPCP .Prove(1
𝑁 , 𝒙,𝒘), i.e.

𝝅 = (𝜋1, . . . , 𝜋𝑚). Then homomorphically compute the response

of linear PCP as 𝒄∗ ← HGSW.Add({𝑪𝑖 }𝑖∈[𝑚]
, {𝜋𝑖 }𝑖∈[𝑚]

). The

prover outputs the proof 𝝅∗ = 𝒄∗.
• LUNA.Verify(st, 𝝅∗, 𝒙): On input st = (stLPCP, sk), the statement

𝒙 and the proof 𝝅∗ = 𝒄∗, the verifier computes 𝒂 =

∑𝑚
𝑖=1

𝜋𝑖𝒒𝑇𝑖 ←
HGSW.Decrypt(𝑺, 𝒄∗). If 𝒂 = ⊥, the verifier outputs 0, otherwise
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it runs the verification of LPCP, ΠLPCP .Verify(stLPCP, 𝒙, 𝒂) and

outputs its output.

Security. As discussed in App. A, we avoid relying on knowledge-

based flavours of LO property for HGSW due to the invalidity

of such assumptions for LWE-based schemes as recently shown

in [31]. Instead we use the ZK-SNARG soundness result of [16, 17],

that only requires a weaker simulation-based LO requirement on

the underlying encryption scheme called (strict) Linear Targeted

Malleability (LTM), see Def. 13 in Appendix B.6. Informally, the

latter requirement only requires that is infeasible for an efficient

adversary to compute non-linear homomorphic operations on ci-

phertexts, but it does not require a knowledge extractor for the

linear coefficients. Note that the LTM-based ZK-SNARG soundness

result is against non-adaptive attacks, where the statement is not

chosen adaptively by the adversary after seeing the CRS. However,

as pointed out in [16], this may only be a proof limitation, as there

is no known adaptive soundness attack on the ZK-SNARG.

Theorem 5 (ZK-SNARG Security - Adapted from [16], [17, Thm

4.6], [47, Thm 3.23]). If ΠLPCP satisfies statistical soundness against
linear provers and the underlying vector encryption scheme HGSW
is IND-CPA secure (for up to𝑚 messages) and satisfies strictly linear-

only targetedmalleability, then LUNA is a (non-adaptive) designated-
verifier SNARG for CS in the preprocessing model. Moreover, if in
addition ΠLPCP is honest-verifier zero-knowledge and the underlying
encryption scheme HGSW is statistically circuit private, then LUNA
is a statistically zero-knowledge DV ZK-SNARG.

As discussed in Appendix A, our construction is also a ZK-

SNARK, i.e. a zero-knowledge succinct non-interactive argument of

knowledge, if we assume a stronger strict LTM assumptionwith com-
putationally efficient simulation on the HGSW encryption scheme

(as opposed to the strict LTM assumption with computationally un-

bounded simulation in Theorem 5), and that the underlying LPCP

satisfies knowledge soundness. As for the ZK-SNARG result, the

soundness is only proved against non-adaptive attacks.

Theorem 6 (ZK-SNARK Security - Adapted from [16, Lem. 6.3],

[47, Thm 3.23]). If ΠLPCP satisfies statistical knowledge soundness
against linear provers and the underlying vector encryption scheme
HGSW is IND-CPA secure (for up to𝑚 messages) and satisfies strictly
linear-only targeted malleability with computationally efficient sim-

ulation, then LUNA is a (non-adaptive) designated-verifier SNARK
for CS in the preprocessing model. Moreover, if in addition ΠLPCP is
honest-verifier zero-knowledge and the underlying encryption scheme
HGSW is statistically circuit private, then LUNA is a statistically
zero-knowledge DV ZK-SNARK.

5.2 Parameter Setting for LUNA
In our work, we adopt a set of notations similar to those in [47]

to make it easy to connect the two works together. The notations

are summarized in Table 4 in the appendices. For the parameters

and requirements common in both [47] and our work, we employ a

similar strategy to choose such parameters. For example, as in [47],

we assume that the number of variables, 𝑁𝑤 is roughly equal to

the number of constraints, 𝑁𝑔 , i.e., 𝑁𝑤 ≈ 𝑁𝑔 . Particularly, we take

𝑁𝑔 = 2
16

or 𝑁𝑔 = 2
20
, which are used as common example settings

in prior works, including [47]. Of course, for certain parameters,

we have different requirements and optimizations, in which case

we rely on our new results.

Plaintext dimension. First of all, for all parameter settings, the

plaintext dimension over 𝑅𝑝 is set to ℓ = ⌈4𝜌/ℓ𝑝 ⌉. As in [47], there

are 4𝜌 PCP queries in total to be encrypted since each linear PCP

has 4 queries and we repeat 𝜌 times to amplify soundness. While

the plaintext space in [47] is a field and, therefore, does not split (i.e.,

ℓ𝑝 = 1 in [47]), we can pack ℓ𝑝 messages into a single 𝑅𝑝 element.

As a result, we get ℓ = ⌈4𝜌/ℓ𝑝 ⌉. Note that this setting is the same

as in [47] with ℓ𝑝 = 1.

Ciphertext sparsification. For all parameter settings, the sparsi-

fication parameter is set to 𝜏 = ⌈128/(𝑑 log𝑝)⌉. The reason behind

this choice is based on the LTM conjecture (similar to [47]) adapted

to our base encryption scheme (see Conjecture 1). Observe that for

𝜏 = ⌈128/(𝑑 log 𝑝)⌉, we have 𝑝−𝜏𝑑 ≤ 2
−128

as in [47]. The differ-

ence in our case is that we work over a ring 𝑅𝑞 instead of a field.

However, the rationale described in [47] extends to the ring case as

follows. For any fixed vector (𝝁
1
, 𝝁

2
) recovered in decryption, the

probability that 𝝁
2

= 𝑻𝝁
1
over 𝑅𝑝 is equal to the probability that

𝝁
2

= 𝑻𝝁
1
over all the fields 𝑅

(𝑖)
𝑝 that 𝑅𝑝 splits into. Since over each

𝑅
(𝑖)
𝑝 , the probability is 𝑝−𝜏𝑑

′
for 𝑑′ = dim(𝑅

(𝑖)
𝑝 ), overall we end up

with the same requirement 𝑝−𝜏𝑑 ≤ 2
−128

.

Modulus switching. Theorem 3.19 in [47] provides a general mod-

ulus switching result for Regev-like encryption schemes. Since our

final ciphertext after homomorphic scaling has a similar Regev

structure, we can apply the results of [47, Theorem 3.19]. Partic-

ularly, since we have the same notations for 𝑝, 𝑛, 𝑑, 𝑠, 𝑞′ as in [47],

we can simplify the modulus switching requirement to

𝑞′ > 12𝑝𝑛𝑑𝑠, (17)

where we use the same constant 𝐶 = 6 as in [47] for Gaussian

“tail-cut” bound.

Observation 1. Note that from the MLWE security perspective the
product 𝑛𝑑 in (17) is roughly fixed, and therefore, an approach to
reduce the proof length is by reducing the Gaussian parameter 𝑠
and/or the plaintext modulus 𝑝 . This stems from the fact that the
proof length is equal to (𝑛 + ℓ′)𝑑 log𝑞′ = (𝑛 + ℓ + 𝜏)𝑑 log𝑞′. We will
exploit this observation when choosing 𝑠 and 𝑝 .

PCP Knowledge Error. The knowledge (and soundness) error

of the PCP is tightly related to the size of the finite field F over
which PCP is instantiated. Particularly, as in [47], the knowledge

error Y is at most 2𝑁𝑔/(|F|−𝑁𝑔), assuming the number of variables

𝑁𝑤 ≈ 𝑁𝑔 , where 𝑁𝑔 is the number of constraints in the system. In

our construction, we have Y ≤ 2𝑁𝑔/(𝑝
𝑓 − 𝑁𝑔) since |F|= 𝑝 𝑓 where

𝑓 = 𝑑/ℓ𝑝 is the degree of the irreducible factors of 𝑥𝑑 + 1 mod 𝑝 .

Observe that the ability to choose a larger 𝑓 allows us to reduce

the size of 𝑝 significantly, which in turn allows the reduction of 𝑞′

due to Observation 1. For all parameter settings, we set the number

of repetitions as the smallest integer 𝜌 such that Y𝜌 ≤ 2
−128

.

Correctness for𝑚 homomorphic additions. According to the

correctness requirement of our ZK-SNARG, Theorem 2, we choose

𝑞 large enough to ensure that (16) is satisfied. Here, we set 𝜖 =

2
−128

and also have𝑚 ≈ 2𝑁𝑔 as ΠSNARG .Prove involves about 2𝑁𝑔

homomorphic additions assuming 𝑁𝑤 ≈ 𝑁𝑔 .
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CPA/MLWE security. Due to Theorem 4, the required CPA se-

curity of the base encryption scheme (HGSW) relies on MLWE

assumption with a secret key in 𝑅𝑛𝑞 (i.e., total dimension of 𝑛𝑑) and

secret/error distribution of discrete Gaussian with parameter 𝑠 . To

establish a fair comparison with [47], we calculated the “root Her-

mite factor" 𝛿LWE of the parameter settings in [47] and found it to

be 𝛿LWE ≈ 1.00427. The root Hermite factor is a common metric to

measure the hardness of solving lattice problems in practice. There-

fore, we also aim for a similar root Hermite factor when setting the

lattice parameters and use the LWE estimator [7] to compute 𝛿LWE.

For lattice attacks, the number of MLWE samples does not play a

major role and we assume that the attacker has access to (at least)

the optimal number of samples.

In choosing 𝑠 , we need to consider algebraic attacks[4] and the

number of MLWE samples revealed to the adversary, which can in

fact be quite large for the PCP-based SNARG approach we employ.

However, even for 𝑠 = 1, we observed from the LWE estimator

that the estimated complexity (time to success probability ratio) of

algebraic attacks are well above 2
128

operations for the dimension

parameters we consider. To be conservative and avoid having a

very sparse secret, we set 𝑠 = 2 to optimize the proof length in light

of Observation 1. Overall, in our choice of parameters, we ensure

that the parameters (𝑛,𝑑, log𝑞) with 𝑠 = 2 lead to a root Hermite

factor of 𝛿LWE ≈ 1.00427.

Zero-knowledge. The ZK property of our LUNA relies on our new

private re-randomization results, particularly Theorem 1. These

new results of our work (that only impose a poly(^) condition on

the system modulus 𝑞 for ^-bit zero-knowledge security) are the

main reason for the improvements in the SNARG proof size of

our approach. As a consequence, we ensure that all conditions in

Theorem 1 are satisfied, which particularly means choosing a large

enough Gaussian width 𝑟 for the scaling vectors and a large enough

modulus 𝑞. In these conditions, we set 𝜖 = 2
−^

for ^ = 128.

Sample parameter sets for LUNA. In light of all constraints and

settings described above, we provide a set of sample parameter set-

tings in Table 2. Note that the proof output is a Regev-like ciphertext

of (𝑛 + ℓ′)𝑑 log𝑞′ bits. In the table, ‘crs size’ refers to the setting

where the random first 𝑛 columns of the ciphertexts in the CRS are

ignored as they can be generated from a small seed in practice. As

a result, a crs size is equal to𝑚𝑞ℓ
′𝑑 log𝑞 · 2𝑁𝑔 bits. The ‘crs size

full’ column refers to the uncompressed full CRS size (including the

random 𝑛 columns) and therefore is equal to𝑚𝑞 (𝑛 + ℓ′)𝑑 log𝑞 · 2𝑁𝑔

bits. We note that by choosing 𝑠 = 1, the proof sizes in Table 2 can

be reduced by 6-8%.

Parameters of ISW ZK-SNARG at ^ = 128-bit privacy level.
As our main motivation in this work is reducing the proof size,

we build on the “shorter proof” parameters of ISW [47] to esti-

mate their proof size for ^ = 128. Here, the main change is due to

the (exponential) noise smudging, which requires 128 − 40 = 88

bits larger 𝑞 compared to the setting of ^ = 40. Therefore, we get

log𝑞 ≈ 186 (instead of log𝑞 ≈ 98). With the increased 𝑞, we need

to set a larger dimension parameter for MLWE. Particularly, for the

same Gaussian parameter 𝑠 = 64 and ring dimension 𝑑 = 2 in [47],

we observed using the MLWE estimator that 𝑛 = 3600 leads to a

root Hermite factor of ≈ 1.00427 as before. Since the parameter 𝑛 is

doubled compared to ISW, the modulus 𝑞′ after mod switching also

doubles and so log𝑞′ = 36. The other parameters are kept the same

as in ISW, i.e., 𝑝 = 2
13 − 1, 𝜌 = 26, ℓ = 109 and 𝜏 = 5. For 𝑁𝑔 = 2

16
,

this produces a proof of 32.64 KB, a compressed CRS of 663 MB,

and a full CRS of 21 GB for ISW at ^ = 128, given in Table 1.

Discussion. Compared to ISW, our proposal reduces the proof size

by almost 4× while even achieving smaller CRS sizes. Alternatively,

a proof size reduction of close to 6× can be achieved at the cost

of increasing CRS sizes without diverging too much from the CRS

sizes of ISW. The reason behind sometimes larger CRS in our case is

that our ciphertexts in the CRS are matrices (instead of vectors) that

are𝑚𝑞 times bigger in dimension. We need this matrix structure

due to the use of GSW-like base encryption. We note that our

goal in this section is to demonstrate optimized results for varying

settings. Such a variation in many parameters may not be desirable

in practical implementations. Hence, in Sec. 6, we evaluate our

proposal under a fixed parameter setting for increasing constraint

sizes 𝑁𝑔 .

Asymptotic parameter settings. Asymptotically, we can use the

same parameter settings forHGSW as in the previous Section, with

𝑚 = 2𝑁𝑔 . Therefore, based on MLWE hardness against known

lattice attacks, the asymptotic proof length is logarithmic in circuit

size and quasi-linear in the security parameter _.

6 IMPLEMENTATION AND EVALUATION
We now summarize our implementation of HGSW encryption and

experimental performance evaluation of this implementation
6
. The

main goal of our evaluation is to assess the practical performance

overhead cost of our re-randomized HGSW vector encryption ver-

sus the Regev-based vector encryption used in [47], in a ZK-SNARG

context. Since our main focus in this paper is on improving the

underlying encryption scheme used in the ZK-SNARG, we do not

evaluate the performance costs of the underlying LPCP. The LPCP

implementation in the libSNARK package used in the evaluation

in [47] requires significant modifications to support the plaintext

space extension fields used in HGSW, and we leave such LPCP

implementation modifications and optimizations for future work.

6.1 Implementation Techniques
Software and hardware. Our HGSW encryption scheme is writ-

ten in C++ and compiled using gcc 11.4.0, with the C++17 standard.

In order to run the implementation, PALISADE Homomorphic Ad-

dition Software Library [28] must be installed. All measurements

related to our implementation, and the libsnark-based implementa-

tion of ISW [47], were made on the same machine running Linux

Mint 21.2, equipped with an Intel Xeon E-2314 4-core 2.8 GHz CPU,

and 128 GB RAM. Intel Turbo Boost Technology was disabled and -

O3 optimization flag was used to enable gcc compiler optimizations

for all the experiments.

Implementation parameters. In the parameter settings of our

HGSW implementation, we choose log𝑞 ≈ 62.98, making sure it is

the multiplication of two primes, 𝑞 and 𝑝 = 19. Selecting the base

𝛽 = 54919, we get𝑚𝑞 = ⌈log𝛽 𝑞⌉ = 4. The ring dimension 𝑑 = 32,

and the number of ring splitting factors mod 𝑝 , ℓ𝑝 = 2. So, we have

two irreducible factors of 𝑥𝑑+1mod 𝑝 with the degree 𝑓 = 16, which

are 𝑓1 = 𝑥16
+ 6𝑥8

+ 18 and 𝑓2 = 𝑥16
+ 13𝑥8

+ 18. These factors are

6
Our implementation is available at https://github.com/yassimert/LUNA
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𝑝 𝑛 𝑑 ℓ𝑝 log𝑞 log𝑞′ ℓ 𝜌 𝛽 𝐿 log 𝑟 𝑐 a proof size CRS size CRS size full

37 64 32 2 49.54 20.79 4 2 8 952 26.73 646 56 5.60 2.06 28.37

37 66 32 2 51.35 20.84 4 2 36 970 28.93 2907 97 5.78 1.25 17.80

277 83 32 2 64.70 24.07 4 2 73988 1032 40.02 5973809 258 8.28 0.63 11.12

Table 2: Example parameter settings of LUNA. The proof size is in KB, and CRS sizes in GB. For all these parameter sets, we set the privacy/security parameter
^ = 128, number of ring splitting factors ℓ𝑞 = 2, initial LWE Gaussian error parameter 𝑠 = 2, sparsification parameter 𝜏 = 1, and the number of R1CS constraints
𝑁𝑔 = 2

16 equal to the number of variables 𝑁𝑤 (note that 𝑓 = 𝑑/ℓ𝑝 and𝑚𝑞 = ⌈log𝛽 𝑞⌉).

embedded into the implementation and the related Φ matrices used

in Chinese Remainder Theorem (CRT) encoding/decoding sections

are precomputed to reduce some computations. Additionally, we

set plaintext dimension ℓ = 6, secret key dimension 𝑛 = 81, number

of ciphertexts a = 325, the parameter 𝑐 = 5246585, number of

repetitions for knowledge amplification 𝜌 = 3, and crypto Gaussian

parameter 𝑟 = 2
40.17

. We do modulus switching in the decryption,

with using log𝑞′ ≈ 20.17. The remaining parameters are specified

in Table 2. This parameter setting is aimed at 128-bit security level

as in Sec. 5.2 for all 𝑁𝑔 ≤ 2
20

and results in a proof length of 6.93

KB (for all 𝑁𝑔 ≤ 2
20

as the parameter set is fixed). We only change

the number of constraints 𝑁𝑔 between 2
10

and 2
20

for performing

the experiments. We use the AES-256 CTR mode with the AES-NI

to implement the pseudorandom generator.

Ring arithmetic.We use the CRT decomposition for 𝑅𝑞 := 𝑅𝑝 ×𝑅𝑞
and compute the 𝑅𝑞 arithmetic over its 𝑅𝑝 and 𝑅𝑞 CRT components.

We choose a Number Theoretic Transform (NTT) friendly prime

𝑞 (i.e. 𝑞 ≡ 1 (mod 2𝑑)) and use the NTT for the arithmetic over

𝑅𝑞 . Because 𝑝 is a small NTT-unfriendly prime, we choose a NTT-

friendly prime 𝑝′ > 𝑑𝑝2
such that the largest intermediate value in

the 𝑅𝑝 arithmetic before mod 𝑝 can be exactly represented over Z𝑝′ .
We can then use the NTT over 𝑅𝑝′ for the 𝑅𝑝 arithmetic. For our

implemented parameters, setting 𝑝′ := 𝑞 is sufficient. We keep the

results in their NTT domain whenever possible, e.g. the ciphertext

𝑪𝑖 in HGSW.Encrypt. We also represent the matrix 𝑨 in the CRT

decomposition and generate its 𝑅𝑞 CRT components in the NTT do-

main directly during HGSW.Setup. For the Z𝑞 modular arithmetic,

Plantard’s modular reduction [63] using __uint128_t is adopted.
The NTT-based HGSW algorithm description is in Appendix F.

Gaussian sampling. For the discrete Gaussian sampling over lat-

tices, we use the Gaussian sampling algorithm given in [29]. We do

the sampling according to the 𝑔−1

rand algorithm in Def. 3. For discrete

Gaussian sampling over integers, we use GenerateIntegerKarney
function from the PALISADE library [28], which employs Karney’s

improved sampling method, based on rejection sampling.

6.2 Evaluation of Our HGSW Performance
Experimental methodology. In the experiments, we compare the

timings of ourHGSW-based LO encryption scheme with the Regev-

based LO encryption scheme of ISW [47]. For ISW, we measure

only the encryption scheme run-time components of ZK-SNARG

Setup, Prover and Verifier algorithms, and do not include LPCP

run-time components (as discussed above). As the setup and en-

crypt procedures of the LO encryption collectively contribute to

ZK-SNARG Setup, we measure the sum of the runtimes of these

two procedures. In particular, the Setup+Encrypt timings in in this

Section are for encryption of all 2𝑁𝑔 PCP query matrix rows.

While running the implementation of ISW, we used the parame-

ter set “B13C20” (𝑛 = 1815, 𝑑 = 2, log𝑞 = 98, etc.), with 𝑝 = 2
13 − 1.

Due to a runtime error (from the underlying libfqfft library) encoun-

tered when running the ISW code with 𝑁𝑔 > 2
14
, we could only

conduct the tests for 𝑁𝑔 = 2
10, 212, 214

. When measuring the run-

times for ISW, we excluded the LPCP operations and only included

the homomorphic Add procedure from Prove, and the Decrypt pro-

cedure from Verify. Refer to Table 3 for the timings obtained from

these tests. When generating Figure 1 for 𝑁𝑔 = 2
16, 218, 220

, we

extrapolated the runtimes of smaller 𝑁𝑔 values due to linear depen-

dence on 𝑁𝑔 . As the original ISW implementation is for a lower

privacy level of ^ = 40, we consider a slowdown of 2× for Decrypt

and 4× for the remaining ISW results obtained from running their

original code (on the same machine as ours) when comparing at

^ = 128 privacy level. The reason for these scaling factors is as fol-

lows. As explained in ‘Parameters of ISW ZK-SNARG at ^ = 128-bit

privacy level’ in Sec. 5.2, the original 𝑛 = 1815 (for ^ = 40) needs

to be increased to 𝑛 ≈ 3600 (for ^ = 128). This is almost exactly

a 2× increase, yielding 2× more operations in matrix multiplica-

tions involved in all components. Moreover, for ring arithmetic

mod 𝑞, using a 186-bit modulus (for ^ = 128) instead of a 98-bit

modulus (for ^ = 40) would result in at least 2× slowdown because

ISW implementation uses 128-bit integer arithmetic. Overall, we

believe considering a 2× slowdown for Decrypt (where operations

are done mod 𝑞′, which does not change) and 4× slowdown for

the rest (where operations are done mod 𝑞) over the original ISW

runtimes for ^ = 40 are appropriate. In Table 3, we report the scaled

ISW runtimes considered at ^ = 128-bit privacy level.

For our encryption scheme, we use the parameters in the ‘Im-

plementation Parameters’ section above, which provide ^ = 128

bit privacy level. Since we generate the full CRS in our implemen-

tation and operate entirely in memory, we were able to perform

our tests up to 𝑁𝑔 = 2
16
. For larger 𝑁𝑔 values, one can simply do

matrix multiplications on the fly. Due to the linearity observed in

our results, we approximated the timings for larger 𝑁𝑔 values in

Figure 1, similar to the approach we followed with the ISW results.

Experimental results and comparison. Let us first discuss the
communication efficiency (at ^ = 128-bit security level). The param-

eter setting we use for the implementation achieves a proof length

of 6.93 KB, 4.7× reduction compared to ISW21. We also get a bit

smaller (about 1-2%) full CRS sizes, and our compressed CRS size is

about 30% larger. This is the expected tradeoff between proof and

(compressed) CRS sizes observed in Table 1. If one rather prefers a

smaller compressed CRS size (at the cost of larger proof sizes), then

our scheme can easily support this as given in Table 1.

Looking at the computational efficiency (at ^ = 128-bit security

level) from Table 3 and Figure 1, our HGSW Decrypt time achieves

a significant speedup of about 4.3×. This is mainly due to our use

of smaller system moduli and larger-dimensional polynomial rings,

allowing fast NTT-based computation. Similarly in Setup+Encrypt

runtimes, our HGSW construction always outperforms ISW and
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Figure 1: Runtime comparison between ISW21 [47] and our HGSW.

achieves up to 16× speedup. On the other hand, our HGSW Add

runtimes are around 1.2− 2× slower compared to ISW. This mainly

stems from the matrix-vector product, which takes about 50% of its

runtimes. In addition, the Gaussian sampling over lattices accounts

for around 50% of HGSW.Add runtimes.

Recall that HGSW.Setup+Encrypt runtime roughly corresponds

to ZK-SNARG’s Setup time,HGSW.Add to ZK-SNARG’s Prove time,

and HGSW.Decrypt to ZK-SNARG’s Verify time. As seen in Table

3, our HGSW Decrypt runtimes are very fast and independent of

𝑁𝑔 (as in ISW21). This property is highly desirable for applications

where SNARG verification is performed by a lightweight client

such as outsourcing computation.

Component

R1CS Instance Size

2
10

2
12

2
14

*2
16

ISW21 Setup+Encrypt 33 62 174 626

HGSW Setup+Encrypt 2 10 40 159

ISW21 Add 0.26 0.75 2.71 10.84

HGSW Add 0.32 1.38 5.36 21.51

ISW21 Decrypt 0.0030 0.0030 0.0030 0.0030

HGSW Decrypt 0.0007 0.0007 0.0007 0.0007

Table 3: Homomorphic encryption runtimes for ISW21 [47] and HGSW (in
seconds) at 128-bit security level (refer to Sec. 6.2). *Runtimes of ISW21 for
𝑁𝑔 = 2

16 are extrapolations of those of smaller 𝑁𝑔 values.

7 CONCLUSION
We introduced, LUNA, the first lattice-based DV ZK-SNARG proto-

col with a proof size of around 6 KB for 128-bit security, significantly

smaller than the previous 32 KB. This is achieved through a novel

re-randomization method of Module LWE samples using discrete

Gaussian vectors and establishing smoothing parameter bounds for

lattices over cyclotomic rings. Additionally, we have introduced the

Module Half-GSW (HGSW) homomorphic encryption scheme. Our

implementation results have shown that HGSW provides shorter

proofs, quicker CRS generation, and faster encryption and decryp-

tion, despite a moderate increase in time for proof generation.
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A A NOTE ON THE FLAVOUR OF
LINEAR-ONLY ASSUMPTIONS REQUIRED
FOR ZK-SNARGs AND ZK-SNARKs

Flavours of LO. In their paper on a cryptographic compiler for

constructing a ZK-SNARG from a LPCP and a linear-only (LO)

encryption scheme [16], Bitansky et al. considered various alter-

native flavours of assumptions on the underlying LO encryption

scheme and LPCP ingredients. In particular, they considered a

strong knowledge-based flavour of LO encryption called Linear-

Only Homomorphism (LOH) (See Def 5.4 in [16]), and two weaker

simulation-based flavours of LO encryption called statistically si-

multable (resp. computationally simulatable) Linear Targeted Mal-

leability (LTM) (see Remark 6.4 in [16] and Def. 4.2 in [17], resp.

Def. 5.8 in [16]).

Strong (Knowledge-Based) LOH Assumption. Informally, the

LO requirement means that the only functions 𝑓 (`1, . . . , `𝑚) that

can be computed efficiently homomorphically by an adversary on

a given set of ciphertexts of plaintexts (`1, . . . , `𝑚), are linear func-

tions 𝑓 (`1, . . . , `𝑚) =

∑
𝑖 𝜋𝑖`𝑖 for some coefficients 𝜋𝑖 . The stronger
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LOH knowledge-based flavour of this assumption informally re-

quires the existence of an efficient extractor algorithm that can

extract from the adversary the knowledge of the linear coefficients

𝜋𝑖 used in its homomorphic computation. Assuming the knowledge-

based LOH assumption on the encryption scheme, the compiler

of [16] was shown (Lemma 6.2 in [16]) to result in a ZK-SNARK

(i.e. satisfying an efficient knowledge extractor-based soundness

property).

Recent Attacks on LOH Assumption in Lattice Setting. The
above knowledge-based LOH assumption was adapted by subse-

quent work in the lattice-setting by [40, 47, 60]. However, in the

lattice-setting, this LOH knowledge assumption is essentially equiv-

alent to the assumption that it is computationally difficult to sample

LWE samples without knowing the underlying LWE secret/error.

A very recent work [31]showed that the latter LWE knowledge as-

sumption is invalid against efficient quantum attacks. In particular,

it gives a polynomial-time oblivious sampling quantum algorithm

to generate LWE samples without knowledge of the underlying

solution (we also remark that a heuristic but classical oblivious
sampler for a variant of LWE knowledge assumption defined in [5]

was recently given in [67]). Therefore, the knowledge-based LOH

assumption required from the underlying LWE-based encryption

in the ZK-SNARK protocols of [40, 47, 60] does not hold against

quantum attacks. Nevertheless, note that, as observed in [31], only

the underlying assumption flavour is broken by the attack, but the

ZK-SNARK protocols may still achieve soundness under a weaker

LO assumption flavour.

Our LO Assumption: statistically simulatable LTM. In this

paper we base the ZK-SNARG soundness security of LUNA on a

weaker flavour of LO assumption on the underlying homomorphic

HGSW encryption scheme, namely simulation-based statistically

simulatable LTM defined in [16, 17]. Probabilistically, statistically

simulatable LTM is captured by the existence of a computation-
ally unbounded simulator that can simulate with as

∑
𝑖 𝜋𝑖`𝑖 the

distribution of the decrypted ciphertext output by the adversary,

for some distribution on the coefficients 𝜋𝑖 chosen by the simu-

lator. It was shown in Theorem 4.6 of [17] (and also observed in

Remark 6.4 in [16]) that statistically simulatable LTM suffices for

the compiler of [16] to produce a ZK-SNARG with non-adaptive

soundness. Moreover the weaker LTM flavour of LO is plausible

even in the lattice-based LWE setting. Indeed, breaking the linear

targeted malleability assumption of HGSW (or other lattice-based

schemes used in the above protocols) requires the attack to actually

compute non-linear homomorphisms on the ciphertext, and the

quantum oblivious sampler attack algorithm of [31] does not seem

to help with this latter problem, as also acknowledged in [31].

Upgrading our construction to ZK-SNARK from computa-
tionally simulatable LTM. Under a stronger assumed flavour

of simulation based LTM assumption on the HGSW encryption

scheme, namely LTM with computationally efficient simulation,

and assuming knowledge-based statistical soundness for the under-

lying LPCP, LUNA is also ZK-SNARK with non-adaptive soundness

(i.e. satisfying knowledge-based soundness), rather than only a

ZK-SNARG. See Sec. 5.1 for more details. The stronger LTM with

computationally efficient simulation assumption is also unaffected

by the recent attacks of [31].

B ADDITIONAL PRELIMINARIES
B.1 Table of Notations.
In Table 4, we have summarized all important notations used in

this paper.

B.2 Additional Lattice Definitions and
Preliminaries.

Definition 5 (Gaussian Function). For any 𝑟 > 0 the Gaussian
function with parameter 𝑟7 and for any 𝒙 ∈ R𝑛 is defined as 𝜌𝑟 (𝒙) =

exp (−𝜋 ∥𝒙 ∥2/𝑟2
). Given a lattice Λ ⊆ R𝑛 , a parameter 𝑟 and a vector

𝒄 ∈ R𝑛 , the discrete Gaussian distribution with parameter 𝑟 and
support Λ + 𝒄 is defined as

DΛ+𝒄,𝑟 (𝒙) =

𝜌𝑟 (𝒙)

𝜌𝑟 (Λ + 𝒄)

, ∀𝒙 ∈ Λ + 𝒄,

where 𝜌𝑟 (Λ + 𝒄) =

∑
𝒙∈Λ+𝒄

𝜌𝑟 (𝒙).

Lemma 6 ([53], Lemma 4.4). For 𝑟 > 0, 𝑛 ≥ 1 and 𝑘 > 1, we have

Pr

𝒛←↪DZ𝑛,𝑟

[∥𝒛∥> 𝑘𝑟
√︁
𝑛/(2𝜋 )] < 𝑘𝑛 · exp(𝑛/2 · (1 − 𝑘2

)).

Lemma 7 ([58], Lemma 4.4). Let Λ be any 𝑛-dimensional lattice.
Then for any 𝜖 ∈ (0, 1), 𝑟 ≥ [𝜖 (Λ), and 𝒄 ∈ R𝑛 , we have Pr𝒛←↪DΛ+𝒄,𝑟 [∥𝒛∥>
𝑟
√
𝑛] ≤ (1 + 𝜖)/(1 − 𝜖) · 2−𝑛 .

Lemma 8 ([53], Lemma 4.3). For 𝑛 ≥ 1, 𝒗 ∈ R𝑛 , 𝜎, 𝑟, 𝑡 > 0, we have
that Pr𝒛←↪DZ𝑛,𝑟

[|⟨𝒗, 𝒛⟩|> 𝑡 · 𝑟 ∥𝒗∥] ≤ 2 exp(−𝜋𝑡2
).

Lemma 9 ([43, 58]). Let Λ be any 𝑛-dimensional lattice. Then for
any 𝜖 ∈ (0, 1), 𝑟 ≥ [𝜖 (Λ), and 𝒄 ∈ R𝑛 , we have 𝜌𝑟 (𝒄 + Λ) ∈ [(1 +

𝜖)/(1 − 𝜖), 1] · 𝜌𝑟 (Λ).

Lemma 10 (Banasczcyk [10]). For any rank−𝑛 lattice Λ ⊂ R𝑚 and
for all 𝑖 ∈ [𝑛], we have 1 ≤ _𝑖 (Λ) · _𝑛−𝑖+1(Λ

∗
) ≤ 𝑛.

Lemma 11 ([62]). For any 𝑛-dimensional lattice Λ and real 𝜖 > 0,
we have

[𝜖 (Λ) ≤
√︁

ln(2𝑛(1 + 𝜖−1
))/𝜋

_∞
1

(Λ
∗
)

.

Lemma 12 ([49], Lemma 7). For any rank-𝑑 lattice Λ and 𝜖 ∈
(0, 1/2), we have _𝑑 (Λ)/

√
𝑑 ≤ [𝜖 (Λ) ≤ _𝑑 (Λ) ·

√︁
ln (2𝑑(1 + 𝜖−1

))/𝜋 .

B.3 Lattices over polynomial rings
For the polynomial ring 𝑅 := Z[𝑥]/(𝑥𝑑 + 1), where 𝑑 is a power of 2,

and 𝑎, 𝑏 ∈ 𝑅, the ring multiplication 𝑐 = 𝑎𝑏 corresponds over Z to a

matrix product rot(𝑐) = rot(𝑎) · rot(𝑏), where for a ring element 𝑎,

rot(𝑎) ∈ Z𝑑×𝑑 denotes the negacyclic matrix whose 𝑖’th row con-

sists of the coefficient vector of 𝑥𝑖𝑎 mod 𝑥𝑑 + 1, for 𝑖 = 0, . . . , 𝑑 − 1.

Similarly, for a matrix 𝑨 ∈ 𝑅𝑙×𝑛 , we let rot(𝑨) ∈ Z𝑙𝑑×𝑛𝑑 be the cor-

responding representation of 𝑨 over Z, where each ring element of

𝑨 is replaced by its rot matrix, and we analogously use rot(𝑨) to de-

fine the 𝑙𝑑-dimensional 𝑞-ary lattices Λ
⊥
𝑞 (𝑨) = {𝒙 ∈ Z𝑙𝑑 |𝒙𝑇 rot(𝑨) =

0 mod 𝑞} and Λ𝑞(𝑨) = {𝒗 ∈ Z𝑙𝑑 |𝒗 = rot(𝑨)𝒔 mod 𝑞, for some 𝒔 ∈
Z𝑛𝑑 } over Z. The lattice Λ𝑞(𝑨) is related to the lattice Λ̃𝑞(𝑨) =

{𝒗 ∈ Z𝑙𝑑 |𝒗 is the coeff. vector of 𝑨𝒔 mod 𝑞, for some 𝒔 ∈ 𝑅𝑛} by a

full rank and norm-preserving linear transformation (this is the

7
Note that the parameter 𝑟 is related to the standard deviation 𝜎 by 𝑟 =

√
2𝜋 · 𝜎 .
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Notation Explanation Remarks
𝑁𝑔 the number of constraints

𝑁𝑤 the witness length (i.e.,𝒘 ∈ F𝑁𝑤
) 𝑁𝑤 ≈ 𝑁𝑔

𝑛 MLWE secret key dimension over 𝑅𝑞

𝑘 the number of PCP queries 𝑘 = 4

𝑚 the PCP query length 𝑚 = 2𝑁𝑔

𝑸 ∈ F𝑚×𝑘 the PCP query matrix

𝝅 : F𝑚 → F the linear oracle

𝜌 num. of repetitions for knowledge amplification

𝑝 the plaintext modulus

𝑞 the ciphertext modulus before mod switching

𝑞′ the ciphertext modulus after mod switching

𝑅 the polynomial ring of dimension 𝑑 𝑅 = Z[𝑥]/(𝑥𝑑 + 1)

ℓ𝑝 number of ring splitting factors mod 𝑝

𝑓 degree of the irreducible factors of 𝑥𝑑 + 1 mod 𝑝 𝑑 = 𝑓 · ℓ𝑝
ℓ𝑞 number of ring splitting factors mod 𝑞

ℓ the plaintext dimension over 𝑅𝑝 ℓ = ⌈4𝜌/ℓ𝑝 ⌉
𝜏 sparsification parameter 𝜏 = ⌈ 128

𝑑 log𝑝
⌉

ℓ′ = ℓ + 𝜏 extended plaintext dimension over 𝑅𝑝

𝜒 LWE error distribution

𝑠 Gaussian parameter for initial LWE error

𝑟 crypto Gaussian parameter for re-randomization

^ statistical ZK security parameter

𝑚𝑞 number of digits of 𝑞 base 𝛽 𝑚𝑞 = ⌈log𝛽 𝑞⌉
a num. of ctxts in re-randomization privacy analysis

𝐿 num. of rows of the uniform re-randomization matrix 𝐿 = a ·𝑚𝑞

Table 4: List of common parameters and their definitions.

transformation which maps the first column of a rot matrix to its

first row, applied to each coefficient vector; for the ring 𝑅 this is

the mapping that maps the coefficient vector (𝑎0, 𝑎1, . . . , 𝑎𝑑−1
) to

(𝑎0,−𝑎𝑑−1
, . . . ,−𝑎1)). Therefore, the minima of the latter two lat-

tices are the same, and hence (in a slight abuse of notation), we do

not distinguish between those two definitions of those lattices in

our analysis of their minima, and refer to both as Λ𝑞 (𝑨).

B.4 Linear PCP
Definition 6. (Linear PCP [47]) Let 𝑝 be a polynomial and let CS =

{CS𝑁 }𝑁 be the family of R1CS systems over a finite field F, where
each systemCS𝑁 = (𝑛𝑁 , 𝑁𝑔,𝑁 , 𝑁𝑤,𝑁 , {𝒂𝑖,𝑁 , 𝒃𝑖,𝑁 , 𝒄𝑖,𝑁 }𝑖∈[𝑁𝑔,𝑁 ]

) has
size at most |CS𝑁 |≤ 𝑝(𝑁 ).
In the following, we write 𝑛 = 𝑛(𝑁 ) to denote a polynomially-bounded
function where 𝑛(𝑁 ) = 𝑛𝑁 for all 𝑁 ∈ N. We define 𝑁𝑔 = 𝑁𝑔(𝑁 )

and 𝑁𝑤 = 𝑁𝑤 (𝑁 ) similarly. A 𝑘-query input-independent linear
PCP for CS with query length𝑚 = 𝑚(𝑁 ) and knowledge error 𝜖 =

𝜖(𝑁 ) is a tuple of algorithms ΠLPCP = (ΠLPCP .Query,ΠLPCP .Prove,
ΠLPCP .Verify) with the following properties:

• (st,𝑸) ← ΠLPCP .Query(1
𝑁

): The query-generation algo-
rithm takes as input the system index 𝑁 ∈ N and outputs a
query matrix 𝑸 ∈ F𝑚×𝑘 and a verification state st.

• 𝝅 ← ΠLPCP .Prove(1
𝑁 , 𝒙,𝒘): On input the system index 𝑁 ∈

N, a statement 𝒙 ∈ F𝑛 , and a witness 𝒘 ∈ F𝑁𝑤 , the prove
algorithm outputs a proof 𝝅 ∈ F𝑚 .

• 𝑏 ← ΠLPCP .Verify(st, 𝒙, 𝒂): On input the verification state st,
the statement 𝒙 ∈ F𝑛 , and a vector of responses 𝒂 ∈ F𝑘 , the
verification algorithm outputs a bit 𝑏 ∈ {0, 1}.

In addition, ΠLPCP should satisfy the Completeness, HVZK, and

either Statistical Knowledge Soundness or Statistical Soundness

properties:

• Completeness: For all 𝑁 ∈ N, 𝒙 ∈ F𝑛 , 𝒘 ∈ F𝑁𝑤
where

CS𝑁 (𝒙,𝒘) = 1,

Pr[ΠLPCP .Verify(st, 𝒙, 𝝅𝑇𝑸) = 1|(st,𝑸)← ΠLPCP .Query(1
𝑁

),

𝝅 ← ΠLPCP .Prove(1
𝑁 , 𝒙,𝒘)] = 1.

• Statistical Knowledge Soundness: There exists an effi-

cient extractor ELPCP such that for all 𝑁 ∈ N, 𝒙 ∈ F𝑛 , and
𝝅∗ ∈ F𝑚 , if

Pr[ΠLPCP .Verify(st, 𝒙, (𝝅∗)𝑇𝑸) = 1|(st,𝑸)← ΠLPCP .Query(1
𝑁

)] > 𝜖,

then

Pr[CS𝑁 (𝒙,𝒘) = 1|𝒘 ← E ⟨𝝅
∗,·⟩

LPCP (1
𝑁 , 𝒙)] = 1,

where 𝜖 denotes the knowledge error of the linear PCP.

• Statistical Soundness: For all 𝒙 ∈ F𝑛 such thatCS𝑁 (𝒙,𝒘) =

0 for all𝒘 ∈ F𝑁𝑤
, and for all 𝜋∗ ∈ F𝑚 ,

Pr[ΠLPCP .Verify(st, 𝒙, (𝝅∗)𝑇𝑸) = 1
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|(st,𝑸)← ΠLPCP .Query(1
𝑁

)] ≤ 𝜖,

where 𝜖 denotes the soundness error of the linear PCP.

• Perfect honest-verifier zero knowledge (HVZK): There
exists an efficient simulator SLPCP = (S1,S2) such that for

all 𝑁 ∈ N and all instances (𝒙,𝒘) where CS𝑁 (𝒙,𝒘) = 1,

{(st,𝑸, 𝝅𝑇𝑸)} ≡ {(s̃t, ˜𝑸, �̃�)},

where (st,𝑸)← ΠLPCP .Query(1
𝑁

),𝝅 ← ΠLPCP.Prove(1
𝑁 , 𝒙,𝒘),

(s̃t, ˜𝑸, stS )← S1(1
𝑁

), and �̃� ← S2(stS, 𝒙).

The Honest-Verifier Zero0Knowledge with Leakage (HVZKL)

property of LPCPs was defined as follows [47].

Definition 7 (Honest-Verifier Zero-Knowledge with Leakage [47]).
Let 𝑅 = Z[𝑋 ]/𝑓 (𝑋 ) be a polynomial ring where deg(𝑓 ) = 𝑑 . Let
𝑝 be a prime such that 𝑅𝑝 ∼= F𝑝𝑑 is a finite field. Let ΠLPCP =

(QueryLPCP, ProveLPCP,VerifyLPCP) be a linear PCP for a family of
R1CS systems CS = {CS^ }^∈N over 𝑅𝑝 . Let D be a distribution on
matrices over 𝑅 and 𝑞 > 𝑝 be a modulus. We say that ΠLPCP satisfies
honest-verifier zero-knowledge with (D, 𝑞)-leakage if there exists an
efficient simulator SLPCP = (S1,S2) such that for all ^ ∈ N and all
instances (𝒙,𝒘) where CS^ (𝒙,𝒘) = 1,

{(st,𝑸, [𝑸𝝅]𝑞,𝒁 , [𝒁𝝅]𝑞 )} 𝑠≈ {(s̃t, ˜𝑸, �̃�, ˜𝒁 , ˜𝒃)}, (18)

where (st,𝑸) ←QueryLPCP(1
^

),𝒁 ← D, 𝝅 ← ProveLPCP(1
^,𝒙,𝒘

),
(s̃t, ˜𝑸, ˜𝒁 , stS ) ← S1(1

^
) and (�̃�, ˜𝒃) ← S2(stS, 𝒙), and we write

[𝑸𝝅]𝑞 and [𝒁𝝅]𝑞 to denote computations over the ring 𝑅𝑞 (i.e. the
elements of 𝑅𝑞 are first lifted to 𝑅 and the value of the matrix-vector
product is then reduced modulo 𝑞). When the statistical distance be-
tween the two distributions in (18) is 𝛿 , we say that ΠLPCP is 𝛿-HVZK
with (D, 𝑞)-leakage.

B.5 SNARG and SNARK
Definition 8. (Succinct Non-Interactive Argument [17]) Let CS =

{CS𝑁 }𝑁 ∈N be a family of R1CS systems over a finite field F, where
|CS𝑁 |≤ 𝑠(𝑁 ) for some fixed polynomial 𝑠(·). A succinct non-interactive
argument in the pre-processing model for CS is a tuple ΠSNARG =

(Setup, Prove,Verify) with the following properties:
• (crs, st) ← Setup(1

_, 1𝑁 ): On input the security parameter
_ and the system index 𝑁 , the setup algorithm outputs a
common reference string crs and verification state st.

• 𝝅 ← Prove(crs, 𝒙,𝒘): On input a common reference string
crs, a statement 𝒙 and a witness 𝒘 , the prove algorithms
outputs a proof 𝝅 .

• 𝑏 ← Verify(st, 𝒙, 𝝅 ): On input the verification state st, a
statement 𝒙 and a proof 𝝅 , the verification algorithm outputs
a bit 𝑏 ∈ {0, 1}.

A secure (non-adaptive) Succinct Non-Interactive Argument of Knowl-
edge (SNARG) ΠSNARG should satisfy the following properties:

• Completeness: For all security parameters _ ∈ N, system
indices 𝑁 ∈ N, and instances (𝒙,𝒘) where CS𝑁 (𝒙,𝒘) = 1,

Pr[Verify(st, 𝒙, 𝝅 ) = 1] = 1,

where (crs, st)← Setup(1
_, 1𝑁 ), 𝝅 ← Prove(crs, 𝒙,𝒘).

• Non-Adaptive Soundness: For all polynomial-size provers
P∗, and all statements 𝒙 such that CS𝑁 (𝒙,𝒘) ̸= 1 for all𝒘 ,

Pr[Verify(st, 𝒙, 𝝅 ) = 1] = negl(_),

where (crs, st)← Setup(1
_, 1𝑁 ), 𝝅 ← P∗(crs, 𝒙).

• Efficiency: There exist a universal polynomial 𝑝 (independent
of CS) such that Setup and Prove run in time 𝑝(_ + |CS𝑁 |),
Verify runs in time 𝑝(_ + |𝒙 |+ log|CS𝑁 |), and the proof size
is 𝑝(_ + log|CS𝑁 |).

Definition 9. (Succinct Non-Interactive ARgument of Knowl-
edge - adapted from [16]) A triple of algorithms ΠSNARK =

(Setup, Prove,Verify) is a (non-adaptive) succinct non-interactive AR-
gument of Knowledge (SNARK) in the pre-processing model for R1CS
system CS if ΠSNARK is a (non-adaptive) SNARG for CS, where the
non-adaptive soundness is replaced by the following stronger require-
ment:

• Non-Adaptive Knowledge Soundness: For all polynomial-
size provers P∗, there exists a polynomial-size extractor E,
such that for all security parameters _ ∈ N, system indices
𝑁 ∈ N, statements 𝒙 ∈ {0, 1}poly(_), and auxiliary inputs
𝑧 ∈ {0, 1}poly(_),

Pr[Verify(st, 𝒙, 𝝅 ) = 1 ∧ CS𝑁 (𝒙,𝒘) ̸= 1] = negl(_),

where (crs, st) ← Setup(1
_, 1𝑁 ), 𝝅 ← P∗(1∗, 1𝑁 , 𝒙, crs; 𝒛),

and𝒘 ← E(1
_, 1𝑁 , crs, st, 𝒙 ; 𝒛).

Definition 10. (Zero-Knowledge SNARG (resp. SNARK) A SNARG
(resp. SNARK) ΠSNARG = (Setup, Prove,Verify) for an 𝑅1𝐶𝑆 system
CS = {CS𝑁 }𝑁 ∈N is statistically zero knowledge, i.e., a (statistical)
ZK-SNARG (resp. ZK-SNARK) if there exists an efficient simulator
SSNARG = (S1,S2) such that for all𝑁 ∈ N and all stateful adversaries
A, we have that

Pr[ExptZK
ΠSNARG,A,SSNARG (1

_, 1𝑁 ) = 1] ≤ 1/2 + negl(_),

where the experiment ExptZK
ΠSNARG,A,SSNARG (1

_, 1𝑁 ) is defined as
follows:

(1) The challenger samples 𝑏 ←↪ U({0, 1}). If 𝑏 = 0, the chal-
lenger computes (crs, st)← Setup(1

_, 1𝑁 ) and gives (crs, st)
to A. If 𝑏 = 1, the challenger computes ( ˜crs, s̃t, stS ) ←
S1(1

_, 1𝑁 ) and gives ( ˜crs, s̃t) to A.
(2) The adversary A outputs a statement 𝑥 and a witness𝒘 .
(3) If CS𝑁 (𝒙,𝒘) ̸= 1, then the experiment halts with output 0.

Otherwise, the challenger proceeds as follows:
• If𝑏 = 0, the challenger replies with𝝅 ← Prove(crs, 𝒙,𝒘).
• If 𝑏 = 1, the challenger replies with �̃� ← S2(stS, 𝒙).

At the end of the experiment,A outputs a bit 𝑏′ ∈ {0, 1}. The
output of the experiment is 1 if 𝑏′ = 𝑏 and is 0 otherwise.

We say a SNARG (resp. SNARK) is designated verifier if st cannot
be efficiently computed from the crs.

We now recall the construction of the LPCP used in the ZK-

SNARG of [47].

Definition 11 (LPCP for R1CS construction [47]). LetCS = {CS𝑁 }𝑁 ∈N
be a family of R1CS instances over a finite field F, where CS𝑁 =

(𝑛𝑁 , 𝑁𝑔,𝑁 , 𝑁𝑤,𝑁 , {𝒂𝑖,𝑁 , 𝒃𝑖,𝑁 , 𝒄𝑖,𝑁 }𝑖∈[𝑁𝑔,𝑁 ]
), 𝒂𝑖,𝑁 , 𝒃𝑖,𝑁 , 𝒄𝑖,𝑁 ∈ F𝑁𝑤,𝑁 +1.

We define 𝑁𝑔 = 𝑁𝑔(𝑁 ), 𝑁𝑤 = 𝑁𝑤 (𝑁 ), 𝒂𝑖 = 𝒂𝑖 (𝑁 ), 𝒃𝑖 = 𝒃𝑖 (𝑁 ), 𝒄𝑖 =

𝒄𝑖 (𝑁 ). We additionally define:

• 𝑆 = {𝛼1, . . . , 𝛼𝑁𝑔
} ⊂ F be an arbitrary subset of F.
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• For each 𝑖 ∈ {0, . . . , 𝑁𝑤} let 𝐴𝑖 , 𝐵𝑖 ,𝐶𝑖 : F → F unique
polynomials of degree 𝑁𝑔 − 1 and for all 𝑗 ∈ [𝑁𝑔]:

𝐴𝑖 (𝛼 𝑗 ) = 𝒂 𝑗,𝑖 , 𝐵𝑖 (𝛼 𝑗 ) = 𝒃 𝑗,𝑖 , 𝐶𝑖 (𝛼 𝑗 ) = 𝒄 𝑗,𝑖

• Let 𝑍𝑆 : F→ F be the polynomial 𝑍𝑆 (𝑧) :=

∏
𝑗∈[𝑁𝑔]

(𝑧 −𝛼 𝑗 ).
The 4-query LPCPΠLPCP = (ΠLPCP .Query,ΠLPCP .Prove,ΠLPCP .Verify)

for CS is defined as follows:

ΠLPCP .Query(1
𝑁 ): On input 𝑁 ∈ N, sample 𝜏 ←↪ U(F \ 𝑆). Let 𝒂 =

(𝐴1(𝜏 ), . . . , 𝐴𝑛(𝜏 )), 𝒃 = (𝐵1(𝜏 ), . . . , 𝐵𝑛(𝜏 )), 𝒄 = (𝐶1(𝜏 ), . . . ,𝐶𝑛(𝜏 )).
Output the state st = (𝐴0(𝜏), 𝐵0(𝜏),𝐶0(𝜏), 𝒂, 𝒃, 𝒄, 𝑍𝑆 (𝜏)) and
the query matrix:

𝑸 =


𝑍𝑆 (𝜏) 0 0 𝐴𝑛+1(𝜏) · · · 𝐴𝑁𝑤

(𝜏) 0 0 · · · 0

0 𝑍𝑆 (𝜏) 0 𝐵𝑛+1(𝜏) · · · 𝐵𝑁𝑤
(𝜏) 0 0 · · · 0

0 0 𝑍𝑆 (𝜏) 𝐶𝑛+1(𝜏) · · · 𝐶𝑁𝑤
(𝜏) 0 0 · · · 0

0 0 0 0 · · · 0 1 𝜏 · · · 𝜏𝑁𝑔


𝑇

∈ F(4+𝑁𝑔+𝑁𝑤−𝑛)×4

ΠLPCP .Prove(1
𝑁 , 𝒙,𝒘): On input 𝑁 ∈ N and an instance (𝒙,𝒘)

where CS𝑁 (𝒙,𝒘) = 1, sample 𝛿1, 𝛿2, 𝛿3 ←↪ U(F). Construct
polynomials 𝐴, 𝐵,𝐶 : F→ F, each of degree 𝑁𝑔 :

𝐴(𝑧) := 𝛿1𝑍𝑆 (𝑧) + 𝐴0(𝑧) +

∑︁
𝑖∈𝑁𝑤

𝑤𝑖𝐴𝑖 (𝑧)

𝐵(𝑧) := 𝛿2𝑍𝑆 (𝑧) + 𝐵0(𝑧) +

∑︁
𝑖∈𝑁𝑤

𝑤𝑖𝐵𝑖 (𝑧)

𝐶(𝑧) := 𝛿3𝑍𝑆 (𝑧) +𝐶0(𝑧) +

∑︁
𝑖∈𝑁𝑤

𝑤𝑖𝐶𝑖 (𝑧)

Let𝐻 (𝑧) := (𝐴(𝑧)𝐵(𝑧) −𝐶(𝑧)) /𝑍𝑆 (𝑧) and let𝒉 = (ℎ0, . . . , ℎ𝑁𝑔
) ∈

F𝑁𝑔+1 be the coefficients of 𝐻 . Parse𝒘𝑇 = [𝒙𝑇 |�̄�𝑇 ]. Output
the proof vector 𝝅 = (𝛿1, 𝛿2, 𝛿3, �̄�,𝒉) ∈ F4+𝑁𝑔+𝑁𝑤−𝑛 .

ΠLPCP .Verify(st, 𝒙, 𝒂): On input st = (𝑎0, 𝑏0, 𝑐0, 𝒂, 𝒃, 𝒄, 𝑧), 𝒙 ∈ F𝑛
and 𝒂 ∈ F4, the verifier computes 𝑎′

1
= 𝑎1 + 𝑎0 + 𝒙𝑇 𝒂, 𝑎′

2
=

𝑎2+𝑏0+𝒙𝑇 𝒃 ,𝑎′
3

= 𝑎3+𝑐0+𝒙𝑇 𝒄 . It accepts if𝑎′
1
𝑎′

2
−𝑎′

3
−𝑎4𝑧 = 0

B.6 Vector Encryption
Definition 12 (Linear-Only Vector Encryption (adapted from [17]).
Let F be a finite field. A secret-key additively-homomorphic vector
encryption scheme over a vector space Fℓ consists of a tuple of algo-
rithms ΠEncrypt = (Setup, Encrypt,Decrypt,Add) which are defined
as follows:

• (pp, sk)← Setup(1
_, 1ℓ ): On input the security parameter _

and the plaintext dimension ℓ , the setup algorithm outputs
public parameters pp and a secret key sk.

• 𝑪 ← Encrypt(sk, 𝒗): On input the secret key sk and a vector
𝒗 ∈ Fℓ , the encryption algorithm outputs ciphertext 𝑪 .

• 𝒗/⊥ ← Decrypt(sk, 𝑪): On input the secret key sk and a
ciphertext 𝑪 , the decryption algorithm either outputs a vector
𝒗 ∈ Fℓ or a special symbol ⊥.

• 𝑪∗ ← Add(pp, {𝑪𝑖 }𝑖∈[𝑚]
, {𝑦𝑖 }𝑦∈[𝑚]

): On input the public
parameters, a collection of ciphertexts {𝑪𝑖 }𝑖∈[𝑚]

and scalars
{𝑦𝑖 } ∈ F, 𝑖 ∈ [𝑚], the addition algorithm outputs a new
ciphertext 𝒄∗.

The linear-only vector encryption satisfies the standard proper-

ties of CPA security and additive homomorphism (see full version).

The circuit privacy peroperty is defined as follows.

Additive homomorphism. For all security parameters _ ∈ N,
vectors {𝒗𝑖 }𝑖∈[𝑚]

⊆ Fℓ , and scalars {𝑦𝑖 }𝑖∈[𝑚]
⊆ F where𝑚 = 𝑚(_),

Pr[

∑︁
𝑖∈[𝑚]

𝑦𝑖𝒗𝑖 ← Decrypt(sk, 𝑪∗)] = 1 − negl(_), (19)

where (pp, sk)← Setup(1
_, 1ℓ ), 𝑪𝑖 ← Encrypt(sk, 𝒗𝑖 ) for all 𝑖 ∈ [𝑚]

and 𝒄∗ ← Add(pp, {𝑪𝑖 }𝑖∈[𝑚]
, {𝑦𝑖 }𝑖∈[𝑚]

). We say that the linear-

only vector encryption is additively homomorphic with respect to

a set 𝑆 ⊆ 𝑅𝑚𝑝 if (19) holds for all (𝑦1, . . . , 𝑦𝑚) ∈ 𝑆 .
Note: The additive homomorphism implies the correctness of the

decryption.

Statistical Circuit Privacy. LetΠEnc = (Setup, Encrypt,Decrypt,Add)

be a secret-key vector encryption scheme over Fℓ . ΠEnc is circuit

private if for all stateful adversaries A, there exists an efficient

simulator S, such that for all security parameters _ ∈ N

Pr[Gamecirc−priv
ΠEnc,A,S (1

_
) = 1] = 1/2 + negl(_),

where Gamecirc−priv
ΠEnc,A,S (1

_
) is defined as follows:

(1) The challenger lets (𝑝𝑝, sk)← Setup(1
_, 1ℓ ) and gives (𝑝𝑝, sk)

to A. A replies with a collection of vectors (𝒗1, . . . , 𝒗𝑚) ∈
F𝑚 .

(2) The challenger constructs 𝐶𝑖 ← Encrypt(sk, 𝒗𝑖 ) for all 𝑖 ∈
[𝑚] and gives {𝐶𝑖 }𝑖∈[𝑚]

to A. The adversary replies with

a collection of F coefficients {𝑦𝑖 }𝑖∈[𝑚]
.

(3) The challenger computes 𝑐∗
0
← Add(𝑝𝑝, {𝐶𝑖 }𝑖∈[𝑚]

, {𝑦𝑖 }𝑖∈[𝑚]
)

and 𝑐∗
1
← S(1

_, 𝑝𝑝, sk,
∑
𝑖∈[𝑚]

𝑦𝑖𝒗𝑖 ). It samples 𝑏 ←↪ {0, 1}
and replies to A with 𝑐∗

𝑏
.

(4) The adversary outputs a bit 𝑏′ ∈ {0, 1}. The output of the
Game is 1 if 𝑏 = 𝑏′ and 0 otherwise.

We adopt the following definition of ‘linear only’ encryption. As

opposed to the ‘strictly linear only’ definition in [47], the definition

we use, called ‘strictly linear targeted malleability’ does not require

the existence of a knowledge extractor. It suffices for construct-

ing SNARGs. The ‘strict’ aspect strengthens the linear targeted

malleability definition in [17] by adding the strict linearity require-

ment, i.e. affine homomorphic operations are also disallowed. It is

the simulation-based linear targeted malleability analogue of the

knowledge-based strict linear-only requirement in [47]. We remark

that, as also observed in [17, 47], the strict linear only can be relaxed

to affine if the underlying LPCP soundness notion is strengthened

from linear provers to affine provers.

Definition 13 (Strictly linear targeted malleability property

(adapted from [16],[17]). A vector encryption scheme ΠEncrypt =

(Setup, Encrypt,Decrypt,Add) over Fℓ satisfies strictly linear tar-

geted malleability if for all efficient adversaries A and plaintext
generatorsM, there is a (possibly computationally unbounded) sim-
ulator S such that for all security parameters _ ∈ N, auxiliary input
𝑧 ∈ {0, 1}poly(_), and any efficient distinguisher D, we have

Pr[ExptSLTM
ΠEncrypt,A,M,S,D,𝑧 (1

_, 1𝑁 ) = 1] ≤ 1/2 + negl(_),

where the experiment ExptSLTM
ΠEncrypt,A,M,S,𝑧 (1

_, 1𝑁 ) is defined
as follows:

(1) The challenger samples (𝑠, {𝒗𝑖 }𝑖∈[𝑚]
)←M(1

ℓ
).

(2) The challenger proceeds as follows:
• If 𝑏 = 0 (‘REAL’ distribution):

18



LUNA:Quasi-Optimally Succinct Designated-Verifier Zero-Knowledge Arguments from Lattices

– (pp, sk)← Setup(1
_, 1ℓ )

– 𝑪𝑖 ← Encrypt(sk, 𝒗𝑖 ) for each 𝑖 ∈ [𝑚]

– 𝑪 ′ ← A({𝑪𝑖 }𝑖∈[𝑚]
; 𝑧), where 𝒗′

0
:=

Decrypt(sk, 𝑪 ′) ̸= ⊥.
– 𝒗′

0
:= Decrypt(sk, 𝑪 ′).

• If 𝑏 = 1 (‘IDEAL’ distribution):
– 𝝅 ← S(𝑧), where 𝝅 ∈ Fℓ .
– 𝒗′

1
:= [𝒗1 |𝒗2 |· · · |𝒗𝑚] · 𝝅 .

(3) The challenger runs 𝑏′ ← D({𝒗𝑖 }𝑖∈[𝑚]
, 𝑠, 𝒗′

𝑏
).

(4) The output of the experiment is 1 if 𝑏′ = 𝑏 and is 0 otherwise.

If the simulator S is computationally efficient, then we say that the
ΠEncrypt satisfies strict linear targeted malleability with computation-
ally efficient simulation.

C FURTHER DISCUSSION ON PRIOR AND
CONCURRENTWORK ON LHLL AND
RE-RANDOMIZATION

Prior work on lattice discrete Gaussian smoothing-based regular-

ity bounds has studied the distribution of 𝒙𝑇𝑨 (e.g. [55, 64, 65])

or 𝒙𝑇 𝑬 (e.g. [1, 2, 49]). The work [52] analyzes the distribution

of 𝒙 conditioned on (𝒙𝑇𝑨, 𝒙𝑇 𝑬 ) in unstructured case [30] ana-

lyzes special conditional distributions over rings that are different

from those we analyze. Two recent concurrent and independent

works to ours [22, 50] introduce a related LHLL variant of the re-

randomization result from [23], applied in the context of circuit pri-

vacy for the GSW or TFHE Fully Homomorphic Encryption scheme

(rather than our ‘Half-GSW’ ZK-SNARG context). The concurrent

independent work [22] gives a polynomial ring variant of [23] re-

randomization but for 𝑅𝑞 with a non-standard power-of-2 LWE

modulus 𝑞 = 2
𝑘
(rather than our prime or ‘almost prime’ modulus

𝑞 = 𝑝𝑞 for a large prime 𝑞 and small prime 𝑝). The proof approach

in [22] also differs to ours; it adapts a variant of the entropy-based

leftover hash lemma used in [23] to 𝑅𝑞 using an adaptation of the

collision-probability arguments of [3, 56], combined with an upper

bound on the smoothing parameter of an intersection of the gad-

get perp lattice and ideals of the ring. The latter is similar to our

smoothing bounds, but differs in that we use a lattice smoothing

argument over the whole module lattices and study the smoothing

parameters of intersections of the module lattices. The second con-

current independent work [50] focuses on generalizing the result

of [23] to work over Z𝑞 with general composite 𝑞, but not to 𝑅𝑞 .

D ATTACK ON ZERO-KNOWLEDGE
PROPERTY OF ISW CONSTRUCTION [47]
WITH NO SMUDGING

In this Section, we present an attack on the zero-knowledge prop-

erty of the variant of the ZK-SNARG in [47] which uses no smudg-

ing. The attack applies only to this “no-smudging” variant (intro-

duced in Remark 3.24, Def. 3.25, Le. 3.26 of [47]) and does not

invalidate the results of [47] in general. For definitions of HVZK

with leakage for the linear PCP and other related syntax, please

refer to Appendix B.4.

Description of attack. Let ^ denote the zero-knowledge parame-

ter as it is used in [47]. For ^ = 0 and 𝑑 a power of 2, we present

an attack against the 𝛿-HVZK with (D, 𝑞) leakage property de-

fined in Definition 7 for the linear PCP ΠLPCP with query length

𝑡 := 4 +𝑁𝑔 +𝑁𝑤 −𝑛 for R1CS family CS𝑁 over 𝑅𝑝 := Z𝑝 [𝑥]/(𝑥𝑑 +1)

with 𝑝 prime, as used in the lattice-based ZK-SNARG instantiation

in [47]. Here, 𝑛, 𝑁𝑔 and 𝑁𝑤 denote the witness size, number of

constraints and number of variables for CS𝑁 , respectively, and D
is the distribution over matrices over 𝑅 := Z[𝑥]/(𝑥𝑑 + 1) defined as

follows (see Lemma 3.26 in [47]):

• Sample 𝑨←↪ U(𝑅𝑡×𝑛𝑞 ) and 𝑬 ←↪ D𝑡×ℓ ′
𝑅,𝑠

.

• Output the matrix 𝒁 = [𝑨, 𝑬] ∈ 𝑅𝑡×(𝑛+ℓ ′)
.

For the attack to break 𝛿-HVZK with (D, 𝑞) leakage property of the

linear PCP ΠLPCP, it suffices to exhibit an R1CS family CS𝑁 over

𝑅𝑝 and a statement 𝒙 and two distinct witnesses𝒘,𝒘′ such that:

• CS𝑁 (𝒙,𝒘) = CS𝑁 (𝒙,𝒘′) = 1, but

• the statistical distance ∆ between the distribution of (𝒁 , 𝒃) and

(𝒁 , 𝒃′) is greater than 2𝛿 , where 𝒁 ←↪ D, 𝒃 = 𝒁𝑇 · 𝝅 ∈ 𝑅𝑛𝑞 , 𝝅 ←
ΠLPCP .Prove(𝒙,𝒘), and 𝒃′ = 𝒁𝑇 ·𝝅 ′ ∈ 𝑅𝑛𝑞 ,𝝅 ′ ← ΠLPCP .Prove(𝒙,𝒘′).

We focus here on the bottom ℓ′ coordinates ˜𝒃 = 𝑬𝑇 𝝅 , ˜𝒃
′

= 𝑬𝑇 𝝅 ′

of 𝒃, 𝒃′ respectively. Due to the correctness of decryption, the pa-

rameters in [47] are chosen such that ∥ ˜𝒃 ∥∞, ∥ ˜𝒃′∥∞< 𝑞/2, so the

computation is over 𝑅 (without any modulus reduction). By con-

struction of the underlying linear PCP (see Def. 11 in App. B.4),𝝅 has

the form 𝝅𝑇
= (𝛿1, 𝛿2, 𝛿3, �̄�𝑇 ,𝒉

𝑇
) ∈ 𝑅4+𝑁𝑔+𝑁𝑤−𝑛

𝑝 , where (𝛿1, 𝛿2, 𝛿3)

is uniformly random in 𝑅3

𝑝 , �̄� ∈ 𝑅
𝑁𝑤−𝑛
𝑝 is the R1CS witness (ex-

cluding the statement 𝒙 ∈ 𝑅𝑛𝑝 , i.e. 𝒘𝑇 = (𝒙𝑇 , �̄�𝑇 )), and 𝒉 ∈ 𝑅𝑁𝑔+1

𝑝

is the coefficient vector of the polynomial 𝐻 (𝑋 ) :=
𝐴(𝑋 )𝐵(𝑋 )−𝐶(𝑋 )

𝑍𝑆 (𝑋 )

constructed from 𝒙, �̄�, 𝛿1, 𝛿2, 𝛿3 (see Def. 11). For our attack analy-

sis, we will make the heuristic assumption that 𝒓𝑇 := (𝛿1, 𝛿2, 𝛿3,𝒉
𝑇

)

behaves as a (pseudo) uniformly random vector in 𝑅
𝑁𝑔+4

𝑝 indepen-

dent of �̄� (respectively, (𝒓 ′)𝑇 := (𝛿 ′
1
, 𝛿 ′

2
, 𝛿 ′

3
, (𝒉′)𝑇 ) is uniform and

independent of �̄�′ for 𝝅 ′).
Then,

˜𝒃 = 𝑬𝑇
1
𝒓 + 𝑬𝑇

2
�̄� , where the first term is a random ‘er-

ror’ term, while the second term is a fixed ‘shift’ (respectively,

˜𝒃
′

= 𝑬𝑇
1
𝒓 ′ + 𝑬𝑇

2
�̄�′), and 𝑬𝑇

1
(resp. 𝑬𝑇

2
) consists of the columns

of 𝑬𝑇 that multiply 𝒓 (resp. �̄�). Now, each integer coefficient of

the ‘error’ term 𝑬𝑇
1
𝒓 (resp. 𝑬𝑇

1
𝒓 ′) is an inner-product between 𝒓

with coefficients (pseudo) uniformly random in (−𝑝/2, 𝑝/2) and

hence of standard deviation 𝑝/
√

12, and a column of 𝑬1 whose

expected norm is ≈ 𝑠
√︁

(𝑁𝑔 + 4)/(2𝜋 ). Therefore, we heuristically

expect the distribution of the error term coordinates (conditioned

on 𝑬1) to be approximately a discrete Gaussian with standard devi-

ation 𝜎𝑏 := 𝑠𝑝
√︁

(𝑁𝑔 + 4)/(24𝜋 ) for both
˜𝒃 and

˜𝒃
′
. Let (𝒆(𝑖)

2
)𝑇 denote

the 𝑖’th row of 𝑬𝑇
2
. For 𝒃 ∈ { ˜𝒃, ˜𝒃

′}, conditioned on 𝑬 , the distri-

bution of 𝑦(𝑖)
:= 𝑏(𝑖) − (𝒆(𝑖)

2
)𝑇 �̄� should therefore be approximately

eitherDZ,√2𝜋𝜎𝑏
(if 𝒃 =

˜𝒃) orDZ,√2𝜋𝜎𝑏
+𝑐

(𝑖)

𝑏
. (if 𝒃 =

˜𝒃
′
), with centre

𝑐
(𝑖)

𝑏
:= (𝒆(𝑖)

2
)𝑇 · (�̄�′ − �̄�). These distributions can be distinguished

with high advantage if ∥𝑐(𝑖)

𝑏
∥/𝜎𝑏 is larger than a constant.

Concrete Analysis of Distinguishing Advantage. The 𝑖’th co-

ordinate distinguisher described above achieves a distinguishing

advantage approximately equal to the statistical distance between

the corresponding continuous Gaussian distributions namely ∆
(𝑖) ≈
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2Φ

(
|𝑐 (𝑖)

𝑏
|

2𝜎𝑏

)
− 1 = erf

(
|𝑐 (𝑖)

𝑏
|

2

√
2𝜎𝑏

)
, where Φ and erf respectively denote

the cumulative distribution function and standard error function for

a continuous Gaussian distribution with mean 0 and unit standard

deviation. Since (𝒆(𝑖)

2
)𝑇 has coordinates with standard deviation

𝑠/
√

2𝜋 , the distribution of 𝑐𝑏 (wrt the choice of 𝒆(𝑖)

2
) is approximately

DZ,𝑠 ∥�̄�′−�̄� ∥ . Therefore, by a continuous Gaussian approximation,

the expected value of |𝑐(𝑖)

𝑏
| is 𝑐(𝑖)

𝑏
≈ 𝑠

𝜋 ∥�̄�
′−�̄� ∥, and hence we expect

to get

∆
(𝑖) ≈ erf

©«
𝑐

(𝑖)

𝑏

2

√
2𝜎𝑏

ª®¬ = erf

( √
3∥�̄�′ − �̄� ∥
√
𝜋𝑝

√︁
𝑁𝑔 + 4

)
. (20)

Example.We now give an example R1CS relation for which our

attack has a non-negligible distinguishing advantage. For a prime

𝑝 and a positive integer 𝑁 , we define the following relation:

C(𝑥 ∈ Z𝑝 ,𝒘 ∈ F𝑁𝑝 ) = 1⇐⇒ ∨𝑖∈[𝑁 ]
(𝑤𝑖 = 𝑥 ) = 1.

Let 𝑃𝒘 (𝑧) :=

∏
𝑖∈[𝑁 ]

(𝑧−𝑤𝑖 ) ∈ F<𝑁𝑝 . Note that 𝑃𝒘 (𝑧) is a polynomial

in 𝑧 of degree 𝑁 with coefficients over F𝑝 such that 𝑃𝒘 (𝑤 𝑗 ) = 0 for

all 𝑗 ∈ [𝑁 ]. Now let us define 𝐴(𝑥,𝒘) := 1 − 𝑃𝒘 (𝑥). It is clear that

𝐴(𝑥,𝒘) = 1 iff 𝑃𝒘 (𝑥 ) = 0 iff𝐶(𝑥,𝒘) = 1, so𝐴 computes𝐶 , as required.

Now consider the following two valid witnesses for the statement

𝑥 ∈ F𝑝 \ {0}: 𝒘 = (𝑥, 0, . . . , 0) ∈ F𝑁𝑝 and 𝒘′ = (𝑥, 𝑥, . . . , 𝑥) ∈
F𝑁𝑝 . It is easy to see that ∥𝒘 − 𝒘′∥= 𝑥

√
𝑁 − 1. We convert the

natural arithmetic circuit for 𝐴 (consisting of 𝑁 + 1 input wires,

𝑁 + 1 addition gates with weighted inputs, 𝑁 − 1 multiplication

gates, and one output wire) into an R1CS relation CS𝑁 following

the method outlined in Sec. 7.4 of [39]. This gives a number 𝑁𝑔

of R1CS constraints equal to the sum of the number of internal

multiplication gates plus 1 for the circuit output wire (i.e. a total

of 𝑁𝑔 = 𝑁 constraints in our case), and the corresponding R1CS

witness vector �̄�𝑇
R1CS

has the form (�̄�𝑇 , 𝒐𝑇
𝑀
, 𝑜𝐶 ), where 𝒐𝑇

𝑀
denotes

the vector of internal multiplication gate outputs and 𝑜𝐶 denotes the

circuit output value. Hence, in our case, the R1CS witness vectors

corresponding to �̄� and �̄�′ are �̄�𝑇
R1CS

= ((𝑥, 0, . . . , 0), (0, 0, . . . , 0), 1)

and (�̄�′
R1CS

)
𝑇

= ((𝑥, 𝑥, . . . , 𝑥), (0, 0, . . . , 0), 1) and hence ∥�̄�R1CS −
�̄�′
R1CS
∥= 𝑥
√
𝑁 − 1. Plugging in (20) with 𝑁𝑔 := 𝑁 → ∞ and 𝑥 ≥

𝑝/𝑐 for some 𝑐 = 𝑂(1), one can see that the expected distinguishing

advantage ∆
(𝑖) ≈ erf

( √
3√
𝜋𝑐

)
= Ω(1) is non-negligible.

E ADDITIONAL PROOFS
E.1 Proof of Lemma 1

Proof. Let �̄�𝑇 := (𝒙𝑇 ,𝒚𝑇 )←↪ D
Λ
⊥
𝑞 (𝑮)+𝒄,𝑟×D𝑅ℓ ′ ,𝑟 := D

Λ
⊥
𝑞 (

¯𝑮)+𝒄,𝑟 ,

where �̄� :=

(
𝑮

0ℓ ′×a

)
∈ 𝑅(𝐿+ℓ ′)×a

and 𝒄 :=

(
𝒄

0ℓ ′

)
∈ 𝑅𝐿+ℓ ′

. We

first observe that thanks to (1), we have ∥�̄�𝑇 �̄� ∥∞< 𝑞/2 (i.e. no

wraparound mod 𝑞 in �̄�𝑇 �̄� mod 𝑞) except with probability ≤ 4𝜖 .

Indeed, we have ∥�̄�𝑇 �̄� ∥∞≤ ∥𝒙𝑇 𝑬 ∥∞+∥𝒚∥∞. Now, by Lemma 7, we

have ∥𝒙 ∥≤ 𝑟
√
𝐿𝑑 except with probability ≤ 1+𝜖

1−𝜖 · 2
−𝐿𝑑 ≤ 3𝜖 using

𝜖 ≤ 1/2 and the choice of 𝑟 in (8), where we have used the fact that

[𝜖 (Λ
⊥
𝑞 (𝑮)) ≤ 𝛽2

√︁
ln(2𝐿𝑑(1 + 𝜖−1

))/𝜋 by Lemma 11 and Lemma 3

below, and that 𝑐 ≥ 𝑐2 ≥ 𝛽2
. Therefore, by Lemma 8, a fixed in-

teger coefficient of 𝒙𝑇 𝑬 has absolute value ≤
√︁

ln(2/𝜖′)/𝜋𝑠 ∥𝒙 ∥≤√︁
ln(2/𝜖′)/𝜋𝑠𝑟

√
𝐿𝑑 except with probability ≤ 𝜖′ and therefore, by

a union bound over the ℓ′𝑑 integer coordinates of 𝒙𝑇 𝑬 , setting

𝜖′ := 𝜖/(ℓ′𝑑), we conclude that ∥𝒙𝑇 𝑬 ∥∞≤
√︁

ln(2ℓ′𝑑/𝜖)/𝜋𝑠𝑟
√
𝐿𝑑 ,

except with probability ≤ 4𝜖 .

Similarly using Lemma 2 and the union bound, we have ∥𝒚∥∞≤√︁
ln(2ℓ′𝑑/𝜖)/𝜋𝑟 , except with probability ≤ 𝜖 . Overall, we have

∥�̄�𝑇 �̄� ∥∞< 𝑟 (𝑠
√
𝐿𝑑 + 1)

√︁
ln(2ℓ′𝑑/𝜖)/𝜋 < 𝑞/2, except with proba-

bility ≤ 5𝜖 , where the last inequality is due to the second part of

(7). The claimed bound of the Lemma, therefore, follows if we show

that

∆

(
(�̄�𝑇 ¯𝑨 mod 𝑞, �̄�𝑇 �̄� ,𝑨, 𝑬 ), (U(𝑅𝑛𝑞 ), �̄�𝑇 �̄� ,𝑨, 𝑬 )

)
≤ 11𝜖.

(i.e. with no mod 𝑞 reduction on �̄�𝑇 �̄� ). To show that latter bound

we use a smoothing-based approach. Namely, it is enough to show

that, except with negligible probability ≤ 3𝜖 over the choice of

𝑨, 𝑬 , the conditional distribution of �̄�𝑇 ¯𝑨 mod 𝑞 conditioned on

�̄�𝑇 �̄� over the choice of �̄�𝑇 is within neg. statistical distance ≤ 8𝜖 to

U(𝑅𝑛𝑞 ). For fixed
¯𝑨, �̄� and �̂� and �̂�, let 𝑃�̂� (�̂�) := Pr�̄� [�̄�𝑇 ¯𝑨 mod 𝑞 =

�̂�𝑇 |�̄�𝑇 �̄� mod 𝑞 = �̂�𝑇 ]. Then, for �̂� in the support of 𝑃�̂� , and �̂�𝑇

in the support of �̄�𝑇 �̄� , there exists �̄�𝑇
0
∈ Λ

⊥
𝑞 (

¯𝑮) + 𝒄𝑇 such that

�̄�𝑇
0
· ( ¯𝑨, �̄� ) = (�̂�𝑇 , �̂�𝑇 ) mod 𝑞. Then:

𝑃�̂� (�̂�) =

Pr�̄�𝑇←↪D
Λ
⊥
𝑞 (

¯𝑮)+�̄�𝑇 ,𝑟
[�̄�𝑇 · ¯𝑨 mod 𝑞, �̄�𝑇 · �̄� ) = (�̂�𝑇 , �̂�𝑇 )]

Pr�̄�𝑇←↪D
Λ
⊥
𝑞 (

¯𝑮)+�̄�𝑇 ,𝑟
[�̄�𝑇 · �̄� = �̂�𝑇 ]

. (21)

The numerator 𝑝𝑛 of (21) has the form

𝑝𝑛 := Pr

�̄�𝑇←↪𝐷
Λ
⊥
𝑞 (

¯𝑮)+�̄�𝑇 ,𝑟

[�̄�𝑇 ∈ (�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑨)) ∩ (𝒙0

𝑇
+ Λ
⊥

(�̄� ))] (22)

=

𝜌𝑟 ((�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑨)) ∩ (�̄�𝑇
0

+ Λ
⊥

(�̄� )) ∩ (𝒄 + Λ
⊥
𝑞 (

¯𝑮)))

𝜌𝑟 (𝒄 + Λ
⊥
𝑞 (

¯𝑮))

(23)

=

𝜌𝑟 ((�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑨)) ∩ (�̄�𝑇
0

+ Λ
⊥

(�̄� )) ∩ (�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑮)))

𝜌𝑟 (�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑮))

(24)

=

𝜌𝑟 (�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑨) ∩ Λ
⊥

(�̄� ) ∩ Λ
⊥
𝑞 (

¯𝑮))

𝜌𝑟 (�̄�𝑇
0

+ Λ
⊥
𝑞 (

¯𝑮))

(25)

∈ (1 ± 4𝜖) ·
𝜌𝑟 (Λ

⊥
𝑞 (

¯𝑨) ∩ Λ
⊥

(�̄� ) ∩ Λ
⊥
𝑞 (

¯𝑮))

𝜌𝑟 (Λ
⊥
𝑞 (

¯𝑮))

(26)

where the second equality uses the fact that both 𝒄𝑇 and �̄�𝑇
0
are

in same coset of Λ
⊥
𝑞 (

¯𝑮), and the last equation uses smoothing

Lemma 9 twice, if the smoothing condition 𝑟 ≥ [′ holds, where
[′ := [𝜖 (Λ

⊥
𝑞 (

¯𝑨) ∩ Λ
⊥

(�̄� ) ∩ Λ
⊥
𝑞 (

¯𝑮)) is the smoothing parameter of

the intersection of the lattices Λ
⊥
𝑞 (

¯𝑨), Λ
⊥

(�̄� ) and Λ
⊥
𝑞 (

¯𝑮). Note that

the orthogonality relation defining the lattice Λ
⊥

(�̄� ) := {𝒗 ∈ 𝑅𝐿+ℓ ′
:

𝒗𝑇 · �̄� = 0} is over 𝑅, not just 𝑅𝑞 . Let Λ̄
′

:= Λ
⊥
𝑞 (

¯𝑨)∩Λ
⊥

(�̄� )∩Λ
⊥
𝑞 (

¯𝑮).

Now, notice that due to the ℓ′ × ℓ′ identity matrix at the bot-

tom ℓ′ rows of 𝐸, the rank of lattice Λ̄
′
and Λ

⊥
(�̄� ) over R is 𝐿𝑑

(rather than the rank (𝐿 + ℓ′)𝑑 of Λ
⊥
𝑞 (

¯𝑮)). To upper bound [′, by
Lemma 11, it suffices to get an upper bound on _𝐿𝑑 (Λ̄

′
), namely

[′ ≤
√︁

ln(2𝐿𝑑(1 + 𝜖−1
))/𝜋 · _𝐿𝑑 (

¯
Λ
′
). To upper bound _𝐿𝑑 (Λ̄

′
), we

use a transference bound argument which can be viewed as a gen-

eralization of the bound on [𝜖 (Λ
⊥

(𝑬 )) in Corollary 3 of [2]. The

idea is to do it in two steps, where the first step involves find-

ing an upper bound on the 𝐿𝑑’th minimum of the 𝑞-ary lattice

20



LUNA:Quasi-Optimally Succinct Designated-Verifier Zero-Knowledge Arguments from Lattices

Λ̄ := Λ
⊥
𝑞 (

¯𝑨) ∩ Λ
⊥
𝑞 (�̄� ) ∩ Λ

⊥
𝑞 (

¯𝑮) and then the second step is to show

that this bound also applies to the non 𝑞-ary lattice
¯

Λ
′
, as follows:

• Step 1: Use the transference bound in Lemma 10 to trans-

form the problem of upper bounding _𝐿𝑑 (Λ̄) to the problem

of lower bounding the (ℓ′𝑑 + 1)’th minimum _ℓ ′𝑑+1
(Λ̄
∗
) of

the dual lattice Λ̄
∗
:

_𝐿𝑑 (Λ̄) ≤ (𝐿 + ℓ′)𝑑
_ℓ ′𝑑+1

(Λ̄
∗
)

=

(𝐿 + ℓ′)𝑑
1

𝑞 _ℓ ′𝑑+1
(Λ𝑞 (�̄�))

,

where �̄� := (
¯𝑨, �̄� , ¯𝑮) ∈ 𝑅

(𝐿+ℓ ′)×(𝑛+ℓ ′+a)

𝑞 . In this step, we

give a lower bound _ℓ ′𝑑+1
(Λ𝑞 (�̄�)) of the form 𝑞/𝑐 for some

‘small’ 𝑐 .We first observe that _ℓ ′𝑑+1
(Λ𝑞 (�̄�)) is lower bounded

by the norm of the shortest vector 𝒘 in the lattice Λ𝑞(�̄�)

excluding those lattice vectors in the integer column span

of rot(�̄� ); therefore it suffices to lower bound the latter

minimum norm which we denote by _1(Λ𝑞(�̄� \ �̄�Zℓ ′𝑑 )).

This is because, if 𝒗1, . . . , 𝒗ℓ ′𝑑+1
are ℓ′𝑑 + 1 linearly inde-

pendent vectors in Λ𝑞(�̄�) all of norm at most _ℓ ′𝑑+1
, one

of them must not be in the span of �̄� since the latter has

dimension less than ℓ′𝑑 , so that vector has norm _ℓ ′𝑑+1
≥

_1(Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )). Next, to lower bound _1(Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )),

we proceed as follows. First, to simplify the following analy-

sis, we focus on the prime modulus ring 𝑅𝑞 , using the obser-

vation that, since𝑞 divides𝑞, we have thatΛ𝑞 (�̄�\�̄�Zℓ ′𝑑 ) is a

subset of _1(Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )), and hence _1(Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )) ≥
_1(Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )). Now, for any vector𝒘 in Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 ),

write 𝒘 =
¯𝑨𝒗𝐴 + �̄�𝒗𝐸 + 𝑮𝒗𝐺 mod 𝑞. We can divide this

problem into three sub cases, whose results we summarise

below and provide the detailed analysis of subcases 1 and

2 in Lemma 2, Lemma 13 in the following pages. Namely,

we show that ∥𝒘 ∥≥ 𝑞/𝑐 with 𝑐 := max(𝑐1, 𝑐2, 𝑐3) for some

‘small’ 𝑐1, 𝑐2, 𝑐3:

– Subcase 1 (𝒗𝐴 ̸= 0 mod 𝑞, Lemma 2): Here, we use a

probabilistic approach to lower bound ∥𝒘 ∥ over the
randomness of𝑨 and using a union bound over 𝒗𝐸 , 𝒗𝐺
by extending the approach from [59, 65] for lower

bounding the minimum of Module SIS lattices.

In particular, Lemma 2 shows that ∥𝒘 ∥≥ 𝑞/𝑐1 for some

‘small’ 𝑐1, except with negligible probability 𝑝1(𝑐1) ≤ 𝜖 ,

for the assumed choice of parameters.

– Subcase 2 (𝒗𝐴 = 0 mod 𝑞 and ∥𝒗𝐸 ∥≤ 𝑞/𝑐3 for a ‘small’

𝑐3, Lemma 4): Here, if 𝒗𝐺 = 0, the smallness of ∥𝒗𝐸 ∥
and ∥𝑬 ∥ implies that 𝒘 = �̄�𝒗𝐸 is < 𝑞/2 over the inte-

gers and hence does not wrap around mod 𝑞 and is

in Λ𝑞 (�̄� \ �̄�Zℓ ′𝑑 )) with negligible probability over the

choice of 𝑬 . On the other hand, if 𝒗𝐺 ̸= 0, the length
of 𝒘 is lower bounded up to a ‘small’ additive norm

∥�̄�𝒗𝐸 ∥ from the minimum of the Gadget lattice Λ𝑞 (𝑮),

which we show in turn (in Lemma 3) is lower bounded

by 𝑞/(2𝛽). The above arguments are made precise in

Lemma 4, which shows that in this subcase, we get

∥𝒘 ∥≥ 𝑞/𝑐2 for a ‘small’ 𝑐2 = 4𝛽 , except with negligible

probability 𝐿𝑑2
−𝑑ℓ ′ ≤ 𝜖 , for the assumed choice of

parameters.

– Subcase 3 (𝒗𝐴 = 0 mod 𝑞 and ∥𝒗𝐸 ∥> 𝑞/𝑐3): Here, we

use the observation that ∥𝒘 ∥≥ ∥𝒗𝐸 ∥> 𝑞/𝑐3, since the

bottom ℓ′𝑑 Z coordinates of𝒘 consists of 𝒗𝐸 , thanks
to the identity matrix in the bottom rows of �̄� .

• Step 2: We observe that any 𝐿𝑑 R-linearly independent

vectors𝒘1, . . . ,𝒘𝐿𝑑 in Λ̄ all of norm ≤ _𝐿𝑑 (Λ̄) are also in
¯

Λ
′

(i.e. orthogonal to �̄� over 𝑅 and not just 𝑅𝑞 ), thanks to short

norm of those vectors and the shortness of �̄� compared to

𝑞, except with negligible probability ≤ 𝜖 over the choice

of 𝑬 . This shows that _𝐿𝑑 (Λ̄
′
) ≤ _𝐿𝑑 (Λ̄) except with negli-

gible probability ≤ 𝜖 over choice of 𝑬 . Indeed, by Cauchy-

Schwartz inequality, we have ∥𝒘𝑇
𝑖
· �̄� ∥≤ ∥𝒘𝑖 ∥·∥�̄�𝑇 ∥. Using

the Step 1 bound we have ∥𝒘𝑖 ∥≤ (𝐿 + ℓ′)𝑑𝑐𝑝 and using

Lemma 6 and a union bound over the ℓ′𝑑 columns of 𝑬 , we
have the bound ∥�̄�𝑇 ∥2≤ 1+(2𝑠

√
𝐿𝑑/
√

2𝜋 )
2
except with prob-

ability ≤ ℓ′𝑑2
−𝐿𝑑 ≤ 𝜖 over the choice of 𝑬 . According to

(7), we get ∥𝒘𝑇
𝑖
· �̄� ∥< (𝐿 + ℓ′)𝑑𝑐𝑝

√︃
1 + (2𝑠

√
𝐿𝑑/
√

2𝜋 )
2 < 𝑞/2

and therefore _𝐿𝑑 (Λ̄
′
) ≤ _𝐿𝑑 (Λ̄), except with negligible

probability ≤ 𝜖 as required.

Putting together Steps 1 and Steps 2, we get the upper bound

_𝐿𝑑 (Λ̄
′
) ≤ _𝐿𝑑 (Λ̄) ≤ (𝐿+ℓ′)𝑑𝑝𝑐 and hence the smoothing parameter

bound [′ ≤ (𝐿+ ℓ′)𝑑𝑝𝑐
√︁

ln(2𝐿𝑑(1 + 𝜖−1
))/𝜋 , except with probability

≤ 3𝜖 over the choice of 𝑨, 𝑬 . The assumed bound on 𝑟 therefore

implies that 𝑟 ≥ [′ except with probability ≤ 3𝜖 and hence from

(26), we conclude that except with negligible probability ≤ 3𝜖 over

the choice of 𝑨, 𝑬 , the conditional distribution of �̄�𝑇 ¯𝑨 mod 𝑞 con-

ditioned on �̄�𝑇 �̄� over the choice of �̄�𝑇 is within neg. statistical

distance 8𝜖 toU(𝑅𝑛𝑞 ), as required. □

E.2 Proof of Lemma 2
Proof. We use a union bound argument similar to that used in

Lemma 3.2 of [66] (see also [59]) to lower bound the minimum of

random 𝑞-ary module lattices. For 𝛽 ∈ R, we denote by 𝑆
2,𝛽 the set

of elements of 𝑅 of Euclidean norm less than 𝛽 , i.e. 𝑆
2,𝛽 := {𝒘 ∈ 𝑅 :

∥𝒘 ∥2< 𝛽}. By a union bound, we have:

𝑝1 ≤
∑︁

(𝒗𝐴,𝒗𝐸 ,𝒗𝐺 ,𝒕 )

∈𝑅𝑛
�̄� \0×𝑅ℓ ′

�̄� ×𝑅a
�̄�×𝑆𝐿2,𝛽

Pr

𝑨𝑇←↪U(𝑅𝐿×𝑛
�̄� )

[𝑨𝒗𝐴 = 𝒕 − 𝑬𝒗𝐸 − 𝑮𝒗𝐺 ]. (27)

Let 𝑝(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) := Pr𝑨←↪U(𝑅𝐿×𝑛
�̄� )

[𝑨𝒗𝐴 = 𝒕 − 𝑬𝒗𝐸 − 𝑮𝒗𝐺 ]. Since

the 𝐿 rows of 𝑨 are sampled independently and uniformly random

in 𝑅𝑛𝑞 , we have

𝑝(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) =

∏
𝑖∈[𝐿]

|𝐴𝑖 (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|
𝑞𝑑𝑛

, (28)

where 𝐴𝑖 (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) := {𝒂𝑇
𝑖
∈ 𝑅𝑛𝑞 : 𝒂𝑇

𝑖
𝒗𝐴 = 𝑡𝑖 − 𝒆𝑇

𝑖
𝒗𝐸 − 𝒈𝑇𝑖 𝒗𝐸 }

for 𝑖 ∈ [𝐿]. The 𝑑-dimensional (over Z𝑞) ring 𝑅𝑞 is isomorphic by

the Chinese Remainder Theorem (CRT) to the cross-product of

the (𝑑/ℓ𝑞 )-dimensional fields 𝑅
(𝑢)

𝑞 := Z𝑞[𝑥]/(𝑓𝑢 (𝑥 )) for 𝑢 ∈ [ℓ𝑞]. For

𝑧 ∈ 𝑅𝑞 , we denote by 𝑧(𝑢)
:= 𝑧 mod 𝑓𝑢 (𝑥) ∈ 𝑅(𝑢)

𝑞 its reduction mod

𝑓𝑢 (𝑥) (and analogously for vectors and matrices over 𝑅𝑞). Let 𝒂𝑇𝑖 ,

𝒆𝑇
𝑖
, and 𝒈𝑇

𝑖
, be the 𝑖’th row of 𝑨, 𝑬 , and 𝑮 , respectively. We then
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have

𝑝(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) =

∏
𝑖∈[𝐿]

∏
𝑢∈[ℓ𝑞]

|𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|

𝑞𝑑𝑛
, (29)

where for 𝑖 ∈ [𝐿] and 𝑢 ∈ [ℓ𝑞], we define 𝐴
(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) as

below:

{𝒂(𝑢)

𝑖
∈ (𝑅(𝑢)

𝑞 )
𝑛

: (𝒂(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐴
= 𝑡

(𝑢)

𝑖
− (𝒆(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐸
− (𝒈(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐺
}.

Now, for each 𝑢 ∈ [ℓ𝑞] and fixed 𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕 , since 𝑅
(𝑢)

𝑞 is a field

of size 𝑞𝑑/ℓ𝑞 , there are two possible cases for |𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|,

depending on the value of 𝒗(𝑢)

𝐴
∈ (𝑅

(𝑢)

𝑞 )
𝑛
:

• Case 1: 𝒗(𝑢)

𝐴
̸= 0. In this case, there exists ℓ′ ∈ [𝑛] such

that 𝑣
(𝑢)

𝐴,ℓ ′ ̸= 0 and hence is invertible in the field 𝑅
(𝑢)

𝑞 .

This implies that for any possible choice of {𝑎(𝑢)

𝑖,ℓ ′′ }ℓ ′′ ̸=ℓ ′ ∈
(𝑅(𝑢)

𝑞 )
𝑛−1

, there exists a unique value for 𝑎
(𝑢)

𝑖,ℓ ′ ∈ 𝑅
(𝑢)

𝑞 satis-

fying (𝒂(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐴
= 𝑡

(𝑢)

𝑖
−(𝒆(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐸
−(𝒈(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐺
. Hence, in

this case, we have |𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|= |(𝑅(𝑢)

𝑞 )
𝑛−1 |= 𝑞𝑑/ℓ𝑞 (𝑛−1)

.

• Case 2: 𝒗(𝑢)

𝐴
= 0. In this case, since (𝒂(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐴
= 0 regard-

less of the choice of (𝒂(𝑢)

𝑖
)𝑇 , we have |𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|=

|(𝑅(𝑢)

𝑞 )
𝑛 |= 𝑞𝑑/ℓ𝑞𝑛 if 𝑡

(𝑢)

𝑖
− (𝒆(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐸
− (𝒈(𝑢)

𝑖
)𝑇 𝒗(𝑢)

𝐺
= 0 and

|𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|= 0 otherwise.

For a vector 𝒗 ∈ 𝑅𝑚𝑞 and any𝑚 ≥ 1, let us denote by 𝑍 (𝒗) ⊆ [ℓ𝑞]

the set of 𝑢 ∈ [ℓ𝑞] such that 𝒗(𝑢)
= 0 ∈ (𝑅(𝑢)

𝑞 )
𝑚

(i.e. the set of CRT

slots that are zero for all𝑚 coordinates of 𝒗 over 𝑅𝑞 ).

We conclude from the above that for any fixed 𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕 , we
have∏

𝑢∈[ℓ𝑞]

|𝐴(𝑢)

𝑖
(𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕)|={

𝑞𝑑(𝑛−1)+𝑑/ℓ𝑞 |𝑍 (𝒗𝐴) | , if 𝑍 (𝒗𝐴) ⊆ 𝑍 (𝑡𝑖 − 𝒆𝑇𝑖 𝒗𝐸 − 𝒈
𝑇
𝑖
𝒗𝐺 )

0, otherwise.

For 𝑟 ∈ [ℓ𝑞 − 1], let𝑉𝑟 denote the set of (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) ∈ 𝑅𝑛𝑞 \ 0 ×
𝑅ℓ
′
𝑞 ×𝑅a𝑞 ×𝑆

𝐿
2,𝛽

such that |𝑍 (𝒗𝐴)|= 𝑟 and𝑍 (𝒗𝐴) ⊆ 𝑍 (𝑡𝑖−𝒆𝑇𝑖 𝒗𝐸−𝒈
𝑇
𝑖
𝒗𝐺 )

for all 𝑖 ∈ [𝐿].

Summarising, the above discussion shows that

𝑝1 ≤
∑︁

𝑟 ∈[ℓ𝑞−1]

|𝑉𝑟 |
𝑞𝐿𝑑(1−𝑟/ℓ𝑞 )

(30)

and it remains to upper bound |𝑉𝑟 | for 𝑟 ∈ [ℓ𝑞 − 1]. For each

possible choice of 𝒗𝐴 ∈ 𝑅𝑛𝑞 \ 0 with 𝑍 (𝒗𝐴) := 𝑍 and |𝑍 |= 𝑟 and

(𝒗𝐸 , 𝒗𝐺 ) ∈ 𝑅ℓ
′
𝑞 × 𝑅a𝑞 , let 𝑇 (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 ) denote the set of 𝒕 ∈ 𝑆𝐿

2,𝛽

such that (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 , 𝒕) ∈ 𝑉𝑟 . We denote by 𝐼𝑍,𝑅�̄� the ideal lattice

of elements 𝑤 in 𝑅𝑞 with 𝑍 ⊆ 𝑍 (𝑤 ), i.e having zero CRT slots in

𝑍 , i.e. 𝐼𝑍,𝑅�̄� := {𝑤 ∈ 𝑅 : 𝑤 (𝑢)
= 0 mod 𝑞 for all 𝑢 ∈ 𝑍 }. Notice that

𝒕 ∈ 𝑇 (𝒗𝐴, 𝒗𝐸 , 𝒗𝐺 ) if and only if

𝑡𝑖 ∈ 𝐼𝑍,𝑅�̄� + 𝑐𝑖

where 𝑐𝑖 := 𝒆𝑇
𝑖
𝒗𝐸 + 𝒈𝑇

𝑖
𝒗𝐺 for 𝑖 ∈ [𝐿]. For each 𝑖 ∈ [𝐿], let 𝑁𝑖 (𝑐𝑖 )

denote the number of 𝑡𝑖 in (𝐼𝑍,𝑅�̄� + 𝑐𝑖 ) ∩ 𝑆
2,𝛽 , i.e. the number of

points in the coset containing 𝑐𝑖 of the lattice 𝐼𝑍,𝑅�̄� that are inside

the Euclidean ball 𝑆
2,𝛽 of radius 𝛽 . We upper bound 𝑁𝑖 (𝑐𝑖 ) by a

volume argument. Namely, let _ denote the minimum of 𝐼𝑍,𝑅�̄� , i.e.

the Euclidean norm of the shortest non-zero vector in 𝐼𝑍,𝑅�̄� . We

consider the enlarged ball 𝑆
2,𝛽+_/2

of radius 𝛽 +_/2, which contains

the union of 𝑁𝑖 (𝑐𝑖 ) non-intersecting balls of radius _/2 centered on

the points of (𝐼𝑍,𝑅�̄� +𝑐𝑖 )∩𝑆2,𝛽 . It follows that 𝑁𝑖 (𝑐𝑖 ) ≤
vol(𝑆2,𝛽+_/2)

vol(_/2)
=

(2𝛽/_ + 1)
𝑑
for all 𝑖 ∈ [𝐿]. By Lemma [36, Lemma 2], we have

_ ≥ 𝑞𝑟/ℓ𝑞 /
√
𝑑 , and we conclude that, setting 𝛽 := 𝑞/𝑐 , we have

𝑁𝑖 (𝑐𝑖 ) ≤ (2

√
𝑑𝑞1−𝑟/ℓ𝑞 /𝑐 + 1)

𝑑
for 𝑖 ∈ [𝐿].

It follows that, for each 𝑟 ∈ [ℓ𝑞 − 1]

|𝑉𝑟 |≤ 𝑁𝑍𝑁𝐴𝑁𝐸𝑁𝐺

∏
𝑖∈𝐿

𝑁𝑖 (𝑐𝑖 ) ≤ 𝑞(1−𝑟/ℓ𝑞 )𝑛+ℓ ′+a)𝑑 · (2
√
𝑑𝑞1−𝑟/ℓ𝑞 /𝑐 + 1)

𝐿𝑑 ,

(31)

where 𝑁𝑍 =

(ℓ𝑞
𝑟

)
is the number of possible 𝑍 ⊂ [ℓ𝑞] with |𝑍 |= 𝑟 ,

𝑁𝐴 ≤ 𝑞(1−𝑟/ℓ𝑞 )𝑛𝑑
is the number of possible 𝒗𝐴 ∈ 𝑅𝑛𝑞 \ 0 with

𝑍 (𝒗𝐴) = 𝑍 and |𝑍 |= 𝑟 , 𝑁𝐸 ≤ 𝑞ℓ
′𝑑

is the number of possible 𝒗𝐸 in

𝑅ℓ
′
𝑞 , and 𝑁𝐺 ≤ 𝑞a𝑑 is the number of possible 𝒗𝐺 in 𝑅a𝑞 . Plugging

(31) into (30) give (13) and completes the proof. □

E.3 Proof of Lemma 3
Proof. It suffices to prove the claim with𝑚𝑞 = ⌈log𝛽 (𝑞)⌉ since

the minimum distance of Λ𝑞(𝑮)) cannot decrease as𝑚𝑞 increases.

Let 𝑞 = 𝛽𝑚𝑞−1
+ 𝑞𝑚𝑞−2𝛽

𝑚𝑞−2
+ · · · + 𝑞0𝛽

0
, where 0 ≤ 𝑞𝑖 < 𝛽 , for

0 ≤ 𝑖 ≤ 𝑚𝑞 − 1. Every nonzero lattice vector in Λ𝑞(𝑮) will have

components of the form 𝑣 · 𝛽𝑖 mod 𝑞 for 0 ≤ 𝑖 ≤ 𝑚𝑞 − 1. Notice

that, since 𝛽𝑖 are integers (constant polynomials) in 𝑅𝑞 , then using

the coefficient embedding, for any 𝑣 = 𝑣0 + 𝑣1𝑥 + · · · + 𝑣𝑑−1
𝑥𝑑−1 ∈

𝑅𝑞 with 𝑣 𝑗 ∈ Z𝑞 , we have that ∥𝑣 · (1, 𝛽, . . . , 𝛽𝑚𝑞−1
) mod 𝑞∥∞=

max𝑗∈[𝑑−1]
∥𝑣 𝑗 · (1, 𝛽, . . . , 𝛽𝑚𝑞−1

) mod 𝑞∥∞. Therefore, the mini-

mum _∞
1

(Λ𝑞 (𝑮)) of ∥𝑣 · (1, 𝛽, . . . , 𝛽𝑚𝑞−1
) mod 𝑞∥∞ over 𝑣 ∈ 𝑅𝑞 \{0}

is equal to the minimum of ∥𝑣0 · (1, 𝛽, . . . , 𝛽𝑚𝑞−1
) mod 𝑞∥∞ over

𝑣0 ∈ Z𝑞 \ {0}. Indeed, we will show that

_∞
1

(Λ𝑞 (𝑮)) = min

𝑣∈Z�̄�\{0}
max

0≤𝑖≤𝑚𝑞−1

|𝑣 · 𝛽𝑖 mod 𝑞 |≥ 𝑞/(2𝛽).

If _∞
1

(Λ𝑞(𝑮)) < 𝑞/(2𝛽), we show a contradiction. Assume

that _∞
1

(Λ𝑞(𝑮)) is achieved for a non-zero 𝑣∗. Let 𝑖∗ :=

arg max0≤𝑖≤𝑚𝑞−1 |𝑣∗ ·𝛽𝑖 mod 𝑞 |. We now claim that 𝑖∗ = 𝑚𝑞−1, oth-

erwise we have that |𝑣∗ ·𝛽𝑖∗ mod 𝑞 |< 𝑞/(2𝛽) (due to upper bound on

_∞
1
) and hence |𝑣∗ ·𝛽𝑖∗+1

mod 𝑞 |= 𝛽 ·|𝑣∗ ·𝛽𝑖∗ mod 𝑞 |> |𝑣∗ ·𝛽𝑖∗ mod 𝑞 |
since 𝛽 > 1, which is a contradiction. This yields 𝑖∗ = 𝑚𝑞 − 1

and therefore _∞
1

(Λ𝑞(𝑮)) = |𝑣∗ · 𝛽𝑚𝑞−1
mod 𝑞 |. Let us re-write

|𝑣∗ · 𝛽𝑚𝑞−1
mod 𝑞 |= |𝑣∗

0
· 𝛽𝑖∗0 | where the latter is a factorization

over Z, for some integer 𝑣∗
0
̸= 0 and 0 ≤ 𝑖∗

0
≤ 𝑚𝑞 − 1 such that

gcd(𝑣∗
0
, 𝛽) = 1. We claim that 𝑖∗

0
< 𝑚𝑞 − 1. Otherwise, if 𝑖∗

0
= 𝑚𝑞 − 1,

then |𝑣∗
0
𝛽𝑚𝑞−1

mod 𝑞 |= |𝑣∗
0
𝛽𝑚𝑞−1 |≥ 𝛽𝑚𝑞−1 ≥ 𝛽𝑚𝑞 /𝛽 ≥ 𝑞/𝛽 ,

contradicting with the upper bound 𝑞/(2𝛽). Let us divide 𝑣∗
0
by

𝛽 over Z to get a quotient 𝑣0 and remainder 𝑟0 ̸= 0 such that

𝑣∗
0

:= 𝛽𝑣0 + 𝑟0, with |𝑟0 |≤ 𝛽/2 and |𝑣0 |≤ |⌈𝑣∗
0
/𝛽⌉ |< 𝑞/(2𝛽2

) + 1

(since _∞
1

(Λ𝑞 (𝑮)) = |𝑣∗
0
· 𝛽𝑖∗0 |< 𝑞/(2𝛽)). Then we have by definition
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of 𝑖∗ that

|𝑣∗ · 𝛽𝑚𝑞−1
mod 𝑞 | ≥ |𝑣∗ · 𝛽𝑚𝑞−(𝑖∗

0
+2)

mod 𝑞 | (32)

= |𝑣∗
0
· 𝛽−1

mod 𝑞 | (33)

= |(𝛽𝑣0 + 𝑟0) · 𝛽−1
mod 𝑞 | (34)

= |𝑣0 + 𝑟0 · 𝛽−1
mod 𝑞 |

≥ |𝑟0 · 𝛽−1
mod 𝑞 |−|𝑣0 |

> (𝑞/𝛽 − 1/2) − (𝑞/(2𝛽2
) + 1), (35)

where (32) uses 𝑖∗
0
< 𝑚𝑞 − 1 and hence 𝑖 := 𝑚𝑞 − (𝑖∗

0
+ 2) ≥ 0,

(33) uses the equality |𝑣∗ · 𝛽𝑚𝑞−1
mod 𝑞 |= |𝑣∗

0
· 𝛽𝑖∗0 |, (34) uses the

representation of 𝑣∗
0
in terms of 𝑣0 and 𝑟 , and (35) is true using the

above upper bound on |𝑣0 | and the lower bound |𝑟0 · 𝛽−1
mod 𝑞 |≥

𝑞/𝛽−1/2. To show the latter lower bound, write 𝛽−1
mod 𝑞 :=

𝑘𝑞+1

𝛽
,

for some 𝑘 ∈ Z with gcd(𝑘, 𝛽) = 1. Then,

|𝑟0 · 𝛽−1
mod 𝑞 | =

����𝑟0 ·
𝑘𝑞 + 1

𝛽
mod 𝑞

����
=

����(𝑟0 · 𝑘 mod 𝛽) · 𝑞
𝛽

+

𝑟0

𝛽
mod 𝑞

����
≥

����(𝑟0 · 𝑘 mod 𝛽) · 𝑞
𝛽

mod 𝑞

���� − ����𝑟0

𝛽

����
≥ 𝑞/𝛽 − 1/2,

as claimed, where the last inequality uses the fact that (𝑟0 · 𝑘 mod

𝛽) ̸= 0 (because gcd(𝑘, 𝛽) = 1 and 𝑟0 ̸= 0 mod 𝛽 since gcd(𝑣∗
0
, 𝛽) = 1)

and that | 𝑟0

𝛽
|≤ 1/2. We now have that (35) is a contradiction with

_∞
1

(Λ𝑞(𝑮)) < 𝑞/(2𝛽) if 𝑞/𝛽 − 𝑞/(2𝛽2
) − 3/2 ≥ 𝑞/(2𝛽), which is

equivalent to the assumed condition 𝑞 ≥ 3𝛽2/(𝛽 − 1).

□

E.4 Proof of Lemma 4
Proof. We distinguish between two cases: 𝒗𝐺 = 0 and 𝒗𝐺 ̸= 0.

The first case (𝒗𝐺 = 0) is similar to Lemma 11 of [49] and follows

from a probabilistic upper bound on ∥�̄�𝒗𝐸 ∥. Indeed, by the Cauchy-
Schwartz inequality, ∥�̄�𝒗𝐸 ∥≤ ∥�̄� ∥·∥𝒗𝐸 ∥. Since each row of 𝑬 has

norm less than 2𝑠
√︁
𝑑ℓ′/(2𝜋 ) except with probability ≤ 2

−𝑑ℓ ′
by

Lemma 6 with 𝑘 = 2, we get by a union bound over the 𝐿𝑑 rows

of 𝑬 that ∥𝑬 ∥≤ 2𝑠
√︁
𝑑ℓ′/(2𝜋 ) except with probability ≤ 𝐿𝑑2

−𝑑ℓ ′
.

The same bound holds for ∥�̄� ∥ since 2𝑠
√︁
𝑑ℓ′/(2𝜋 ) ≥ 1. Since 𝑐3 ≥

𝑐2 · 2𝑠
√︁
𝑑ℓ′/(2𝜋 ) and 𝑐2 > 2, we therefore get for the first case:

Pr

[
∃𝒗𝐸 ∈ Z𝑑ℓ

′
, ∥𝒗𝐸 ∥≤

𝑞

𝑐3

: �̄�𝒗𝐸 mod 𝑞 ∈ Λ𝑞 (�̄� ) \ �̄�Z𝑑ℓ
′
]
≤ 𝐿𝑑2

−𝑑ℓ ′ . (36)

We now assume 𝒗𝐺 ̸= 0. Here, it suffices to show that, if ∥𝑬 ∥≤
2𝑠

√︁
𝑑ℓ′/(2𝜋 ) and ∥𝒗𝐸 ∥≤ 𝑞/𝑐3, then ∥�̄�𝒗𝐸 +

¯𝑮𝒗𝐺 ∥≥ ∥𝑬𝒗𝐸 + 𝑮𝒗𝐺 ∥≥
𝑞/𝑐2. Indeed,

∥𝑬𝒗𝐸 + 𝑮𝒗𝐺 ∥≥ ∥𝑮𝒗𝐺 ∥−∥𝑬𝒗𝐸 ∥ ≥ 𝑞/(2𝛽) − ∥𝑬𝒗𝐸 ∥ (37)

≥ 𝑞/(2𝛽) − ∥𝑬 ∥·∥𝒗𝐸 ∥ (38)

≥ 𝑞/(2𝛽) − 2𝑠
√︁
𝑑ℓ′/(2𝜋 ) · 𝑞

8𝛽𝑠
√︁
𝑑ℓ′/(2𝜋 )

= 𝑞/(4𝛽) (39)

where (37) is induced from triangle inequality and Lemma 3, (38)

uses Cauchy-Schwartz inequality, and (39) holds by assumed bounds

on ∥𝑬 ∥ and ∥𝒗𝐸 ∥. □

E.5 Proof of Lemma 5
We first state a result from [38].

Lemma 13 (Adapted from Theorem 3.1 of [38]). Let Y ∈ [0, 1),
𝑺 be a full column rank matrix, Λ0 be a lattice with a coset 𝐴 =

Λ0 +𝑎 ⊆ span(𝑺), 𝑻 be a matrix such that ker(𝑻 ) is a Λ0-subspace and
[Y (Λ0 ∩ ker(𝑻 )) ≤ 𝑺 . Then, we have that ∆(𝑻 · D𝐴,𝑺 ,D𝑻𝐴,𝑻𝑺 ) ≤ 2Y

1−Y .

Let S = 𝑟 · I, Λ0 = Λ
⊥
𝑞 (𝑮) × 𝑅ℓ

′
, 𝑎 =

(
𝒄
0

)
∈ 𝑅𝐿 × 𝑅ℓ

′
, and

𝑻 = �̄�𝑇We first note that 𝑺 = 𝑟 ·I has full column rank. Then we have

𝑻𝐴 = �̄�𝑇𝐴 = 𝑬𝑇 (Λ
⊥
𝑞 (𝑮)+𝒄)+𝑅ℓ

′
= 𝑅ℓ

′
thanks to the identity matrix

at the bottom of �̄�𝑇 , and 𝑻𝑺 = �̄�𝑇 𝑟 . Now, we calculate a bound on

[Y (Λ0∩ker(𝑻 )), where Λ0∩ker(𝑻 ) := Λ = {𝒗 ∈ Λ
⊥
𝑞 (𝑮)×𝑅ℓ ′ : 𝒗𝑇 �̄� =

0𝑇 }.

Lemma 14 (Smoothing parameter of orthogonal module lattice,

adapted from [23]). Let 𝐿 = a𝑚𝑞 with 𝑚𝑞 and a be defined as
above. For 𝑮 and 𝑬 , 𝐸∞ and 𝜖 > 0 as defined in Lemma 5, and the
lattice Λ := {𝒗 ∈ Λ

⊥
𝑞 (𝑮) × 𝑅ℓ

′
: 𝒗𝑇 �̄� = 0𝑇 }, we have [𝜖 (Λ) ≤(√

𝑚𝑞 (𝛽 − 1) +

√
ℓ′𝑑((𝑚𝑞 − 1)(𝛽 − 1) + 1)𝐸∞

)
·
√︃

ln(2𝐿𝑑(1+𝜖−1
))

𝜋 .

Proof. Recall that that Λ has a Z-rank 𝐿 · 𝑑 . By Lemma 12,

it suffices to show that the last minimum _𝐿𝑑 (Λ) of Λ is upper

bounded by 𝛾 :=
√
𝑚𝑞 ·

(
1 +

√
ℓ′𝑑 · 𝐸∞

)
. Namely we exhibit 𝐿𝑑 R-

linearly independent vectors 𝒖𝑖 (𝑖 ∈ [𝐿𝑑]) in Λ whose Euclidean

norm is upper bounded by 𝛾 . Let �̄� ∈ Z𝑚𝑞𝑑×𝑚𝑞𝑑
denote a column

Z-basis for Λ𝑞(rot(𝒈)). We take �̄� = 𝐼𝑑 ⊗ �̄�′ with �̄�′ ∈ Z𝑚𝑞×𝑚𝑞

having its 𝑗 ’th column of the form 𝒃′𝑗 = 𝛽𝒆 𝑗 − 𝒆 𝑗+1 for 𝑗 ∈ [𝑚𝑞 − 1]

(with 𝒆 𝑗 denoting the 𝑗th unit vector having 1 in coordinate 𝑗

and zeroes elsewhere) and 𝒃′𝑚𝑞
= (𝑞0, 𝑞1, . . . , 𝑞𝑚𝑞−1)

𝑇
, here 𝑞𝑖 ∈

{0, . . . , 𝛽 − 1} is the 𝑖’th digit in the 𝛽-ary representation of 𝑞 (i.e.

𝑞 =

∑𝑚𝑞−1

𝑗=0
𝑞 𝑗 𝛽

𝑗
).

Let 𝑩 ∈ Z(𝐿+ℓ ′)𝑑×(𝐿+ℓ ′)𝑑
denote a column Z-basis for Λ𝑞(rot(𝑮))

(namely, we take for 𝑩 the matrix whose first 𝐿𝑑 rows consist of

(𝐼a ⊗ �̄�, 0𝐿𝑑×ℓ
′𝑑

) and whose last ℓ′𝑑 rows consist of (0ℓ
′𝑑×𝐿𝑑 , 𝑰 ℓ ′𝑑 )).

Let 𝑩2 ∈ Z(𝐿+ℓ ′)𝑑×ℓ ′𝑑
denote the last ℓ′𝑑 columns of 𝑩. Note that

with rot(�̄� )
𝑇

= (rot(𝑬 )
𝑇 , 𝑰 ℓ ′𝑑 ), we get rot(�̄� )

𝑇 · 𝑩2 = 𝑰 ℓ ′𝑑 . Now,
for 𝑖 ∈ [𝐿𝑑], we let 𝒃𝑖 denote the 𝑖th column of 𝑩, and define

𝒖𝑖 := 𝒃𝑖−𝑩2 ·rot(�̄� )
𝑇 ·𝒃𝑖 = 𝑲 ·𝒃𝑖 , with𝑲 := 𝑰

(𝐿+ℓ ′)𝑑−𝑩2 ·rot(�̄� )
𝑇
. The

vectors (𝒖1, . . . , 𝒖𝐿𝑑 ) are linearly independent over R since the top

𝐿𝑑 rows of 𝑲 is a full-rank 𝐿𝑑 matrix (𝑰𝐿𝑑 , 0𝐿𝑑×ℓ
′𝑑

). Moreover, from

rot(�̄� )
𝑇 · 𝑩2 = 𝑰 ℓ ′𝑑 and the definition of 𝒃𝑖 we have 𝒖𝑇𝑖 rot(�̄� ) = 0

so 𝒖𝑖 ∈ Λ for 𝑖 ∈ [𝐿𝑑] as required. It remains to bound the norm

of the 𝒖𝑖 ’s. Note that each entry 𝑦 ∈ Z of rot(�̄� )
𝑇 · 𝒃𝑖 is an inner

product between a row of rot(�̄� )
𝑇
of infinity norm ≤ 𝐸∞ and a

vector 𝒃𝑖 having a 1-norm ∥𝒃𝑖 ∥1≤ max(𝛽 + 1, (𝑚𝑞 − 1)(𝛽 − 1) + 1) =

(𝑚𝑞 −1)(𝛽−1)+1 (where we have used the form of 𝑩′ defined above
and𝑚𝑞 ≥ 3), so |𝑦 |≤ ((𝑚𝑞 − 1)(𝛽 − 1) + 1) · 𝐸∞. Since there are ℓ′𝑑
coordinates in 𝒖𝑖 , we get ∥𝒖𝑖 ∥≤ ∥𝒃𝑖 ∥+

√
ℓ′𝑑 ·((𝑚𝑞−1)(𝛽−1)+1)·𝐸∞ ≤

√
𝑚𝑞 (𝛽 − 1) +

√
ℓ′𝑑((𝑚𝑞 − 1)(𝛽 − 1) + 1)𝐸∞. □

When 𝑬 ∈ 𝑅𝐿×ℓ ′ is chosen from a Gaussian distribution𝐷𝑅𝐿×ℓ ′ ,𝑠 ,

Lemma 6 and a union bound over the ℓ′𝐿𝑑 integer coefficients of

the entries of 𝑬 implies that the maximal absolute value 𝐸∞ is upper
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bounded by 𝑘𝑠/
√

2𝜋 except with probability ≤ 𝜖 if 𝑘2 − 2 ln(𝑘) + 1 ≥
2 ln(1/𝜖) where 𝜖 := 𝜖/(𝐿ℓ′𝑑). We observe that the latter inequality

is satisfied with 𝑘 :=

√︁
2 ln(1/𝜖) + ln ln(1/𝜖) if 𝜖 ≤ 0.001. Combining

this with Lemma 13 and 14, and noting that 2𝜖/(1 − 𝜖) ≤ 4𝜖 for

𝜖 ≤ 1/2, we complete the proof of Lemma 5.

E.6 Proof of Theorem 2
Proof. Let (𝑺, 𝑻 ,𝑨, 𝑬 ) ← HGSW.Setup(1

_, 1ℓ ) and 𝑪𝑘 ←
HGSW.Encrypt(𝑘, 𝑺, 𝝁) for 𝑘 ∈ [𝑚]. For 𝒂 = (𝑎1, . . . , 𝑎𝑚) ∈ 𝑆 :=

D𝑚
𝑟 , we have that

𝒄∗ =

𝑚/a−1∑︁
𝑗=0

(
a∑︁
𝑖=1

𝒈−1

rand(𝑎 𝑗a+𝑖 ) · 𝑪 𝑗a+𝑖 + [0𝑛,𝒚𝑇𝑗 ]

)
Let us now find the HGSW.Decrypt(𝒄∗, 𝑺) by calculating 𝑯 ∗ =

⌈(𝑝/𝑞) · ⟨𝒄∗, ¯𝑺⟩⌋, where ¯𝑺𝑇 =

[
−𝑺𝑇 𝑰 ℓ ′

]
. Replacing 𝒈−𝑇

rand
(𝑎 𝑗a+𝑖 ) =

𝒙𝑇
𝑗,𝑖

and 𝑪𝑖 from the above and their definitions, we get that:

𝑯 ∗ =

⌈
𝑝

𝑞

𝑚/a−1∑︁
𝑗=0

(
a∑︁
𝑖=1

𝒙𝑇𝑗a+𝑖

(
𝑪 𝑗a+𝑖 +

𝑞

𝑝
𝑯 𝑗a+𝑖 + [0,𝒚𝑇𝑗 ]

)
·
[
−𝑺
𝑰 ℓ ′

])⌋
=

⌈
𝑝

𝑞

𝑚/a−1∑︁
𝑗=0

(
a∑︁
𝑖=1

(
𝒙𝑇𝑗a+𝑖𝑬 𝑗a+𝑖 +

𝑞

𝑝
𝑎 𝑗a+𝑖 �̄� 𝑗a+𝑖

)
+𝒚𝑇𝑗

)⌋
=

⌈
𝑝

𝑞

(
𝑚−1∑︁
𝑘=0

𝑞

𝑝
𝑎𝑘 �̄�𝑘 +

𝑚−1∑︁
𝑘=0

𝒙𝑇
𝑘
𝑬𝑘 +

𝑚/a−1∑︁
𝑗=0

𝒚𝑇𝑗

)⌋
Letting �̄�𝑇

:=

[
𝒙𝑇

1
, . . . , 𝒙𝑇𝑚 ,𝒚𝑇

0
, . . . ,𝒚𝑇

𝑚/a−1

]
and

�̄� :=

[
𝑬1, . . . , 𝑬𝑚 , 𝑰 ℓ ′ , . . . , 𝑰 ℓ ′

]
, we now observe that

thanks to (16), we have ∥�̄�𝑇 �̄� ∥∞< 𝑞/(2𝑝) (i.e. no wraparound

mod 𝑞) except with probability ≤ 𝜖 . Indeed, by Lemma 7, we

have ∥�̄� ∥≤ 𝑟
√︁

(𝑚𝑚𝑞 +𝑚ℓ′/a)𝑑 except with probability ≤ 1+𝜖
1−𝜖 ·

2
−(𝑚𝑚𝑞+𝑚ℓ ′/a)𝑑 ≤ 2

−(𝑚𝑚𝑞+𝑚ℓ ′/a)𝑑+2 ≤ 4𝜖 using 𝜖 ≤ 1/2 and the

choice of

𝑟 ≥ (𝑚𝑚𝑞 + ℓ′)𝑑𝑐
√︃

ln(2(𝑚𝑚𝑞 +𝑚ℓ′/a)𝑑(1 + 𝜖−1
))/𝜋

and 2
−(𝑚𝑚𝑞+𝑚ℓ ′/a)𝑑 ≤ 𝜖 , where we have used the fact that

[𝜖 (Λ
⊥
𝑞 (𝑮)

𝑇
) ≤ 𝛽2

√︃
ln(2(𝑚𝑚𝑞 +𝑚ℓ′/a)𝑑(1 + 𝜖−1

))/𝜋 by Lemma 11

and Lemma 3, and that 𝑐 ≥ 𝑐2 ≥ 𝛽2
. Therefore, by

Lemma 8, each integer coefficient of �̄�𝑇 �̄� has absolute value

≤ 𝑠
√︃

(𝑟2
(𝑚𝑚𝑞 +𝑚ℓ′/a)𝑑 + 1) ln(2((𝑚𝑚𝑞 +𝑚ℓ′/a)𝑑 + 1)/𝜖)/𝜋

< 𝑞/(2𝑝) except with probability 𝜖 over the choice of 𝑬𝑖 and 𝒚𝑖 for
all 𝑖 ∈ [𝑚]. □

E.7 Proof of Theorem 3
Proof. To prove the circuit privacy of our HGSW, we need to

build a simulator S. On input the security parameter _, the secret

key sk = (𝑺, 𝑻 ,𝑨, 𝑬 ) and a message vector 𝝁 ∈ 𝑅ℓ𝑝 , the simulator

computes the following:

• For 𝑗 = 0, . . . ,𝑚/a − 1, sample 𝒃𝑇𝑗 ← U(𝑅𝑛𝑞 ) and 𝒆𝑇
𝑗
←

DZℓ ′𝑑 ,𝑟 ·rot(
¯𝑬 𝑗 )

, where �̄�𝑇𝑗 := [𝑬𝑇
𝑗
, 𝑰 ℓ ′ ] ∈ 𝑅(𝐿+ℓ ′)×ℓ ′

.

• Compute the sum (𝒃𝑇 , 𝒆𝑇 ) :=

∑𝑚/𝐿−1

𝑗=0
(𝒃𝑇𝑗 , 𝒆

𝑇
𝑗

) ∈ 𝑅𝑛𝑞 × 𝑅ℓ
′
.

• Compute �̄�𝑇 = [𝝁𝑇 |(𝑻𝝁)
𝑇

] ∈ 𝑅ℓ ′𝑝 and output the simulated

ciphertext 𝒄∗
1

:= (𝒃𝑇 , 𝒃𝑇 𝑺 + 𝒆𝑇 +
𝑞
𝑝 �̄�

𝑇
) ∈ 𝑅𝑛𝑞 × 𝑅ℓ

′
𝑞 .

We show that the output 𝒄∗
1
of the simulator is statistically indis-

tinguishable from the ciphertext 𝒄∗
0
computed by the challenger

with the original Add algorithm. For this, observe that the latter is

computed as

𝒄∗
0

:=

𝑚/a−1∑︁
𝑗=0

(
a∑︁
𝑖=1

𝒈−1

rand(𝑎 𝑗a+𝑖 ) · 𝑪 𝑗a+𝑖 + [0𝑛,𝒚 𝑗 ]

)
(40)

=

(
𝑚/a−1∑︁
𝑗=0

𝒃𝑇𝑗 , (
𝑚/a−1∑︁
𝑗=0

𝒃𝑇𝑗 )𝑺 +

𝑚/a−1∑︁
𝑗=0

𝒆𝑇𝑗 +

𝑞

𝑝
(

𝑚/a−1∑︁
𝑗=0

�̄�𝑇𝑗 mod 𝑝)

)
, (41)

where 𝒃𝑇𝑗 :=

∑a
𝑖=1

𝒙𝑇
𝑗a+𝑖

𝑨𝑗a+𝑖 , 𝒆𝑇𝑗 :=

∑a−1

𝑖=0
𝒙𝑇
𝑗a+𝑖

𝑬 𝑗a+𝑖 + 𝒚 𝑗

and 𝒙𝑇
𝑗a+𝑖

:= 𝒈−1

rand(𝑎 𝑗a+𝑖 ), and �̄�𝑇
𝑗

:=

∑a
𝑖=1

𝒙𝑇
𝑗a+𝑖

𝑞
𝑝𝑯 (�̄�𝑖 ) =

𝑞
𝑝

(∑a
𝑖=1

𝑎 𝑗a+𝑖 �̄� 𝑗a+𝑖 mod 𝑝

)
. We have that

∑𝑚/a−1

𝑗=0
�̄�𝑇
𝑗

mod 𝑝 =∑𝑚
𝑖=1

𝑎𝑖 �̄�𝑖 mod 𝑝 , equal to the sum message vector �̄� computed

by the simulator. Furthermore, for each 𝑗 = 0, . . . ,𝑚/a − 1 we apply

Theorem 1, to conclude that in theAdd algorithm, the distribution of

(𝒃𝑇𝑗 , 𝒆
𝑇
𝑗

) is within statistical distance𝑂(𝜖) from the distribution𝐷 𝑗 :=

U(𝑅𝑛𝑞 ) × DZℓ ′𝑑 ,𝑟 ·rot(
¯𝑬 𝑗 )

used by the simulator to sample (𝒃𝑇𝑗 , 𝒆
𝑇
𝑗

). It

follows that the distribution of (𝒃𝑇 , 𝒆𝑇 ) :=

∑𝑚/a−1

𝑗=0
(𝒃𝑇𝑗 , 𝒆

𝑇
𝑗

) in the

Add algorithm is within statistical distance 18(𝑚/a) · 𝜖 of its distri-
bution in the simulation, and the same bound therefore applies for

the statistical distance between the distributions of 𝒄∗
1
and 𝒄∗

0
. □

F HGSW ALGORITHMSWITH THE NTT
In this Section, we provide full details of the NTT-based variants

of our HGSW algorithms, that were used in our implementation.

They are given in Alg. 1– 4.

Notations. Recall that 𝑅𝑝 = Z𝑝 [𝑥]/(𝑥𝑑 + 1) and 𝑥𝑑 + 1 splits into

a product of ℓ𝑝 irreducible factors mod 𝑝 , each of degree 𝑓 . There-

fore, the plaintext ring 𝑅𝑝 is isomorphic to Fℓ𝑝 via the Chinese

Remainder Theorem (CRT) over 𝑅𝑝 , where F denotes the exten-
sion field of Z𝑝 of degree 𝑓 and is the underlying LPCP field.

Using CRT over 𝑅𝑝 , our encryption algorithm HGSW.Encrypt
encodes a plaintext vector 𝒒𝑖 ∈ F4𝜌

into a vector `𝑖 ∈ 𝑅ℓ𝑝 of

ℓ = ⌈4𝜌/ℓ𝑝 ⌉ elements of 𝑅𝑝 , where each 𝑅𝑝 element holds in its

ℓ𝑝 CRT slots over 𝑅𝑝 a block of ℓ𝑝 plaintext components in F. We

denote this plaintext encoding map by CRTEncode and its inverse

by CRTDecode. Let CRT(𝑎) := (𝑎𝑝 , 𝑎𝑞 ) ∈ 𝑅𝑝 ×𝑅𝑞 be the (coefficient-

wise) CRT decomposition of 𝑎 ∈ 𝑅𝑞 . Let CRT−1
(𝑎𝑝 , 𝑎𝑞) := 𝑎 ∈ 𝑅𝑞

be the (coefficient-wise) inverse CRT of (𝑎𝑝 , 𝑎𝑞) ∈ 𝑅𝑝 × 𝑅𝑞 . Let

NTT𝑅′ (𝑎) be the Number Theoretic Transform (NTT) of 𝑎 ∈
𝑅′ over a ring 𝑅′. Let NTT−1

𝑅′ (𝑎) be the inverse NTT of 𝑎 over

𝑅′. Assume CRT(𝑎) = (𝑎𝑝 , 𝑎𝑞) ∈ 𝑅𝑝 × 𝑅𝑞 for 𝑎 ∈ 𝑅𝑞 . Let

NTT(𝑎) := (𝑎𝑝′ , 𝑎𝑞) where 𝑎𝑞 = NTT𝑅�̄� (𝑎𝑞), 𝑎𝑝′ = NTT𝑅𝑝′ (𝑎𝑝 ). Let

NTT−1
(𝑎𝑝′ , 𝑎𝑞) := CRT−1

(NTT−1

𝑅𝑝′
(𝑎𝑝′ ) mod 𝑝,NTT−1

𝑅�̄�
(𝑎𝑞)). Also,

let NTT𝑅𝑞′ (𝑎) be a similar construction to NTT(𝑎) for 𝑎 ∈ 𝑅𝑞′ such
as, NTT𝑅𝑞′ (𝑎) = (𝑎𝑝′ , 𝑎𝑞′ ) where 𝑎𝑞′ = NTT𝑅�̄�′ (𝑎𝑞′ ). Here, we let

𝑞′ = 𝑝 ·𝑞′, where𝑞′ is an NTT-friendly prime. LetNTT−1
(𝑎𝑝′ , 𝑎𝑞′ ) :=

CRT−1
(NTT−1

𝑅𝑝′
(𝑎𝑝′ ) mod 𝑝,NTT−1

𝑅�̄�′
(𝑎𝑞′ )). We write 𝑎 := NTT(𝑎)

as the NTT of 𝑎 ∈ 𝑅𝑞 . Given 𝑎 = (𝑎𝑝′ , 𝑎𝑞),
˜𝑏 = (

˜𝑏𝑝′ , ˜𝑏𝑞), let

𝑎 ± ˜𝑏 := (𝑎𝑝′ ± ˜𝑏𝑝′ , 𝑎𝑞 ± ˜𝑏𝑞 ). Let 𝑎 ⊙ ˜𝑏 := (𝑎𝑝′ ◦ ˜𝑏𝑝′ , 𝑎𝑞 ◦ ˜𝑏𝑞 ), where

◦ is the pointwise multiplication. The ⊙ operation between vectors

and/or matrices in the NTT domain is computed similarly to the
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product between vectors and/or matrices in their original domain,

except the ring multiplications are replaced with the ⊙ operations

between NTT elements.

Algorithm 1 HGSW.Setup(𝑁𝑔)

Require: 𝑁𝑔

Ensure: sk𝑖 = (𝑺, 𝑻 , �̃�𝑖 , 𝑬𝑖 ) for 𝑖 ∈ [𝑚]

1: 𝑚 ← 2𝑁𝑔

2: for 𝑖 ∈ [𝑚] do
3: Let �̃�𝑖 := ((�̃�𝑖 )𝑝′ , (�̃�𝑖 )𝑞), where (�̃�𝑖 )𝑝′ ←

NTT𝑅𝑝′ (U(𝑅
𝑚𝑞×𝑛
𝑝 )), (�̃�𝑖 )𝑞 ←U(𝑅

𝑚𝑞×𝑛
𝑞 )

4: 𝑬𝑖 ← D
𝑚𝑞×ℓ ′
𝑅,𝑠

5: Let �̃�𝑖 := NTT(𝑬𝑖 )
6: end for
7: 𝑺 ← D𝑛×ℓ ′

𝑅,𝑠

8: Let �̃� := NTT(𝑺)

9: 𝑻 ←U(𝑅𝜏×ℓ𝑝 )

10: return sk𝑖 = (�̃�, 𝑻 , �̃�𝑖 , �̃�𝑖 ) for 𝑖 ∈ [𝑚]

Algorithm 2 HGSW.Encrypt(𝑖, sk𝑖 = (�̃�, 𝑻 , �̃�𝑖 , �̃�𝑖 ), 𝒒𝑖 ∈ F4𝜌
)

Require: 𝑖, sk𝑖 = (�̃�, 𝑻 , �̃�𝑖 , �̃�𝑖 ), 𝒒𝑖 ∈ F4𝜌

Ensure: �̃�𝑖
1: 𝝁𝑖 ← CRTEncode(𝒒𝑖 )

2: �̄�𝑇
𝑖

= [𝝁𝑇
𝑖
|(𝑻𝝁 𝒊)𝑇 ] ∈ 𝑅ℓ ′𝑝

3: Let �̃�𝑇𝑖 := NTT𝑅𝑝′ (�̄�
𝑇
𝑖

)

4: Parse �̃�𝑇𝑖 := ( ˜̀𝑖,1, . . . , ˜̀𝑖,ℓ ′ )

5: Assume CRT(𝒈) = (𝒈𝑝 ,𝒈𝑞 ), �̃�𝑝′ = NTT𝑅𝑝′ (𝒈𝑝 )

6: Let 𝑯 ′
𝑖

:=

[
0𝑚𝑞×𝑛, ˜̀𝑖,1�̃�𝑝′ , . . . , ˜̀𝑖,ℓ ′ �̃�𝑝′

]
7: Let �̃�

′
𝑖 := ((𝑞 mod 𝑝) · 𝑯 ′

𝑖
, 0)

8: �̃�𝑖 :=

[
�̃�𝑖 �̃�𝑖 ⊙ �̃� + �̃�𝑖

]
+ �̃�
′
𝑖

9: return �̃�𝑖

Algorithm 3 HGSW.Add({�̃�𝑖 }𝑖∈[𝑚]
, {𝑎𝑖 }𝑖∈[𝑚]

)

Require: {�̃�𝑖 }𝑖∈[𝑚]
, {𝑎𝑖 }𝑖∈[𝑚]

∈ F𝑚

Ensure: 𝒄∗
′ ∈ 𝑅𝑛+ℓ ′

𝑞′

1: �̃�∗ := (0, 0)
𝑛+ℓ ′

2: for 𝑗 ∈ [𝑚/a] do
3: for 𝑖 ∈ [a] do
4: 𝑎𝑖 ← CRTEncode(𝑎 𝑗a+𝑖 , 𝑎 𝑗a+𝑖 , . . . , 𝑎 𝑗a+𝑖 )

5: 𝑎𝑇
𝑖,𝑟𝑎𝑛𝑑

← 𝒈−1

rand(𝑎𝑖 )

6: Let 𝑎𝑇
𝑖,𝑟𝑎𝑛𝑑

:= NTT(𝑎𝑇
𝑖,𝑟𝑎𝑛𝑑

)

7: �̃�∗ := �̃�∗ + 𝑎𝑇
𝑖,𝑟𝑎𝑛𝑑

⊙ �̃� 𝑗a+𝑖

8: end for
9: end for
10: Let 𝒄∗ := NTT−1

(�̃�∗)
11: for 𝑗 ∈ [𝑚/a] do
12: 𝒚 𝑗 ← Dℓ ′

𝑟

13: 𝒄∗ := 𝒄∗ + [0𝑛,𝒚𝑇
𝑗

]

14: end for
15: 𝒄∗

′
:= ModSwitch(𝒄∗, 𝑞, 𝑞′)

16: return 𝒄∗
′ ∈ 𝑅𝑛+ℓ ′

𝑞′

Algorithm 4 HGSW.Decrypt(𝑺, 𝑻 , 𝒄∗
′
)

Require: 𝑺, 𝑻 , 𝒄∗
′ ∈ 𝑅𝑛+ℓ ′

𝑞′

Ensure: 𝒒 ∈ F4𝜌

1:
¯𝑺𝑇 :=

[
−𝑺𝑇 , 𝑰𝑇

ℓ ′
]

2: Let
˜𝒄∗ := NTT𝑅𝑞′ (𝒄

∗′
)

3: Let
˜̄𝑺 := NTT𝑅𝑞′ (

¯𝑺)

4: �̃� :=
˜𝒄∗ ⊙ ˜̄𝑺

5: Let �̄� := NTT−1

𝑅𝑞′
(�̃� )

6: �̄� := ⌈(𝑝/𝑞′) · �̄� ⌋ ∈ 𝑅ℓ ′𝑝
7: Parse �̄� = [�̄�

1
, �̄�

2
], where �̄�

1
= 𝝁 ∈ 𝑅ℓ𝑝 and �̄�

2
∈ 𝑅𝜏𝑝

8: if �̄�
2
̸= 𝑻 �̄�

1
then return ⊥.

9: 𝒒← CRTDecode(�̄�
1
, 4𝜌)

10: return 𝒒 ∈ F4𝜌
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