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ABSTRACT
Different software tools have been developed with the purpose of

performing offline evaluations of recommender systems. However,

the results obtained with these tools may be not directly comparable

because of subtle differences in the experimental protocols and met-

rics. Furthermore, it is difficult to analyze in the same experimental

conditions several algorithms without disclosing their implementa-

tion details. For these reasons, we introduce RecLab, an open source

software for evaluating recommender systems in a distributed fash-

ion. By relying on consolidated web protocols, we created RESTful

APIs for training and querying recommenders remotely. In this way,

it is possible to easily integrate into the same toolkit algorithms re-

alized with different technologies. In details, the experimenter can

perform an evaluation by simply visiting a web interface provided

by RecLab. The framework will then interact with all the selected

recommenders and it will compute and display a comprehensive

set of measures, each representing a different metric. The results of

all experiments are permanently stored and publicly available in

order to support accountability and comparative analyses.

1 INTRODUCTION
Different authors have empirically demonstrated that offline evalua-

tion protocols in the context of recommender systems have several

weaknesses [13]. For example, it is widely known that comparing

results obtained in different experimental settings should be done

with caution, as the slightest difference in the evaluation protocol

may result in measures that are totally inconsistent [9].

Nevertheless, offline experiments are extremely important for

comparing a large number of candidate algorithms without sustain-

ing the costs of an online evaluation involving too many human

subjects [5]. After having pruned the set of available systems, it

is however advisable to analyze them in a real environment for

obtaining more conclusive results.

In this paper, we propose a way of overcoming the problem of

comparing offline evaluation results obtained from different recom-

mendation algorithms in heterogeneous settings. To this end, we

designed and implemented an open source evaluation framework

for top-k prediction methods, called RecLab,
1
that is capable of

interacting with several recommenders using RESTful APIs.

The responsibilities of the evaluator and the recommender are

clearly separated because of the distributed architecture of the sys-

tem. The evaluator is in charge of building a training set, selecting

a set of users to whom recommend the items, and computing the

evaluation metrics. On the other hand, the recommender must be

capable of predicting a list of the most appropriate items for each

user, given the information available in the training set.

1
https://github.com/D2KLab/reclab

The configuration parameters of each experiment are left to the

user of the toolkit, who is free to choose the dataset, the splitting

strategy, the size of the test set, the length k of the recommended

lists, and the rating threshold between relevant and irrelevant items.

The experiment can be designed and run by simply interacting with

a web-based GUI provided by the toolkit. Other researchers can

easily plug their recommender systems into the evaluation pipeline

by implementing the APIs defined by RecLab and by deploying

them on a server. Thanks to this approach, it is possible to compare,

in a controlled environment, different algorithms and techniques

without necessary disclosing their implementation details. The

results of each experiment, along with the respective configuration

parameters, are publicly available to support accountability and

comparative analyses of the results.

The remainder of this paper is structured as follows: in Section 2

we review related works. In Section 3 we introduce the main design

choices behind our evaluation framework, while in Section 4 we

describe how different recommenders can interact with the evalua-

tor. In Section 5 we explain the mathematical details of the metrics

computed during the evaluation phase. We present and discuss our

results in Section 6 and, in Section 7, we provide the conclusions.

2 RELATEDWORK
To the best of our knowledge, the problem of evaluating a rec-

ommender system was first addressed by Herlocker et al. [7]. In
their work, the authors argue that an offline experiment, in order

to be complete and trustworthy, should rely on a comprehensive

set of metrics. They review several indicators usually exploited by

different researchers and they classify them into three categories:

predictive accuracy metrics, classification accuracy metrics, and

rank accuracy metrics. RecLab is mostly based on rank accuracy

metrics, as those are usually employed in real scenarios.

Jannach et al. [9] compared several recommendation algorithms

in an offline experiment considering different splitting protocols

and metrics. Their results suggest that some algorithms, despite

their high accuracy, tend to only recommend popular items that

are probably not very interesting to users. For this reason, it is

not advisable to evaluate algorithms by relying only on accuracy

metrics. With these conclusions in mind, we decided to include in

RecLab a comprehensive set of seven metrics.

Said and Bellogín [13] analyzed several recommender systems

evaluation frameworks in order to check if their results are con-

sistent. They discovered that the values obtained with the same

dataset and algorithm may vary significantly among different toolk-

its. These discrepancies are mainly caused by the data splitting

protocol, the strategy used to generate the candidate items, and

the implementation details of the evaluation metrics. In order to

https://github.com/D2KLab/reclab


support the reproducibility of the results, we also store the experi-

mental settings together with the measurement outcomes.

In several domains, researchers have already realized comprehen-

sive benchmarking platforms for evaluating different algorithms in

a controlled environment relying on a standardized set of metrics.

Texygen [18] is a toolkit for measuring the performance of text

generation models; however, differently from RecLab, it does not

include a web-based interface. On the other hand, GERBIL [16]

is an evaluation framework for semantic entity annotation that

permanently stores and publishes on the Web the results of each

experiment for reproducibility purposes.

3 EVALUATION FRAMEWORK
RecLab has been implemented as a distributed web application: its

users can setup the experimental environment by simply visiting

a web page. This step is crucial for the correct execution of the

measurements, as selecting inconsistent or wrong values may lead

to results that are extremely difficult to interpret [9].

In details, the experimenter needs to specify the following pa-

rameters before starting an evaluation:

• the initial rating dataset;

• the technique used to split the dataset;

• the size of the training and the test set;

• the length k of the lists of recommended items;

• the threshold between negative and positive ratings;

• the list of recommenders to be evaluated.

We included in this evaluation framework three widely used

rating datasets: MovieLens 100K,
2
MovieLens 1M,

3
and HetRec

LastFM.
4
The MovieLens datasets are among the most popular

recommender systems datasets about movies preferences [6], while

the last one is particularly interesting as it contains the number of

times each user listened to a specific artist on LastFM [1]. Other

datasets can be easily added by editing a configuration file.

We provide two different methods for splitting the rating dataset

R in a training set Rtrain and a test set Rtest such that R =

Rtrain ∪ Rtest . The first one is a random splitting method that

assigns each rating ρ ∈ R to the test set or the training set according

to a probability specified by the user, that is proportional to the

expected size of the test set. In general, this method should be the

preferred one when no temporal information is available [5]; the

default size of the test set is the 20% of the dataset.

A second splitting technique is based on the timestamps asso-

ciated to the ratings: the whole dataset is ordered from the oldest

to the newest rating; then, the first ones are assigned to Rtrain ,

while the others to Rtest . This protocol simulates the behaviour of

a recommender introduced at a certain point in time in the system.

While the HetRec LastFM dataset does not include any timestamp,

the MovieLens ones do. However, their values probably do not rep-

resent when users watched a certain movie, but when they rated it

on the platform.

Another fundamental parameter of the experiment is the length

k of the lists of recommended items, as it will deeply influence all

the metrics computed by the evaluator. This value should be set

2
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according to the number of items that the final application will

display to its users. Typical values for this criterion are 5 or 10.

The experimenter also needs to specify what is the threshold

between negative and positive ratings: only ratings with a value

strictly greater than the threshold will be considered likes during the
evaluation phase. Many recommenders will only analyze positive

ratings during the training phase. However, this is beyond the

scope of the evaluator, so it is a responsibility of the recommender

to properly load the ratings. The most appropriate value for this

parameter depends on the dataset: a typical setting for MovieLens

datasets is 3, thus only 4 and 5 stars ratings are considered positive.

For the HetRec LastFM dataset, as the rating value represents the

number of times a user listened to an artist, any small number may

be reasonable, including 0.

For demonstrative purposes, we included in RecLab a set of rec-

ommender systems that follow the interaction protocol described

in Section 4. However, anyone is encouraged to implement other

techniques for the purpose of evaluating them with this framework.

Further recommenders can be added by simply inserting their URIs

in a configuration file present in our repository. All available rec-

ommenders are then displayed to the experimenter, for letting her

select which ones to evaluate.

In details, we have realized the classical most popular and ran-

dom recommenders. Our most popular recommender is personal-
ized: it will never suggest to a certain user items already rated by

the same user in the training set. On the other hand, the random

recommender will select any item available in the training set with

an equal probability.

Furthermore, we have included theMyMediaLite [3] implementa-

tions of the ItemKNN, User KNN, BPRMF, andWRMF recommender

systems using their default settings.
5
BPRMF is a recommendation

algorithm based on a Bayesian ranking optimization method [12],

while WRMF is weighted matrix factorization technique [8].

4 INTERACTION PROTOCOL
RecLab is a distributed evaluation framework. For this reason, it

exploits consolidated web standards to create a communication

channel among itself and the recommenders under analysis: the

overall protocol is graphically depicted as a UML sequence diagram

in Figure 1. This interaction is initiated when the experimenter

decides to execute a new evaluation, and it is repeated for every

recommender selected as part of it.

First, the evaluator requests the recommender to train a new

recommendation model with a post on the resource /model. It
provides to the recommender a URI from which it can download

the training set and the rating threshold, as specified by the ex-

perimenter. Only the ratings with a value strictly greater than the

threshold should be considered as positive feedbacks.

The recommender can now retrieve the training set from the pro-

vided URI. Each training set is specific for a particular experiment,

but it is created at run time by the evaluator using the configuration

settings specified by the user. The training set consists of a list of

ratings, where each rating associates a user, an item, and, optionally,

a timestamp to a numerical value.

5
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Evaluator Recommender

POST /model

GET /dataset

dataset

POST /recommendation

GET /recommendation

recommendation

DELETE /model

GET /model

model

Figure 1: Simplified UML sequence diagram

Now the recommender has all the information required to per-

form the training process. Meanwhile, the evaluatorwill start asking

asynchronously to the recommender if this phase has ended with a

get of /model. When the recommender is ready to suggest items,

the evaluator is informed of that and it can proceed to the next step.

The evaluator asks the recommender, with a post on the resource

/recommendation, to create a list of k items for each user specified

in the payload of the request. The list of users to whom recommend

the items contains all the users available in the test set, while the

value of k was initially provided by the experimenter. Note that it

is a responsibility of the recommender avoiding to suggest items

already rated by a particular user in the training set. In general,

there is no guarantee that the test set will only contain users and

items available in the training set.

Because also the recommendation phase may be time consuming,

it is considered asynchronous, similarly to the training one. The

evaluator starts asking with a get on the same resource if the lists

of recommendations are ready. When they are correctly retrieved,

the evaluator asks the recommender to delete the /model to avoid
consuming memory, while it begins to compute the evaluation

metrics detailed in Section 5.

5 METRICS
In order to better analyze the recommender systems under evalua-

tion from different perspectives, we decided to include in RecLab

a comprehensive set of seven different metrics. In fact, it is not

possible to accurately evaluate in an offline experiment a set of rec-

ommenders by only relying on a single indicator [7]. We selected

not only classic metrics like coverage and precision but also less

widespread ones like novelty, diversity, and serendipity.

In the following, we define U as the set users υ ∈ U, I as the

set of items ι ∈ I, and R as the set of ratings ρ ∈ R.

Furthermore, we define rec(υ,k) as the list of the top-k items rec-

ommended to user υ and re f (υ) as the set of items rated positively

by user υ in the test set Rtest .

Coverage The coverage of a recommender is a measure that

represents the number of items in the catalog over which

the system can make suggestions [5]. Given the lists of rec-

ommended items for each user in the test set, we compute

the percentage of distinct suggested items with respect to

the distinct items available in the training set.

coverage(k) =
|
⋃
υ ∈Utest Irec(υ,k ) |

|Itrain |

This metric captures if the recommender is capable of sug-

gesting enough various items to each user, or if it always

proposes the same items to all the users. Coverage should be

analyzed together with precision, otherwise it is clear that

random recommendations will achieve optimal results [7].

Precision Precision, in the context of information retrieval,

represents the fraction of selected documents that are rele-

vant. For a recommender system, it measures the fraction of

recommended items that are liked by a user [14].

precision(k) =
1

|Utest |
·

∑
υ ∈Utest

|rec(υ,k) ∩ re f (υ)|

k

In order to avoid overestimating the value of precision, we

assume that all non-rated items are irrelevant [15].

Recall Complementary to precision, recall represents the frac-

tion of relevant documents that have been selected. In the

context of recommender systems, it measures the fraction of

correctly recommended items with respect to all the items

the are liked by a user [14].

recall(k) =
1

|Utest |
·

∑
υ ∈Utest

|rec(υ,k) ∩ re f (υ)|

|re f (υ)|

If the set of items rated positively by a user is empty, we

assume that the recall for that user is 0 by definition.

NDCG The Normalized Discounted Cumulative Gain is an-

other information retrieval metric, that also considers a log-

arithmic gain related to the position of each correctly pre-

dicted item [10]. This metric reveals if a recommender is

capable of correctly predicting items at the top of the list.

dcg(k) =
1

|Utest |
·

∑
υ ∈Utest

k∑
i=1

|{ιi } ∩ re f (υ)|

loд2(i + 1)

Where ι ∈ rec(υ,k). The DCG value needs to be divided

by the ideal DCG for normalization. The ideal DCG can be

computed with the same formula, assuming that all recom-

mended items are relevant for the associated user.

Novelty This metric rewards algorithms capable of suggesting

items that belong to the long-tail of the catalog, and so it is

unlikely that they are already known by a certain user [17].

In this way, it is possible to check that the recommended

items are not too popular and obvious.

novelty(k) = −
1

|Utest | × k
·

∑
υ ∈Utest

k∑
i=1

log
2
freq(ιi )



Where ι ∈ rec(υ,k) and f req : I → [0, 1] represents the

probability of observing the item ι in Itrain . We also assume

that log
2
(0) � 0 by definition.

Diversity The metric of diversity is inspired by the metric of

Intra-List Similarity proposed by Ziegler et al. [19]. It mea-

sures howmuch the items included in the recommended lists

are diverse. A higher diversity may be beneficial for the users,

as they are encouraged to better explore the catalog [11].

diversity(k) =
1

|Utest |
·

∑
υ ∈Utest

∑k
∀i,∀j :0<i<j 1 − sim(ιi , ι j )

k × (k − 1)

Where ι ∈ rec(υ,k) and sim : I × I → [−1, 1] is a similarity

measure between two items.We decided to exploit the cosine

similarity computed between the vectors representing the

users who liked the two items in the training set.

The resulting value is a number in the interval [0, 2]: higher

values imply an higher diversity.

Serendipity Serendipity can be defined as the capability of

identifying items that are both attractive and unexpected [2].

It is possible to measure the serendipity of a recommender

by computing its precision after having discarded the items

suggested by a primitive recommender [4].

serendipity(k) =
1

|Utest |
·

∑
υ ∈Utest

|(rec(υ,k) \ prim(k)) ∩ re f (υ)|

k

Where prim(k) is the set of the top-k most popular items

available in the training set. We can, in fact, suppose that

popular items are already known by several users, and thus

they cannot contribute to the serendipity of the suggestions.

This set is not final, as RecLab can be easily expanded in order to

compute additional metrics that the community considers useful.

6 EXPERIMENTAL RESULTS
To prove the effectiveness of RecLab, we performed three different

experiments with the recommender systems described in Section 3

whose implementation details are available in our repository.

In the first one, we selected the MovieLens 1M dataset and we

chose a random splitting protocol. For the other parameters, we

used the default values of the framework: the test set size is the

20% of the dataset, the length k of the recommended lists is equal

to 10, while the rating threshold is equal to 3. The results of this

first experiment are reported in Table 1.

In the second experiment, we only changed the splitting protocol

to the timestamp-based one, while we retained all other parameters

unmodified. The results are reported in Table 2.

Finally, for performing the third experiment, we selected the

HetRec LastFM dataset. All other parameters are the same of the

first experiment, but the rating threshold, which is now equal to 0.

The results of this last experiment are reported in Table 3.

As expected, the random recommender always achieves the best

coverage, novelty, and diversity, while also obtaining the worst

precision, recall, NDCG, and serendipity. On the other hand, the

most popular recommender has a very low coverage and novelty,

but it also has interesting values of precision and NDCG, especially

with the MovieLens dataset. Note its impressive increase in terms

of precision obtained by simply changing the splitting protocol.

The measures of serendipity are not exactly zero because this

implementation of the most popular recommender suggests a per-
sonalized list of popular items, avoiding the ones already rated by

the same user in the training set.

If we ignore the random suggestions, the Item KNN recom-

mender obtains the best results in terms of coverage, novelty, and

diversity in all the experiments. Regarding the metric of precision,

we observe interesting results with the User KNN recommender in

the first experiment, with the User KNN and the WRMF in the sec-

ond one, and with the WRMF in the last one. We observe a dramatic

decrease in precision of the BPRMF recommender in the LastFM

experiment, probably due to the characteristics of the dataset.

In the last experiment, the WRMF algorithm achieves the best

values of precision, recall, NDCG, and serendipity. However, it

also scores a very low coverage; in contrast, the Item KNN recom-

mender has a fair precision and an interesting coverage. For this

reason, it would be useful to compare these algorithms in an online

experiment involving human subjects.

7 CONCLUSION AND FUTUREWORK
In this paper, we have introduced RecLab, an open source frame-

work for evaluating top-k recommender systems in a distributed

setting. The main aim of this work is to support the accountabil-

ity and the reproducibility of the results of the experiments by

permanently storing and publicly displaying their configuration

parameters and numerical outcomes.

RecLab is based on a RESTful interaction protocol that enables

researchers to evaluate different recommenders created with het-

erogeneous technologies in a common experimental context and

with a comprehensive set of metrics.

The results of each experiment can be easily retrieved and auto-

matically processed using a machine-readable format.

We exploited RecLab for performing three experiments involving

all the recommenders at our disposal. We empirically validated the

importance of considering different metrics in order to execute a

reliable evaluation and we observed the impact of the configuration

parameters on the outcome of the experiments.

As future works, we plan to integrate more rating datasets and

other recommendation techniques. We also envision the possibility

of enhancing the interaction protocol in order to let the experi-

menter specify the configuration parameters of each recommender.

REFERENCES
[1] Iván Cantador, Peter Brusilovsky, and Tsvi Kuflik. 2011. 2nd Workshop on

Information Heterogeneity and Fusion in Recommender Systems (HetRec 2011).

In Proceedings of the 5th ACM conference on Recommender systems (RecSys ’11).
ACM, New York, NY, USA.

[2] Marco de Gemmis, Pasquale Lops, Giovanni Semeraro, and Cataldo Musto. 2015.

An investigation on the serendipity problem in recommender systems. Informa-
tion Processing & Management 51, 5 (2015), 695–717. https://doi.org/10.1016/j.
ipm.2015.06.008

[3] Zeno Gantner, Steffen Rendle, Christoph Freudenthaler, and Lars Schmidt-Thieme.

2011. MyMediaLite: A Free Recommender System Library. In Proceedings of the
5th ACM Conference on Recommender Systems (RecSys ’11). ACM, 305–308.

[4] Mouzhi Ge, Carla Delgado-Battenfeld, and Dietmar Jannach. 2010. Beyond

Accuracy: Evaluating Recommender Systems by Coverage and Serendipity. In

Proceedings of the fourth ACM conference on Recommender Systems. ACM Press,

257–260. https://doi.org/10.1145/1864708.1864761

https://doi.org/10.1016/j.ipm.2015.06.008
https://doi.org/10.1016/j.ipm.2015.06.008
https://doi.org/10.1145/1864708.1864761


Algorithm Coverage Precision Recall NDCG Novelty Diversity Serendipity

Random 1.000000 0.005152 0.002526 0.005069 13.37526 0.966485 0.005003

Most Popular 0.017920 0.145146 0.084294 0.158512 8.580345 0.600524 0.071869

Item KNN 0.473527 0.212028 0.137608 0.224146 10.55504 0.788987 0.196637

User KNN 0.141732 0.263337 0.189679 0.295034 9.052157 0.657436 0.205550

BPRMF 0.326907 0.225464 0.148515 0.247625 9.473122 0.717023 0.176972

WRMF 0.120554 0.258400 0.169925 0.287808 9.138422 0.667673 0.210835

Table 1: Evaluation results with the MovieLens 1M dataset and a random splitting

Algorithm Coverage Precision Recall NDCG Novelty Diversity Serendipity

Random 0.993719 0.017555 0.002910 0.017394 13.41860 0.963699 0.016938

Most Popular 0.037411 0.257487 0.053148 0.273653 8.546251 0.528352 0.066517

Item KNN 0.344894 0.231296 0.056491 0.244158 9.759138 0.670575 0.095962

User KNN 0.117422 0.275042 0.062094 0.293720 8.842892 0.567265 0.114470

BPRMF 0.220918 0.265339 0.062845 0.282460 9.083545 0.611382 0.112675

WRMF 0.136537 0.276164 0.065600 0.297178 8.941997 0.587175 0.121929

Table 2: Evaluation results with the MovieLens 1M dataset and the timestamp splitting

Algorithm Coverage Precision Recall NDCG Novelty Diversity Serendipity

Random 0.708420 0.000584 0.000632 0.000623 15.30801 0.998417 0.000584

Most Popular 0.001692 0.066773 0.069242 0.076932 7.736651 0.632728 0.019161

Item KNN 0.235489 0.126168 0.131249 0.143234 12.56312 0.774870 0.101486

User KNN 0.031299 0.158652 0.164218 0.193206 8.735683 0.717815 0.115711

BPRMF 0.024597 0.078715 0.081908 0.086609 8.280671 0.752627 0.038800

WRMF 0.015617 0.164809 0.170302 0.201023 8.849644 0.763729 0.123992

Table 3: Evaluation results with the HetRec LastFM dataset and a random splitting

[5] Asela Gunawardana and Guy Shani. 2015. Evaluating Recommender Systems.

In Recommender Systems Handbook (2 ed.). Springer US, Chapter 8, 265–308.

https://doi.org/10.1007/978-1-4899-7637-6_8

[6] F. Maxwell Harper and Joseph A. Konstan. 2015. TheMovieLens Datasets: History

and Context. ACM Transactions on Interactive Intelligent Systems 5, 4 (2015), 1–19.
https://doi.org/10.1145/2827872

[7] Jonathan L. Herlocker, Joseph A. Konstan, Loren G. Terveen, and John T. Riedl.

2004. Evaluating collaborative filtering recommender systems. ACM Transactions
on Information Systems 22, 1 (2004), 5–53. https://doi.org/10.1145/963770.963772

[8] Yifan Hu, Yehuda Koren, and Chris Volinsky. 2008. Collaborative Filtering for

Implicit Feedback Datasets. In Proceedings of the 2008 Eighth IEEE International
Conference on Data Mining (ICDM ’08). IEEE Computer Society, Washington, DC,

USA, 263–272. https://doi.org/10.1109/ICDM.2008.22

[9] Dietmar Jannach, Lukas Lerche, Iman Kamehkhosh, and Michael Jugovac. 2015.

What recommenders recommend: an analysis of recommendation biases and

possible countermeasures. User Modeling and User-Adapted Interaction 25, 5

(2015), 427–491. https://doi.org/10.1007/s11257-015-9165-3

[10] Kalervo Järvelin and Jaana Kekäläinen. 2002. Cumulated gain-based evaluation

of IR techniques. ACM Transactions on Information Systems 20, 4 (2002), 422–446.
https://doi.org/10.1145/582415.582418

[11] Tommaso Di Noia, Vito Claudio Ostuni, Jessica Rosati, Paolo Tomeo, and Eu-

genio Di Sciascio. 2014. An analysis of users’ propensity toward diversity in

recommendations. In Proceedings of the 8th ACM Conference on Recommender
Systems. ACM Press, 285–288. https://doi.org/10.1145/2645710.2645774

[12] Steffen Rendle, Christoph Freudenthaler, Zeno Gantner, and Lars Schmidt-Thieme.

2009. BPR: Bayesian Personalized Ranking from Implicit Feedback. In Proceedings
of the Twenty-Fifth Conference on Uncertainty in Artificial Intelligence (UAI ’09).
AUAI Press, Arlington, Virginia, United States, 452–461. https://arxiv.org/pdf/

1205.2618.pdf

[13] Alan Said and Alejandro Bellogín. 2014. Comparative recommender system

evaluation. In Proceedings of the 8th ACM Conference on Recommender Systems.

ACM Press, 129–136. https://doi.org/10.1145/2645710.2645746

[14] Badrul Sarwar, George Karypis, Joseph Konstan, and John Riedl. 2000. Analysis

of recommendation algorithms for e-commerce. In Proceedings of the 2nd ACM
Conference on Electronic Commerce. ACM Press, 158–167. https://doi.org/10.1145/

352871.352887

[15] Harald Steck. 2013. Evaluation of Recommendations: Rating-prediction and

Ranking. In Proceedings of the 7th ACM Conference on Recommender Systems
(RecSys ’13). ACM, 213–220. https://doi.org/10.1145/2507157.2507160

[16] Ricardo Usbeck, Michael Röder, Axel-Cyrille Ngonga Ngomo, Ciro Baron, An-

dreas Both, Martin Brümmer, Diego Ceccarelli, Marco Cornolti, Didier Cherix,

Bernd Eickmann, Paolo Ferragina, Christiane Lemke, Andrea Moro, Roberto

Navigli, Francesco Piccinno, Giuseppe Rizzo, Harald Sack, René Speck, Raphaël

Troncy, Jörg Waitelonis, and Lars Wesemann. 2015. GERBIL: General Entity

Annotator Benchmarking Framework. In Proceedings of the 24th International
Conference on World Wide Web (WWW ’15). International World Wide Web

Conferences Steering Committee, Republic and Canton of Geneva, Switzerland,

1133–1143. https://doi.org/10.1145/2736277.2741626

[17] Saúl Vargas and Pablo Castells. 2011. Rank and relevance in novelty and diversity

metrics for recommender systems. In Proceedings of the fifth ACM conference
on Recommender Systems. ACM Press, 109–116. https://doi.org/10.1145/2043932.

2043955

[18] Yaoming Zhu, Sidi Lu, Lei Zheng, Jiaxian Guo, Weinan Zhang, Jun Wang, and

Yong Yu. 2018. Texygen: A Benchmarking Platform for Text Generation Models.

In The 41st International ACM SIGIR Conference on Research & Development in
Information Retrieval (SIGIR ’18). ACM, New York, NY, USA, 1097–1100. https:

//doi.org/10.1145/3209978.3210080

[19] Cai-Nicolas Ziegler, Sean M. McNee, Joseph A. Konstan, and Georg Lausen. 2005.

Improving recommendation lists through topic diversification. In Proceedings
of the 14th International Conference on World Wide Web. ACM Press, 22–32.

https://doi.org/10.1145/1060745.1060754

https://doi.org/10.1007/978-1-4899-7637-6_8
https://doi.org/10.1145/2827872
https://doi.org/10.1145/963770.963772
https://doi.org/10.1109/ICDM.2008.22
https://doi.org/10.1007/s11257-015-9165-3
https://doi.org/10.1145/582415.582418
https://doi.org/10.1145/2645710.2645774
https://arxiv.org/pdf/1205.2618.pdf
https://arxiv.org/pdf/1205.2618.pdf
https://doi.org/10.1145/2645710.2645746
https://doi.org/10.1145/352871.352887
https://doi.org/10.1145/352871.352887
https://doi.org/10.1145/2507157.2507160
https://doi.org/10.1145/2736277.2741626
https://doi.org/10.1145/2043932.2043955
https://doi.org/10.1145/2043932.2043955
https://doi.org/10.1145/3209978.3210080
https://doi.org/10.1145/3209978.3210080
https://doi.org/10.1145/1060745.1060754

	Abstract
	1 Introduction
	2 Related Work
	3 Evaluation Framework
	4 Interaction Protocol
	5 Metrics
	6 Experimental Results
	7 Conclusion and Future Work
	References

