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Hardware Designer’s Guide to Fault Attacks
Duško Karaklajić, Jörn-Marc Schmidt∗ and Ingrid Verbauwhede, Fellow, IEEE

Abstract—Hardware designers invest a significant design ef-
fort when implementing computationally intensive cryptographic
algorithms onto constrained embedded devices to match the
computational demands of the algorithms with the stringent area,
power and energy budgets of the platforms.

When it comes to designs that are employed in potential
hostile environments, another challenge arises: the design has
to be resistant against attacks based on the physical properties
of the implementation, the so-called implementation attacks. This
creates an extra design concern for a hardware designer.

This paper gives an insight into the field of fault attacks and
countermeasures to help the designer to protect the design against
this type of implementation attacks. We analyze fault attacks
from different aspects and expose the mechanisms they employ
to reveal a secret parameter of a device. In addition, we classify
the existing countermeasures and discuss their effectiveness and
efficiency. The result of this work is a guide for selecting a set
of countermeasures which provides a sufficient security level to
meet the constraints of the embedded devices.

Index Terms—Embedded security, Fault attacks, Countermea-
sures, Classification.

I. INTRODUCTION

FAULT attacks are introduced by Boneh et al. in 1997 [1]
where a fault in a computation is used to attack an RSA

implementation using the Chinese Remainder Theorem (CRT).
That attack initiated the discovery of a considerable amount
of different types of fault attacks. As new types are constantly
being proposed and accumulated, designing a fault-attack se-
cure cryptosystem becomes increasingly difficult. Even though
there is a significant number of different countermeasures
against fault attacks presented in the literature, it is not
straightforward to select the proper set that can efficiently
protect a device. The selected countermeasures must meet two
main requirements: 1) the overhead they introduce must fit
in the available area and energy budget of a device, and 2)
they have to provide protection against all relevant attacks,
i.e., the attacks that are a threat for the device under analysis.
Furthermore, due to the huge variety of fault attacks, it is
difficult to determine the complete set of relevant threats. Since
there is no established strategy for securing a design against
fault attacks, a designer can easily overlook protection against
a relevant attack, thus lowering the security level of the device.
On the other hand, even though there is no general strategy
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that ensures security against fault attacks, it is possible to
determine certain directions in a design process which can
lead to a protected implementation. In order to achieve such
protection, a hardware designer should be able to answer the
following questions:
• What kind of fault attacks exist?
• Which of them are a threat for the specific design?
• Which set of countermeasures thwarts the possible at-

tacks?
• What is the cost and the effectiveness of the selected

countermeasures?
This paper provides an overview of existing fault attacks

and countermeasures, thus helping designers of cryptographic
devices to answer the questions above. We start by classifying
known fault attacks according to different criteria. Rather
than analyzing each specific attack, we extract the common
properties of all attacks and classify them into groups. By
analyzing the fault injection mechanisms, and their precision
and possible targets, the main principles the attacks employ
to reveal secret information out of a design are exposed. By
explaining the complete fault’s path from the fault injection
until the point when it is exploited to deduce the secret data,
we make it easy to understand how the fault attacks are used
to break cryptographic devices.

Based on the groups of attacks, the countermeasures against
them are classified. We analyze the protection mechanism they
use, their abstraction level and the part of a processor they
protect, thereby dividing the existing countermeasures into a
few categories. Also, we estimate their time and area overhead
and analyze their effectiveness against different classes of
attacks. The classification eases the selection of a set of coun-
termeasures that meets the constraints of embedded devices,
still providing an adequate security level. Finally, we analyze
the effectiveness of the existing countermeasures against fault
models enabled by advanced fault injection equipment and
discuss future directions of protection mechanisms.

II. FAULT ATTACKS

In this section the variety of fault attacks is introduced. We
explain how an injected fault propagates from the physical
transistor level where it is injected towards the higher abstrac-
tion levels. There it is exploited to derive secret information
from the faulty computations. Rather than analyzing specific
attacks, we focus on their general properties, such as precision,
targets and techniques they use to deduce secret information
from a faulty result. The classification of these properties is
the starting point for their prevention.

A. Physical Nature of Fault Injection
Since the first idea to exploit the occurrence of faults, vari-

ous methods to inject a fault in a device have been presented.
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(a) A glitch in the clock signal. (b) The effect of a focused laser beam [2].

Fig. 1: Fault injection techniques.

We hereby give a brief overview of the most common fault
injection techniques and comment on their properties.

Under-powering and Power spikes. Tampering with the
power supply of a device is a low cost fault injection method.
A possible way to provoke a faulty behavior is the under-
powering of the device. Since there is no precise timing, the
faults provoked by such a method tend to occur uniformly
throughout the computations and the attacker must be able to
successfully discard the erroneous results caused by undesired
faults.

Another method to affect computations performed in the
device is the induction of precise high variations in a power
supply. Power spikes can cause a processor to skip or mis-
interpret an instruction, but also induce memory faults. For
instance, if a processor reads a memory location at the time
of a voltage spike, the wrong data may be gathered from
the memory bus. Further, this fault injection technique is
commonly exploited by the attackers who aim to tamper with
a program counter or a loop bound [3], [4], [5]. Both listed
fault injection techniques are easy to implement and require
an attacker to be able to access the power supply line of the
device.

Clock glitches. Devices that require an external clock
generation can be attacked by supplying a deviated clock
signal, i.e. a signal that contains one or several pulses much
shorter than normal. As depicted in Fig. 1a, the period of the
injected glitch, Tg, is significantly shorter than TCLK. Such
a glitch can cause a processor to execute the next instruction
before the previous one was finished or to store invalid data
in a memory location [3], [6]. In order to be able to induce
such faults, an adversary should have a direct control over the
clock line, which is typically the case when smart cards are
attacked. The devices that use an internal clock generator can
not be attacked by this method. Clock glitches are considered
to be the simplest fault injection methods and can be induced
by very cheap equipment, i.e., using low-end FPGA boards [7],
[5].

Temperature attacks. Since electronic devices function
correctly only in a certain temperature range, their exposure
to too high or too low temperatures can induce faults [8], [1],
[9]. This method is used to alter data stored in the memory,
but is hard to focus on a particular portion of data.

Optical attacks. Optical faults are induced by exposing a
decapsulated chip to a strong light source, e.g. a photo flash

or a laser beam [10]. As semiconductors and conductors are
inherently sensitive to laser ionization, it is possible to cause
a switch of transistors when exposed to a light pulse. Using
a focused laser beam, a single bit in a memory can be set or
reset. When attacking a chip, an adversary can target either
front side or back side of the chip (Fig. 1b). Even though
the transistors are located at the front side, it may be difficult
to reach them due to the metal layers placed on top. As an
alternative, the transistors may be affected from the back side
of the chip through the substrate, but a proper wavelength of
the laser beam that ensures sufficient penetration depth must
be used.

The optical fault injection technique is constantly advanc-
ing. The light spot size on a chip die is shrinking and is now
physically limited by the wavelength of the photons. A diode
based laser can achieve a spot size of about 6 × 1.4µm [2].
In addition, the triggering mechanism of laser stations keeps
improving so that it provides very accurate timing of the light
pulse and fast switching, which enables multi-glitching, i.e
injecting multiple precise faults in a short time period.

Electromagnetic (EM) fault injection. An external electro-
magnetic field can cause the malfunctioning of an encapsulated
chip or change memory content. It induces eddy currents on
the chip surface, which can cause a single bit fault [11]. A
very cheap but imprecise EM fault can be induced using a gas
lighter [12].

All described fault injection methods share the same prop-
erty: by manipulating the physical layer of a device, they cause
the transistors to switch abnormally. However, the properties
of the faults they induce are different. The first three methods
do not require expensive equipment, but their effect can hardly
be focused to a particular part of a device. On the other hand,
optical and EM methods can affect a very restricted area, but
require a more complex setup. The next section deals with the
basic fault properties in more details.

B. Basic Fault Properties
A set of properties of an injected fault used to characterize

an attack is called a fault model. It reflects a physical event–
fault injection into a mathematical model. The following list
describes the basic properties of fault injection. They can differ
in the ability to control the location and the time precision, in
the effect, in the number of affected bits, and in the duration
of the effect [13], [14], [15].
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Controllability over the fault location can be characterized
as precise control, loose control or no control. An attacker
is assumed to have precise control if he/she is able to affect
a single specific bit of a specific variable. On the other hand,
loose control assumes that it is possible to target a specific
variable, but not its specific part. Finally, an attacker has no
control over the fault location if he/she affects a variable at
random.

Similarly, controllability over the fault timing can be
classified as no control, loose control or precise control. An
adversary which has precise control over the fault timing can
affect a specific variable at a specific point in time. With loose
control over the fault timing, an attacker is able to target a
set of operations or clock cycles, but not a specific one. The
controllability over the fault timing is of particular significance
when embedded software implementations on microcontrollers
are attacked since skipping of specified instructions is often
required in that case.

By the number of affected bits, faults are classified
as single bit faults, word-size faults and variable-size faults.
The actual word size is dependent on the architecture of the
target processor and typically is 8, 16, 32 or 64 bits.

The effect of a fault is determined by its manifestation in
the chip and four types can be distinguished: stuck-at fault, bit
flip fault, set/reset fault and random fault.

Considering the duration of the injected fault we differen-
tiate between transient, permanent and destructive faults. The
effect of a transient fault lasts for a limited period of time,
after which the correct value of a variable is present again.
An example of such a fault is affecting a variable while being
transfered via a bus. It is assumed that a transient fault only
affects one request of the target variable, while all the further
requests result in the correct value again. On the other hand,
permanent faults affect the target variable until it is explicitly
overwritten, e.g. affecting a variable while being stored in
memory. Finally, destructive faults damage the physical layer
of a chip, causing a number of bits to be fixed at a specific
value. An example of such faults are stuck-at faults in logic
or memory, and this kind of fault cannot be reversed.

Another type of faults enabled by using SRAM-based
FPGAs is called remanent faults. They are achieved by in-
jecting an error in a configuration memory of the FPGA, thus
changing the architecture of a design. By their duration, they
are placed between the permanent and destructive faults and
rely on the re-configurability of FPGAs.

C. Fault Targets
This section highlights the parts of a generic processor

that are common targets of fault attacks. A generic processor
consists of the following high level components: an I/O part
which provides an interface with external components; a mem-
ory module for storing system parameters and intermediate
results, as well as data and instruction processing modules (see
Fig. 2). Attacks can be classified according to the following
four main components of a processor: inputs, data part, storage
and control part.

Attacks on input parameters. Depending on the device
and its use, it may be possible to trigger very precise faults by
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Fig. 2: Components of a generic processor

manipulating the input parameters [16], [17], [18], [19], [20],
[21]. This is possible if the adversary can choose the input for
the computation to some extent, and if the implementation fails
to check whether the input is valid. Since a cryptographic core
is usually only a part of a bigger design, the input parameters
are not necessarily supplied from the I/O part, but can also be
read from a non-volatile memory.

Attacks on data processing part. A device can be dis-
turbed while performing a computation, which will cause an
erroneous intermediate or final result [22], [23], [24], [25], [1],
[26], [27], [28], [29], [30], [31], [32], [33], [34], [35], [36].
Note that the same effect can be caused if a fault is injected
while the result is transferred via a bus, or even when it is
stored in registers/memory.

Attacks on storage part. Since data storage parts usually
occupy a significant part of a chip area and they have a
regular structure, they are easily distinguishable from the other
components. For this reason, they are a common target for fault
injection. Errors in volatile storage can be exploited to alter
the intermediate results of computations, while tampering with
the non-volatile memory can affect the system parameters.

Attacks on instruction processing part. Attacking the
program flow instead of computations is an effective attack
method which targets the control part of a device instead of the
datapath [37], [13], [38]. This includes making the processor
skip and misinterpret certain instructions.

One desired effect of an injected fault can be obtained
by targeting different processors parts. For instance, if an
attacker aims to alter an intermediate result of a computation,
he/she can achieve it either by affecting an actual computation
or a result itself when stored in memory. Her/his choice is
determined by the available fault injection equipment and by
the required fault properties, but also by the way in which an
injected fault is exploited to leak secret information from the
device. The different ways to benefit from a faulty behavior
is explained in the next section.

D. Exploitation of the Injected Faults

Faults are injected in the physical layer of a device, but
they are manifested on a higher abstraction level that involves
operations on sensitive data like encryption schemes and
digital signatures. At this abstraction level, the results of
faulty computations are exploited to leak information about
the secret parameter. Without going into details about every
specific attack, this section deals with the general principles
used in exploiting the effects of an injected fault to break
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a cryptographic system. In order to make the discussion
easier to understand, the general methods are supported by
representative examples of the existing attacks. We distinguish
four classes:

Algorithm specific attacks. Security of public-key systems
is commonly based on a mathematical problem which is
assumed to be computationally hard to solve. For instance,
Elliptic Curve Cryptography (ECC) is based on the elliptic
curve discrete-logarithm problem (ECDLP) [39], while RSA
makes use of the problem of large integer factorization [40].
In order to circumvent solving the hard problem directly, an
adversary can try to inject a fault in the computation and
transform the problem into an easily solvable one. The kind of
fault that is injected and the way to exploit it depends on the
algorithm. Hence, we denote such attacks as algorithm specific
attacks.

A prominent example of such an attack is the manipula-
tion of the input parameters of an ECC-based system: by
choosing an invalid base point, the computation of a scalar
multiplication is shifted from the original curve to a weak one,
where ECDLP is easy to solve and the secret scalar can be
recovered [41]. A similar effect can be achieved by supplying
wrong parameters for the curve [41]. Similarly, a fault that sets
a few bits of a secret nonce to a known value in the Digital
Signature Algorithm (DSA) scheme can be exploited to leak
the whole key using a small number of faulty signatures [24].
Furthermore, by tampering with the loop bound which is used
as a parameter in some pairing algorithms [42], it is possible
to leak a secret point.

Differential fault analysis (DFA). Differential fault analy-
sis exploits differential information between correct and faulty
ciphertexts to retrieve the secret key. An attacker first collects
several fault-free ciphertexts and then several faulty ones
that are generated from the same secret key and plaintext.
Afterwards, a technique from cryptoanalysis, the differential
cryptanalysis, is applied to construct and solve differential
fault equations in order to deduce bits of the secret key. In
contrast to a classical differential attack, where characteristics
of the cipher have to be analyzed to find appropriate inputs
and outputs, the differential fault analysis manipulates the
computation to obtain required outputs. Differential Fault
Attacks were first introduced for symmetric ciphers in [43],
which initiated a discovery of a considerable amount of
DFA techniques that can be applied to various symmetric
key primitives [44], [45], but they are also a threat to PKC
algorithms [31].

A similar technique based on collecting several faulty
plaintext-ciphertext pairs, and obtaining collisions in the ci-
phertexts, is exploited in [46] to derive information about a
secret parameter. The difference between the correct and faulty
outputs can also be used to characterize a device. In Fault
Sensitivity Analysis (FSA), an attacker can deduce information
about the secret parameter by correlating derived character-
istics with precomputed ones that depend on estimated key
bytes [47].

Tampering with the program flow. Instead of relying on
faults in the processed data, attacks can also target the program
flow [27], [28], [35], [36]. If a fault is injected in the program

counter of a processor, it can cause an instruction to be skipped
or misinterpreted, or executed multiple times. For example,
it is possible to leak a secret exponent by skipping certain
instructions of an exponentiation algorithm [28]. In addition,
tampering with the loop counter or a branch mechanism may
lead to the recovery of a pairing scheme’s secret point [35] or
reduce the number of rounds of a symmetric cipher [43]. Those
attacks can also be employed in combination with other attacks
to skip the final check of countermeasures. For example, if a
device is protected by a validity check before the result is
output, an attacker can inject a fault to skip this check [30].

Safe-error attacks. Another important class of fault anal-
ysis is safe-error attacks. They make use of a fault that,
depending on they key, has or has no effect on the output
result of the computation. In contrast to other attacks, a
safe-error attack does not require a faulty output to derive
information. It only uses information whether an error occurs
in the output or not. Thus, it is possible to apply such
an attack independent of the countermeasures that ensure a
correct output of the computation. There are two types of
safe-error attacks: computational, called C safe-error attacks,
and memory, or M safe-error attacks. The C-type attack [13]
induces any temporary random computational fault in an
Arithmetic Logic Unit (ALU) of a device. Its objectives are
dummy operations, which are usually introduced to achieve
Simple Power Analysis (SPA) resistance. An adversary that
induces transient faults in the ALU or the memory obtains the
information whether the fault hits a dummy operation or not.
Hence, if the position of dummy operations is key dependent,
the adversary leaks information about the secret key with
each injected fault. While the C safe-error attack exploits the
weakness of an algorithm, the M safe-error attack employs a
possible safe error in the implementation. The basic method
of an M safe-error is key-dependent clearing of some memory
blocks. Safe-error attacks are successfully mounted on both
public-key [13], [30] and symmetric-key cryptosystems [48].

E. Feasibility of the Attacks

The considerations above show that an adversary can exploit
an injected fault in several ways. However, each attack has dif-
ferent fault property requirements in order to be implemented
in practice. Table I specifies the required fault properties for
different classes of attacks. Some of them have strict demands
in space/time controllability or fault effect. On the other hand,
some can be implemented using various fault models, which is
marked with multiple possibilities in the table. This leaves an
attacker with the opportunity to choose a weaker fault model
at the cost of increased post-processing time.

In addition to choosing an appropriate fault model, an
attacker has another degree of freedom: to choose a part of a
processor in which an error is injected. Table II lists different
classes of fault attack and marks the processors parts that
can be targeted for their practical implementation. Note that
some attacks allow an adversary to choose a target for the
fault injection among different processor parts. The presented
tables show that, given a specific fault attack described as
a mathematical model, an adversary has the flexibility to
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TABLE I: Feasibility of Fault Attacks

Fault Attack Requirements
Space Time #Bits Effect Duration

Algorithm Specific Attack SC/LC SC/LC B/W/V F/S PF/TF
DFA LC LC B/W R TF

Attacks on Program Flow SC/LC SC B/W/V F/S PF/TF
Safe-Error Attacks SC/LC SC B/W/V R TF

LC: Loose Control PF : Permanent Fault
SC: Strong Control TF : Transient Fault
B: Bit S: Set
W : Word R: Randomize
V : Variable F : Flip

TABLE II: Targets of Fault Attacks

Attack Target
Inputs Datapath Memory Control

Alg. Specific
√ √ √ √

DFA X
√ √

X
Control X X

√ √

Safe-Error X
√ √ √

choose among different parts of a cryptographic processor,
as well as among different fault models that can provide the
implementation of the attack. It is usually determined by the
available fault injection equipment and by the architecture of
the device under attack. In any case, an attacker needs only
one successful attack to break a device, while a designer must
foresee all possible threats. The next section discusses ways to
protect implementations against fault attacks, and comments
on their effectiveness and efficiency.

III. COUNTERMEASURES AGAINST FAULT ATTACKS

Deployment of novel and improved fault attacks drives the
evolution of countermeasures. Since there exist no generic
countermeasures which can prevent all attacks, the combina-
tion of different techniques is required to achieve a sufficient
security level. As countermeasures come at a price, they are
chosen to provide a good trade-off between hardware and
performance costs and security level. In practice, countermea-
sures are intended to make an attack sufficiently expensive,
not impossible, still keeping a protected design cost-effective
and performing [2].

There are two major principles for protection of a crypto-
graphic device against fault attacks, as shown in Fig. 3. First,
a device can be protected by hardware countermeasures which
are specifically constructed to prevent a certain type of fault
injection. A prominent example of such countermeasures are
passive and active shields. Passive shields are metal layers
that cover a part of or the entire chip, thus preventing an
optical fault injection or probing attacks [49]. An active shield
consists of a wire mesh that runs signals over the chip surface
and detects any interruption on a wire. Furthermore, a chip
can be equipped with light sensors and anomalous frequency
detectors which detect optical fault injection and glitches in
the clock signal. The main drawback of the hardware counter-
measures is their cost. In addition, since such protection aims
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Part 
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Hardware 

Fig. 3: A Classification Tree of Countermeasures against Fault
Attacks.

at preventing a specific method of fault injection, it does not
provide long term protection, as novel fault injection methods
are frequently developed.

The focus of this paper is on the second approach, which
aims at protecting a cryptographic algorithm and its imple-
mentation so that an injected fault is detected or so that a
design is inherently protected against fault attacks. This type
of countermeasure is defined as design driven in the text below.

There are two main principles used to construct design
driven countermeasures: (1) employing redundancy to check
whether the computation was tampered with, i.e. incorporate a
fault check which detects and reports a fault, or (2) design the
implementation to be inherently prone to attacks. Although
the second method leads to a more efficient protection, it
prevents only a limited set of attacks. Therefore, it is necessary
to combine it with a fault detection mechanism in order to
provide complete protection. Further, a fault can be detected
in different parts of a processor: input part, processing part
(memory + datapath), or in the program flow (Fig. 2). Finally,
an actual fault detection mechanism can be implemented in
different ways, as shown in the last stage of the classification
tree in Fig. 3. Moreover, the listed countermeasures can be
applied on different abstraction levels, which influences the
effectiveness against certain attacks.

The rest of this section discusses the application of fault
detection on each possible abstraction level and explains in
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detail the countermeasure classes listed in the classification
tree. Furthermore, we discuss their effectiveness against dif-
ferent classes of fault attacks and give an estimation of the
performance overhead they introduce.

A. Abstraction Level of Countermeasures

If a protection against fault attacks is addressed only when a
design is finished, it usually leads to an inefficient and incom-
plete protection. Instead, the security should be incorporated
in a design process and implemented with the rest of the
system. Fig. 4 visualizes different abstractions levels that exist
when a hardware module capable of running a cryptographic
protocol is designed. The highest abstraction level deals with

Fig. 4: Abstraction Levels in Cryptographic Hardware Design
Process.

a cryptographic protocol, e.g. authentication protocol, and
specifies all the operations required for its execution. A
cryptographic protocol is based on cryptographic primitives,
such as encryption, decryption, or digital signing [50]. Passing
through the arithmetic, register-transfer level (RTL) and logic
level, the design process reaches the physical, transistor layer.
Each abstraction level provides an opportunity for the designer
to apply specific performance optimization techniques, leading
to fast, small, or low energy solutions [51], [52].

Similarly, countermeasures which detect faults can be in-
corporated in a design process and implemented on any layer.
Since there is no countermeasure that protects against all fault
attacks, parallel protection mechanisms are often required on
different abstraction levels to achieve sound protection:

Protocol level. On the protocol layer, it is possible to design
the usage of cryptographic primitives in a way that certain
fault attacks are not possible any more. A prominent example
is the so-called fresh re-keying, where a new key is generated
for each run of the encryption, making differential attacks
impossible [53].

Cryptographic primitive level. In order to protect a cryp-
tographic primitive, the result of the algorithm can be verified
before outputting it. For example, a DSA implementation can
check whether the result is fault-free by verifying the signature
with the public key before outputting it [54]. Further, the
fact that encryption and decryption algorithms often use the
same datapath, is exploited to check the correctness of the
computations. It is possible to detect faults in the encryption

process by decrypting the obtained ciphertext and comparing
it to the original plaintext.

Algorithm level. In public key cryptography, the primitives
are often based on modular exponentiation or scalar mul-
tiplication (ECC, RSA). Depending on the algorithm used,
different fault detection methods can be applied, e.g. in case of
the Montgomery powering ladder (MPL), a consistency check
at the end is an efficient way to detect errors [55].

Arithmetic level. Each cryptographic algorithm is based on
arithmetic and/or logical operations. In many secure proces-
sors, these operations already contain some type of protection.
This can be achieved e.g. by redundant parallel computations
or by means of error detection codes [56].

Circuit level. A design can also be protected at circuit level.
Often, a special logic style is used to detect faults. For instance,
an unused state in dual-rail logic can be employed to detect
faults [57].

B. Fault Detection Mechanisms

A fault detection is the basis for most of the existing
countermeasures against fault attacks. They incorporate a fault
detection mechanism which detects and reports an error, thus
preventing an erroneous result to be observed by an attacker.
In what follows, we describe how fault detection mechanisms
are used to protect basic parts of a generic processor: input,
processing, and the control part1.

1) Protection of Input Parameters: In some protocols, an
adversary is allowed to supply parameters that are used for the
computation later on. If an implementation misses to check
whether these parameters are valid, the adversary can choose
bogus inputs to attack the system [41].

If the inputs are not supplied externally, the system pa-
rameters are typically stored in non-volatile memory and are
transferred to RAM for the computations. These parameters
can also be targeted for attack, as errors that occur either in
public or secret parameters can be exploited to reveal secret
information. Since such errors can be injected even before
traditional countermeasures that protect the integrity of an
algorithm can take effect, the validity of input parameters must
be explicitly checked before being used for computations. A
common way of implementing such checks is by adding a
Cyclic Redundancy Check (CRC) to each system parameter.
After a parameter is read for a computation, its CRC is
computed and compared to the one stored in non-volatile
memory.

Error detection probability of the CRC is proportional to the
amount of added redundancy. However, increased redundancy
introduces additional hardware overhead, since more memory
is required for its storage. Moreover, a module that computes
CRCs has to be implemented. Therefore, the amount of
redundancy is usually a result of a trade-off between the
desired security level and the available hardware resources.

1The protection of memory is distributed over the protection of input
and system parameters, which are stored in a non-volatile memory and the
protection of a processing part, which detects errors in the intermediate results,
typically stored in RAM or the register file.
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2) Protection of the Processing Part: The processing part
of a device is harder to protect than the parameters, since static
codes are not sufficient. A fault injected in a device during the
processing time may enable leakage of sensitive information.
Furthermore, there is a big variety of attacks like modifying
registers, disturbing the computation of the ALU, or modifying
the program flow to miss instructions. In order to prevent such
attacks, two methods have been proven effective: 1) parallel
or redundant computations, and 2) checking algorithm-specific
properties. In addition, techniques that aim at the prevention
of side-channel attacks, such as blinding [58], [59], can make
fault attacks more difficult.

Parallel and redundant computations. Concurrent error
detection (CED) is a common mechanism used to prevent
fault-based cryptoanalysis. It is based on introducing redun-
dancy to check the correctness of a computation. A straight-
forward way to implement CED is to compute the same oper-
ation twice, either in parallel or consecutively. However, these
methods introduce an overhead of at least 100% [60]. Methods
that provide protection at a lower costs are parity-preserving
logic [61], [62], [63] or arithmetic residue codes [64]. Parity
preserving logic is an effective way to detect faults in sym-
metric ciphers [65], [66], [67].

Another efficient way to implement time redundancy- based
CED involves encrypting data twice (encrypting and de-
crypting) and comparing the results. Such schemes can be
optimized to reduce the time overhead [68] and they are a
common protection for symmetric ciphers. For instance, the
duplication can be applied on operation, round or full cipher
level, as explained in [69]. For a detailed overview of the
protection methods for symmetric ciphers, we refer the reader
to [70].

Furthermore, algorithms themselves can be extended by
redundancy to detect manipulations [71], [60], [72], [73], [64],
[48], [74], [75]. Often, a homomorphic mapping of the data
to a smaller set can be found. Hence, the algorithm can be
performed on both representations, and it can be checked that
the output corresponds to the smaller representation before
outputting data. For example, in addition to the original elliptic
curve, a curve of a smaller order is used to define a larger
combined curve, which allows for checking the final result of
the ECC computations efficiently [33]. Shamir [76] proposed
a similar method for RSA implementations. The basic idea is
to extend the field by a small modulus and compute the RSA
in the enlarged group as well as in the group defined by the
small modulus2.

Checking algorithm specific properties. Some crypto-
graphic algorithms already contain redundancy by construc-
tion, and that can be used for fault detection [31], [77], [78],
[41], [79], [55], [80], [81], [82], [83]. For instance, checking
if the result of a scalar multiplication still belongs to the
original curve is a common fault detection method in the
ECC implementations. Another widely exploited protection of
the MPL [84] based exponentiation is checking a coherency
between the intermediate variables in the algorithm. Checking

2Note that if the computation is based on CRT, both groups can be enlarged
by the same small prime and compared afterwards. This reduces the required
overhead.

if the difference between two intermediate points is exactly
one base point is an efficient fault detection for ECC [85],
[86]. Similarly, the coherence between the two intermediates
can be used to detect faults in RSA implementations.

Blinding. An alternative to specific countermeasures that
can help to complicate possible attacks is called blinding.
It was introduced to prevent side-channel attacks but can
also thwart fault attacks that require a precise fault injection
since the variables are randomized. Blinding an exponent
or a message can be applied to achieve side-channel and
fault attack-resistant exponentiation algorithms, using a single
countermeasure [58], [59].

Generally speaking, if an algorithm already provides spe-
cific properties that can be employed for checking, such a
countermeasure introduces less hardware overhead compared
to the parallel and redundant computations. However, the latter
provide more generic solutions, since they do not depend on
a specific algorithm.

3) Protection of Program Flow: In addition to the data, an
adversary can also target the program flow (see Section II-D).
The main idea is to exploit the faults that allow the selective
execution of instructions in a program. A possible way to
protect the integrity of a program flow is by calculating and
checking its fingerprint using An+B codes [87], [88]. Namely,
these codes provide a signature, which can be precomputed
and verified to detect tampering with data or program flow.

C. Inherent Protection Mechanisms
In addition to fault detection mechanisms which report an

injected fault, there exists a small set of countermeasures
which are based on an intrinsic protection. Such counter-
measures do not prevent the output of the erroneous result,
but ensure that it does not leak any information about the
secret parameter [89]. These methods do not need to be
countermeasures in the classical sense; for example, choosing
the parameters of an elliptic curve so that the curve has a
strong twist prevents attacks that rely on moving the com-
putation to the twist [34]. Hence, this set of attacks can
be prevented without any overhead by choosing the curve
parameters carefully. Similarly, storing a base point of an ECC
cryptosystem in non-volatile memory instead of supplying it
as an input parameter prevents an attacker in mounting fault
sensitivity analysis (FSA) [47].

Further, a careful selection of the exponentiation algorithm
can provide a protection against some attacks. For instance, in
addition to high performance exponentiation, the MPL with
no y coordinate provides a protection against sign change
attack [33].

A very careful implementation is required to prevent safe-
error attacks since they are based on a different principle.
Compared to other fault attacks, they do not require a faulty
output; the information regarding whether an error has oc-
curred or not is enough. Hence, checking whether a result is
correct is not enough to thwart such attacks. An efficient way
to protect a design against both C and M safe-error attacks, is
a proper selection of the exponentiation algorithm combined
with an implementation flow that ensures security against these
attacks [32], [90], [91].
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IV. EFFECTIVENESS AND COST OF THE
COUNTERMEASURES

The previous considerations show that in the last decade
many different proposals on how to protect implementations
against fault attacks have been published. Each solution
thwarts a specific set of attacks with a limited probability
and comes with a certain overhead. In order to achieve sound
protection of a design, a combination of several methods have
to be employed. For selecting this set, a hardware designer
should be aware of the possible attacks that are feasible in
the intended use-case of the device. Based on the attacks that
have to be prevented and the available margin in terms of
costs, the designer can select an appropriate set of protection
mechanisms.

Table III depicts the effectiveness of the mechanisms against
different classes of fault attacks. It can be noticed that most

TABLE III: Effectiveness of the Countermeasures

Fault Attacks
Protection Alg. Specific DFA SEA Control

Inputs Datapath
Parallel & Redundant X

√ √
X

√

Alg. Specific Check X
√ √

?
√

?
√

Protection of Inputs
√

X X X X
Inherent Protection ?

√ √ √ √
X

√
: a countermeasure thwarts an attack.

?
√

: a countermeasure is effective in some special cases.
X: a countermeasure can not thwart an attack.

of the existing protection mechanisms aim to thwart the
attacks on the processing part, algorithm specific attacks and
differential fault attacks. On the other hand, the choice of
countermeasures against the attacks on input parameters and
safe-error attacks is very limited. If choosing an appropri-
ate input parameter can not implicitly thwart an attack, the
parameter must be explicitly checked before being used for
computations. Similarly, there is no general method which
provides the resistance against safe-error attacks. A device
must be designed in such way that it provides an inherent
resistance to these attacks.

In addition to effectiveness, a designer should have an esti-
mation of the overhead that a certain class of countermeasures
introduces before selecting it. Table IV gives an estimation
of the area overhead and the throughput reduction introduced
by different classes of countermeasures. Please note that the
overhead of the specific countermeasures inside a class varies
depending on the algorithm that should be protected and the
required security level. For details on the specific countermea-
sures, we refer the reader to overviews given in [65], [92].
As expected, Table IV exposes the countermeasures based

TABLE IV: Cost Estimation of the Countermeasures

Cost
Countermeasure Area Throughput

Parallel Redundant Modules > 50% ≈ 0%
Repetition ≈ 0% 50%

Protection of Input Params < 10% < 10%
Algorithm Specific Check < 30% < 30%

Inherent Protection - -

on repetition and parallel computations as the most costly
ones. If implemented naively, they introduce an overhead of
100% [85]. In practice, they exploit some algorithm-specific
properties so that the overhad is reduced [61], [62], [63],
[64]. Such kind of protection is typical for symmetric ciphers
that share the datapath for encryption and decryption. Using
pipelining, the repeated computation is done in parallel with
the original one, thus reducing the time overhead [93].

Next, algorithm specific checks typically introduce low
overhead, but it can vary depending on the protection capabil-
ities and the specific deployment in the system. For instance,
if the protection requires redundant memory locations, its
area overhead can be up to 30% [78]. On the other hand, if
the existing memory and datapath can be re-used, the area
overhead can be as low as 1% [94]. The introduced time
overhead mainly depends on the frequency of the counter-
measure’s activation. For example, if an error detection is
activated only at the end of the algorithm, the time overhead
could be less then 1% [95], [78], [94]. On the other hand, if a
concurrent error detection is required, which implies the fault
detection after each round of the algorithm, the time overhead
is significantly increased [78].

Finally, the inherent protection mechanisms are the most
efficient ones. As they are based on the proper selection of
algorithms and system parameters, they introduce no area
and time overhead. However, due to the limited number of
the attacks they thwart, they must be accompanied by other
countermeasures in order to provide a complete protection.

The comparative tables in this section show that only a
proper combination of countermeasures against fault attacks
can result in a secure design. While a design itself can
be protected on different abstraction levels, the validity of
the input parameters and the integrity of a program flow
must be addressed separately. The precise overhead that a
countermeasure introduces and the probability of detecting
a specific attack are tightly coupled with the design, and
are often subject of trade-offs. They have to be addressed
separately for every concrete application.

A. Future Directions

Taking into account the inventiveness of attackers and ever
increasing technical capabilities of the fault injection equip-
ment, it woud be interesting to analyze the effectiveness of
the countermeasures against such advanced adversarial model.
To do so, we split the analysis into two parts: to tackle the
problem of novel fault exploitations mechanisms, we first
discuss the effectiveness of different classes of countermea-
sures against an emerging class of implementation attacks
that combine the side-channel and fault analysis (combined
attacks). Then, to address the problem of using advanced
fault injection equipment, we examine the effectiveness of the
countermeasures when an adversary is able to induce multiple
precise faults. Finally, we discuss possible future research
directions for securing designs against fault attacks.

Combined attacks combine the fault injection and side-
channels, such as power consumption or electromagnetic radi-
ation, to observe the effect of the injected fault. These attacks
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are mounted on both public key [96], [97] and symmetric
key cryptographic algorithms [98], [99]. Combined attacks
exploit the fact that the injected error’s effect exists from the
moment the error is triggered and not only at the end of the
computation. Therefore, they could be successfully applied
despite fault detection at the end of the algorithm since all
the necessary information are obtained through a side-channel
during the execution. Obviously, the class of countermeasures
that is based on fault detection at the end of algorithm
(Section III) is not effective in this case. Instead, a protection
that immediately detects a fault, such as concurrent error
detection, must be employed [78]. Also, the countermeasures
originally proposed to thwart side-channel attacks, such as
blinding or infective computation [80], [100], could be used.

Another aspect of an advanced attacker model is the em-
ployment of high end fault injection equipment. Analyzing
up-to-date fault injection techniques [2], [101], it can be
concluded that they are advancing mainly in the following two
aspects: 1) a triggering mechanism that enables the precise
control over the fault’s timing and 2) fast switching lasers,
such as a diode laser, that can inject multiple faults in a very
short time period3. Please note that we do not analyze the fault
model in which an attacker is able to set/rest a single bit at
will since we do not consider it to be practical. Even though
the laser spot size is shrinking, so does the CMOS feature
size, thus limiting the space precision of the fault injection.

In order to analyze how different classes of countermeasures
deal with the presented fault injection advances, we construct
Table V. It indicates that precise single faults that can be

TABLE V: Effectiveness of the Countermeasures against the
Advanced Fault Model.

Faults
Countermeasure Single Multiple

Protection of Input Params
√? √

Parallel Redundant Modules
√? X

Repetition
√? X

Algorithm Specific Check
√ √

Inherent Protection
√ √

√
: a countermeasure is still effective.√?: a countermeasure is effective in some special cases.

X: a countermeasure is not effective.

injected in a specified point of time, i.e. a part of a clock cycle,
are a threat to the countermeasures that check the integrity
of input parameters since they can alter a variable after its
check is being performed. Similarly, parallel and redundant
computations that tend to protect arithmetic modules, such
as adders and multipliers, can be defeated in a similar way.
On the other hand, if parallel and redundant computations are
coupled with the algorithm-specific properties [33], [76] or
if the algorithm-specific checks are employed, precise single
faults are not effective. Since these countermeasures detect
faults at the end of the algorithm, an adversary can not make
use of a fault injected after the check.

3Approximately, a fault can be injected on every 40 nS [2]

Next, precise multiple faults seem to be the biggest threat
to countermeasures based on parallel and redundant compu-
tations. If an attacker can inject two faults in a chosen time
moment, he can cause the same error twice, thus making it
undetectable. Further, if an attacker is able to induce two
simultaneous faults, the probability of causing the same errors
is even higher. The other classes of countermeasures are
resistant to multiplie fault attacks, even though the error
detection probability could be decreased in some particular
cases.

The analysis above shows that the effectiveness of the
countermeasures against fault attacks is time-limited and they
have to be re-evaluated regularly. Even though there are some
attempts to make a formal model for fault attacks, provable
security against these attacks is not settled yet. Another
research direction is a hardware security assurance: a process
of identifying and fixing vulnerabilities in a design before
it is released. So far, there exist two distinct approaches to
this problem. The first one tries to give general guidelines
for secure hardware development [51], [102], [52], [103],
[89] while the other one aims at ensuring that a device is
secure against particular attacks before it is released [90],
[91], [104]. We believe that a combination of the general
theoretical approach and the modeling based on the experience
in protecting cryptographic devices against particular attacks
could lead to a solution that provides a sufficient security level
at the minimal cost.

V. CONCLUSION

In order to construct a fault-attack resistant embedded
device, a hardware designer has to understand their threat in
the first place. Even though there is a huge variety of fault
attacks, we showed that they all share common properties. We
classified the attacks and expose the mechanisms they employ
to reveal sensitive information by extracting these properties.
Moreover, we explained how an injected fault propagates form
the physical layer to the protocol layer and highlighted the
parts of a generic processor which are sensitive to faults.
Hence, we provide an orientation to hardware designers for
determining which attacks are a threat for their specific de-
signs.

Furthermore, we analyzed possible ways to protect a device
and explained methods to thwart fault attacks. It turns out
that security against fault attacks must be incorporated in an
early stage of the design process and has to be addressed on
different abstraction levels. We showed possible ways to pro-
tect different parts of a generic processor and evaluated their
effectiveness against various attacks. Finally, we estimated
time and area overhead of each class of countermeasures, thus
making it easier for a hardware designer to select the set of
countermeasures that meets the performance constraints, still
providing a sufficient level of security.
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