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Supplement to Bioconda: A sustainable and comprehensive

software distribution for the life sciences

S1 Software management with Conda

Via the Conda package manager, installing software from Bioconda becomes very simple. In the following,
we describe the basic functionality (see Fig. S1f) assuming that the user has access to a Linux or macOS
terminal. After installing Conda (https://conda.io/miniconda.html), the first step is to set up the
Bioconda channel via:

$ conda config --add channels conda-forge

$ conda config --add channels bioconda

Now all Bioconda packages are visible to the Conda package manager. For example, the software CNVkit1,
can be searched for with

$ conda search cnvkit

in order to check if and in which versions it is available. Alternatively, packages can be searched interactively
at http://bioconda.github.io. CNVkit can be installed with:

$ conda install cnvkit

CNVkit needs various dependencies from Python and R, which would otherwise have to be installed in
separate manual steps (Supplementary Fig. S1c). The above command installs all dependencies needed by
CNVkit, including Python and R themselves. Conda enables updating and removing all these dependencies
via one unified interface.

A key benefit of Conda is the ability to define isolated, shareable software environments. This can happen
ad-hoc, or via YAML (https://yaml.org) files. For example, the following file defines an environment
consisting of Salmon5 and DESeq26. Here we specify the exact versions to install, though this is not strictly
necessary as the latest available version will be installed by default:

channels:

- bioconda

- conda-forge

- defaults

dependencies:

- bioconductor-deseq2 =1.16.1

- salmon =0.8.2

- r-base =3.4.1

Assuming that the above environment specification is stored in the file env.yaml, an environment my-env

containing the specified requirements and all of their dependencies, including R itself, can be created via the
command:

$ conda env create --name my-env --file env.yaml
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Creating an environment does in general not mean that Conda will install new copies of all required packages.
Instead, whenever possible, it will use hard links to a single central installation of each package, such that
environments are lightweight even if hundreds of packages are involved. To use the commands installed in
above new environment, it must first be activated by issuing the following command:

$ source activate my-env

Multiple environments can exist on the same system and only the packages in the currently-activated envi-
ronment will be accessible.

Within the activated environment, R, Salmon, and DESeq2 are available in exactly the defined versions. For
example, Salmon can be executed with:

$ salmon --help

It is possible to modify an existing environment by using conda update, conda install and conda remove.
For example, we could add a particular version of Kallisto7 and update Salmon to the latest available version
with:

$ conda install kallisto=0.43.1

$ conda update salmon

Finally, the environment can be deactivated again with the following command:

source deactivate

S1.1 How isolated software environments enable reproducible research

With isolated software environments as shown above, it is possible to define an exact version for each package.
This increases reproducibility by eliminating differences due to implementation changes. Note that above
we also pin an R version, although the latest compatible one would also be automatically installed without
mentioning it. To further increase reproducibility, this pattern can be extended to all dependencies of DESeq2
and Salmon and recursively down to basic system libraries like zlib and Boost (https://www.boost.org).
Environments are isolated from the rest of the system, while still allowing interaction with it: e.g., tools
inside the environment are preferred over system tools, while system tools that are not available from within
the environment can still be used. Conda also supports the automatic creation of environment definitions
from already existing environments. This allows to rapidly explore the needed combination of packages
before it is finalized into an environment definition:

$ conda env export --name my-env > full-env.yaml

This file can then be shared with other researchers, who, with the following two commands, can exactly
reproduce the same environment on their system and then activate that environment to use it:

$ conda env create --name from-collaborator --file full-env.yaml

$ source activate from-collaborator

In combination with workflow management systems like Galaxy8, bcbio-nextgen (https://github.com/
chapmanb/bcbio-nextgen), and Snakemake9 that interact directly with Conda, a data analysis can be
shipped and deployed in a fully reproducible way, from description and automatic execution of every anal-
ysis step down to the description and automatic installation of any required software. While this ensures
that exactly the same software is used, the underlying operating system and used hardware can still have
influence on the obtained results. While in theory robust results should not be affected by such aspects, it is
important to note that a Conda based approach can always be combined with virtual machines and container
images. The hosting of Bioconda packages is guaranteed by Anaconda Inc. without time limit. Nevertheless,
sustainability can be further improved by archiving a workflow together with all used packages via Zenodo
(https://zenodo.org), for example when using Snakemake (http://snakemake.readthedocs.io/en/v4.
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3.0/snakefiles/deployment.html#sustainable-and-reproducible-archiving). Naturally, above no-
tion of reproducibility only involves the ability to rerun in silico experiments under the same technical
circumstances and with the same data. It does not free the researcher from properly designing experiments.

S2 Relation to container and module infrastructure

Reproducible software management and distribution is enhanced by other current technologies. Conda in-
tegrates well with environment modules (http://modules.sourceforge.net/), a technology used nearly
universally across HPC systems. An administrator can use Conda to easily define environment modules
or use Conda itself as an environment manager in order to maintain software stacks for multiple labs and
project-specific configurations. Another approach to reproducibility is to use containers, popularized by
Docker, which provide a way to publish an entire software stack down to the operating system. They pro-
vide greater isolation and control over the environment that software is executed in, but at the expense of
some customizability. Conda complements container-based approaches. Where flexibility is needed, Conda
packages can be installed directly on the system. Where the uniformity of containers is required, Conda can
be used to build images, avoiding the nuanced installation steps that would ordinarily be required to build
and install software within an image. In fact, for each Bioconda package, our build system automatically
builds a minimal Docker image containing that package and its dependencies, which is subsequently uploaded
and made available via the Biocontainers project2. As a consequence, every built Bioconda package is avail-
able not only for installation via Conda, but also as a container via Docker, Rkt (https://coreos.com/rkt),
and Singularity3, such that the desired level of reproducibility can be chosen freely4.

S3 New recipes, maintenance and quality assurance in the Bio-
conda project

To ensure reliable maintenance of thousands of packages, we use a semi-automatic, agent-assisted devel-
opment workflow (Supplementary Fig. S1d), orchestrated by a suite of tools we authored and maintain
(bioconda-utils, https://github.com/bioconda/bioconda-utils). All Bioconda recipes are hosted in a
GitHub repository (https://github.com/bioconda/bioconda-recipes). Both the addition of new recipes
and the update of existing recipes in Bioconda is handled via pull requests. A contributor opens a pull
request on the GitHub repository with a modified version of one or more recipes, and these changes are
automatically compared against the current state of Bioconda. Once a pull request arrives, our infrastruc-
ture performs several automatic checks. Problems discovered in any step are reported to the contributor
and further progress is blocked until they are resolved. First, the modified recipes are checked for syntactic
anti-patterns, i.e., formulations that are syntactically correct but bad style (termed linting). This process
ensures consistency across all submitted recipes, serving as an initial quality-control step and easing the
automated maintenance of recipes. Second, the modified recipes are built on Linux and macOS, via a cloud
based, free-of-charge service (https://travis-ci.org). Successfully built recipes are tested (e.g., by run-
ning the generated executable). Since Bioconda packages must be able to run on any supported system, it is
important to check that the built packages do not rely on particular elements from the build environment.
Therefore, testing happens in two stages: (a) test cases are executed in the full build environment and (b)
test cases are executed in a minimal Docker (https://docker.com) container which purposefully lacks all
non-common system libraries. Hence, a dependency that is not explicitly defined will lead to a failure in
the latter, more stringent test. Once the build and test steps have succeeded, a member of the Bioconda
team reviews the proposed changes and, if acceptable, merges the modifications into the official repository.
Upon merging, packages are uploaded to the hosted Bioconda channel (https://anaconda.org/bioconda),
where they become available via the Conda package manager. When a Bioconda package is updated to a
new version, older builds are generally preserved, and recipes for multiple older versions may be maintained
in the Bioconda repository.
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Above process appears to scale well with the growing number of recipes and contributors (Supplementary
Fig. S1a,b). The usual turnaround time of the workflow is short (Supplementary Fig. S1e): 61% of the
pull requests are merged within 5 hours. Of those, 36% are even merged within 1 hour. Only 18% of the
pull requests need more than a day. Hence, publishing software in Bioconda or updating already existing
packages can be accomplished typically within minutes to a few hours.

Using Bioconda as a service to obtain packages for local installation entails trusting that (a) the provided
software itself is not harmful and (b) it has not been modified in a harmful way. Ensuring (a) is up to the
user. In contrast, (b) is handled by our workflow. First, source code or binary files defined in recipes are
checked for integrity via MD5 or SHA256 hash values. Second, all review and testing steps are enforced via
the GitHub interface. This guarantees that all packages have been tested automatically and reviewed by
a human being. Third, all changes to the repository of recipes are publicly tracked, and all build and test
steps are transparently visible to the user. Finally, the automatic parts of the development workflow are
implemented in the open-source software bioconda-utils. In the future, we will further explore the possibility
to sign packages cryptographically.

Figure S1: Development, dependency structure, workflow, and turnaround time. (a) contributing authors
and (b) added recipes over time. (c) largest connected component of directed acyclic graph of Bioconda
packages (nodes) and dependencies (edges). Highlighted is the induced subgraph of the CNVkit1 package
and its dependencies spanning Python, C/C++, and R ecosystems (node coloring as defined in Fig. 1a
in main text, squared node represents CNVkit). (d) GitHub based development workflow: a contributor
provides a pull request that undergoes several build and test steps, followed by a human review. If any
of these checks does not succeed, the contributor can update the pull request accordingly. Once all steps
have passed, the changes can be merged. (e) Turnaround time from submission to merge of pull requests in
Bioconda. (f) Workflow for using Conda packages. After the Bioconda channel has been set up, packages
can be searched and installed directly. Alternatively, isolated software environments can be created.
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